**DotNet Web\_Api**

#### Explanation of the Code in Detail

1. var builder = WebApplication.CreateBuilder(args);
2. var app = builder.Build();
4. app.MapGet("/", () => "Hello World!");
6. app.Run();
7. **var builder = WebApplication.CreateBuilder(args);**
   * **Purpose**: Initializes a new instance of the WebApplicationBuilder class.
   * **Details**:
     + **WebApplication.CreateBuilder(args)**:
       - CreateBuilder is a static method that initializes a WebApplicationBuilder instance.
       - args represents command-line arguments passed to the application.
       - The builder sets up the default configuration, logging, and dependency injection (DI) services.
     + **Configuration**:
       - Reads configuration settings from various sources (e.g., appsettings.json, environment variables).
     + **Logging**:
       - Configures default logging services.
     + **Dependency Injection**:
       - Registers services to be used by the application via DI.
8. **var app = builder.Build();**
   * **Purpose**: Builds the WebApplication instance.
   * **Details**:
     + **builder.Build()**:
       - Finalizes the app's configuration and prepares it for running.
       - Compiles all middleware components added during the build process.
       - Creates the WebApplication object that will handle HTTP requests.
9. **app.MapGet("/", () => "Hello World!");**
   * **Purpose**: Sets up a route that maps HTTP GET requests to a specific path (in this case, the root URL).
   * **Details**:
     + **app.MapGet**:
       - A convenience method to define a route that matches GET requests.
       - "/" specifies the root URL path.
       - () => "Hello World!" is a lambda expression that defines the response to be returned when the route is accessed.
       - The lambda returns a plain string "Hello World!" which is sent as the HTTP response body.
10. **app.Run();**
    * **Purpose**: Runs the application.
    * **Details**:
      + **app.Run()**:
        - Starts the Kestrel web server (or the configured server) and begins listening for incoming HTTP requests.
        - This is a blocking call that keeps the application running until it is manually stopped (e.g., via Ctrl+C in the console).
        - The application is now live and will respond to requests based on the configured routes and middleware.

#### Summary

* The code creates and configures a minimal ASP.NET Core web application.
* WebApplication.CreateBuilder(args) sets up the application with default settings.
* builder.Build() finalizes the configuration and prepares the application.
* app.MapGet("/", () => "Hello World!") maps a GET request to the root URL and returns "Hello World!" as a response.
* app.Run() starts the web server and runs the application, ready to handle incoming requests.

#### Kestrel Server and Reverse Proxy Servers

#### Kestrel Server

**Overview:**

* Kestrel is the cross-platform web server for ASP.NET Core.
* It is lightweight and suitable for serving dynamic content.

**Responsibilities:**

* **HTTP Requests Handling**: Handles incoming HTTP requests and responses.
* **Hosting**: Hosts the ASP.NET Core application.
* **Configuration**: Supports various configurations such as HTTP/2, HTTPS, etc.

**Use Case:**

* Ideal for development and internal networks.
* Typically used in conjunction with a reverse proxy for production environments.

#### Reverse Proxy Servers

**Overview:**

* A reverse proxy server forwards client requests to backend servers and returns the responses to the clients.
* Common reverse proxy servers include Nginx, Apache, and IIS.

**Responsibilities:**

* **Load Balancing**: Distributes incoming requests across multiple servers.
* **SSL Termination**: Handles SSL/TLS encryption and decryption.
* **Caching**: Caches responses to improve performance.
* **Security**: Provides additional security features like request filtering, IP whitelisting, and rate limiting.

**Use Case:**

* Used in front of Kestrel to enhance security, load balancing, and other enterprise-level requirements.

#### Responsibilities of Kestrel and Reverse Proxy Servers

**Kestrel:**

* Serves HTTP requests directly.
* Provides efficient request processing.
* Should be used behind a reverse proxy for additional security and stability.

**Reverse Proxy:**

* Acts as an intermediary between clients and Kestrel.
* Provides SSL termination, load balancing, and security features.
* Enhances the overall performance and security of the application.

#### *Explanation of ASP.NET Core Logs*

#### 1. Application Start Log: Listening on Port

1. info: Microsoft.Hosting.Lifetime[14]
2. Now listening on: http://localhost:5117

* **Category**: Microsoft.Hosting.Lifetime
* **Event ID**: 14
* **Message**: Now listening on: http://localhost:5117
* **Explanation**:
  + Indicates that the Kestrel server is now running and ready to accept HTTP requests on the specified URL and port (http://localhost:5117).
  + This log is crucial for knowing where your application is accessible.

#### 2. Application Started Log

1. info: Microsoft.Hosting.Lifetime[0]
2. Application started. Press Ctrl+C to shut down.

* **Category**: Microsoft.Hosting.Lifetime
* **Event ID**: 0
* **Message**: Application started. Press Ctrl+C to shut down.
* **Explanation**:
  + Confirms that the ASP.NET Core application has successfully started.
  + Provides instructions for gracefully shutting down the application by pressing Ctrl+C in the terminal or command prompt where the application is running.

#### 3. Hosting Environment Log

1. info: Microsoft.Hosting.Lifetime[0]
2. Hosting environment: Development

* **Category**: Microsoft.Hosting.Lifetime
* **Event ID**: 0
* **Message**: Hosting environment: Development
* **Explanation**:
  + Specifies the current hosting environment of the application (in this case, Development).
  + The hosting environment can be Development, Staging, or Production, which affects how the application behaves, particularly in terms of logging, error handling, and configuration settings.

#### 4. Content Root Path Log

1. info: Microsoft.Hosting.Lifetime[0]
2. Content root path: c:\code\temp\MyFirstApp\MyFirstApp

* **Category**: Microsoft.Hosting.Lifetime
* **Event ID**: 0
* **Message**: Content root path: c:\code\temp\MyFirstApp\MyFirstApp
* **Explanation**:
  + Indicates the content root path of the application, which is the base path where the application’s content files are located.
  + This path is used to locate static files, views, and other content.
  + It helps in understanding where the application’s files are located in the file system.

#### Summary

* **Now listening on**: Informs you where the application is accessible.
* **Application started**: Confirms the successful start of the application and how to shut it down.
* **Hosting environment**: Indicates the environment (Development, Staging, Production) the application is running in.
* **Content root path**: Shows the base path for the application's content files.

These logs provide critical information about the state and configuration of your ASP.NET Core application, aiding in monitoring and troubleshooting.

#### Detailed Notes for launchSettings.json

launchSettings.json is a configuration file in ASP.NET Core projects used to define settings for how the application is launched during development. This includes settings for different environments, URLs, and other debugging options.

#### Structure of launchSettings.json

1. **$schema**
   * Specifies the schema URL for launchSettings.json, which helps with validation and IntelliSense support in IDEs like Visual Studio.
   * "$schema": "http://json.schemastore.org/launchsettings.json"
2. **iisSettings**
   * Configures settings specifically for IIS Express, a lightweight, self-contained version of IIS optimized for developers.
   * "iisSettings": {
   * "windowsAuthentication": false,
   * "anonymousAuthentication": true,
   * "iisExpress": {
   * "applicationUrl": "http://localhost:19872",
   * "sslPort": 0
   * }
   * }
   * **windowsAuthentication**: Enables or disables Windows Authentication.
   * **anonymousAuthentication**: Enables or disables Anonymous Authentication.
   * **iisExpress**:
     + **applicationUrl**: The URL for the application when using IIS Express.
     + **sslPort**: The port number for HTTPS. If 0, HTTPS is disabled.
3. **profiles**
   * Defines different profiles for launching the application. Each profile can have unique settings.
   * "profiles": {
   * "http": {
   * "commandName": "Project",
   * "dotnetRunMessages": true,
   * "launchBrowser": true,
   * "applicationUrl": "http://localhost:5117",
   * "environmentVariables": {
   * "ASPNETCORE\_ENVIRONMENT": "Development"
   * }
   * },
   * "IIS Express": {
   * "commandName": "IISExpress",
   * "launchBrowser": true,
   * "environmentVariables": {
   * "ASPNETCORE\_ENVIRONMENT": "Development"
   * }
   * }
   * }
   * **http** profile:
     + **commandName**: Specifies how the application should be launched. Project means it will use dotnet run.
     + **dotnetRunMessages**: If true, enables detailed messages from dotnet run.
     + **launchBrowser**: If true, launches the default web browser when the application starts.
     + **applicationUrl**: The URL for the application when launched directly (e.g., http://localhost:5117).
     + **environmentVariables**: Sets environment variables for the application. Here, ASPNETCORE\_ENVIRONMENT is set to Development.
   * **IIS Express** profile:
     + **commandName**: IISExpress means it will launch using IIS Express.
     + **launchBrowser**: If true, launches the default web browser when the application starts.
     + **environmentVariables**: Sets environment variables, with ASPNETCORE\_ENVIRONMENT set to Development.

#### Example launchSettings.json Code

1. jsonCopy code{
2. "$schema": "http://json.schemastore.org/launchsettings.json",
3. "iisSettings": {
4. "windowsAuthentication": false,
5. "anonymousAuthentication": true,
6. "iisExpress": {
7. "applicationUrl": "http://localhost:19872",
8. "sslPort": 0
9. }
10. },
11. "profiles": {
12. "http": {
13. "commandName": "Project",
14. "dotnetRunMessages": true,
15. "launchBrowser": true,
16. "applicationUrl": "http://localhost:5117",
17. "environmentVariables": {
18. "ASPNETCORE\_ENVIRONMENT": "Development"
19. }
20. },
21. "IIS Express": {
22. "commandName": "IISExpress",
23. "launchBrowser": true,
24. "environmentVariables": {
25. "ASPNETCORE\_ENVIRONMENT": "Development"
26. }
27. }
28. }
29. }

#### Explanation of the Example

1. **$schema**
   * Provides IntelliSense and validation for the file.
2. **iisSettings**
   * **windowsAuthentication**: Disabled.
   * **anonymousAuthentication**: Enabled.
   * **iisExpress**:
     + **applicationUrl**: The application is accessible at http://localhost:19872.
     + **sslPort**: HTTPS is disabled (sslPort is 0).
3. **profiles**
   * **http** profile:
     + Launches using the dotnet run command.
     + Shows detailed dotnet run messages.
     + Launches the default web browser automatically.
     + Application URL is http://localhost:5117.
     + Sets ASPNETCORE\_ENVIRONMENT to Development.
   * **IIS Express** profile:
     + Launches using IIS Express.
     + Launches the default web browser automatically.
     + Sets ASPNETCORE\_ENVIRONMENT to Development.

#### Summary

* launchSettings.json configures how an ASP.NET Core application is launched during development.
* It can define multiple profiles, each with its own settings for URLs, environment variables, and launch options.
* The iisSettings section configures IIS Express settings, while the profiles section defines different launch profiles for the application.

***HTTP Protocol***

**Overview:**

* HTTP (Hypertext Transfer Protocol) is a protocol used for transmitting hypertext (e.g., HTML) over the internet.
* It operates on a client-server model, where the client (usually a web browser) makes requests to a server, which then responds with the requested resources or error messages.
* **Stateless Protocol**: Each HTTP request is independent of others; the server does not retain information from previous requests.

**Request/Response Model:**

* **Client Request**: The client sends an HTTP request to the server.
* **Server Response**: The server processes the request and sends back an HTTP response.

***HTTP Server***

**Definition:**

* An HTTP server is software that handles HTTP requests from clients and serves back responses. It processes incoming requests, executes the necessary logic (e.g., accessing a database, generating HTML), and returns the appropriate response.

**Examples:**

* Apache HTTP Server, Nginx, Microsoft IIS, Kestrel (used with ASP.NET Core).

**Kestrel:**

* Kestrel is a cross-platform web server included with ASP.NET Core.
* It is lightweight, high-performance, and suitable for running both internal and public-facing web applications.
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1. **Client Sends Request:**
   * The client (e.g., web browser) sends an HTTP request to the server.
2. **Kestrel Receives Request:**
   * Kestrel receives the request and passes it through the ASP.NET Core middleware pipeline.
3. **Request Processing:**
   * Middleware components process the request and eventually pass it to the application’s request handling logic.
4. **Generate Response:**
   * The application generates an HTTP response and sends it back through the middleware pipeline.
5. **Kestrel Sends Response:**
   * Kestrel sends the HTTP response back to the client.

***How Browsers Use HTTP***

* Browsers use HTTP to request resources such as HTML documents, images, CSS files, and JavaScript files from servers.
* When a user enters a URL or clicks a link, the browser sends an HTTP request to the server, which then responds with the requested resource.

***Observing HTTP Requests and Responses in Chrome Dev Tools***

1. **Open Chrome Dev Tools:**
   * Press F12 or Ctrl+Shift+I (or Cmd+Option+I on Mac) to open Chrome Dev Tools.
2. **Navigate to the Network Tab:**
   * Click on the Network tab to view HTTP requests and responses.
3. **Inspect a Request:**
   * Click on any request in the list to see detailed information:
     + **Headers**: View request and response headers.
     + **Preview/Response**: View the response body.
     + **Timing**: See the timing details of the request.

***HTTP Response Message Format***

**Response Message Format:**

* **Start Line**: Contains the HTTP version, status code, and status message.
* **Headers**: Key-value pairs providing information about the response.
* **Body**: Optional, contains the actual data (e.g., HTML, JSON).

**Example:**

1. HTTP/1.1 200 OK
2. Content-Type: text/html
3. Content-Length: 137
5. <html>
6. <body>
7. <h1>Hello, World!</h1>
8. </body>
9. </html>

**Commonly Used Response Headers:**

* Content-Type: Specifies the media type of the resource.
* Content-Length: The size of the response body in bytes.
* Server: Provides information about the server handling the request.
* Set-Cookie: Sets cookies to be stored by the client.
* Cache-Control: Directives for caching mechanisms in both requests and responses.

***Default Response Headers in Kestrel***

* Content-Type: Typically defaults to text/html or application/json depending on the content being served.
* Server: Indicates the server software (e.g., Kestrel).
* Date: The date and time when the response was generated.

***HTTP Status Codes***

**Overview:**

* Status codes are issued by the server in response to the client's request to indicate the result of the request.
* Categories include:
  + **1xx Informational**: Request received, continuing process.
  + **2xx Success**: The request was successfully received, understood, and accepted.
  + **3xx Redirection**: Further action needs to be taken in order to complete the request.
  + **4xx Client Error**: The request contains bad syntax or cannot be fulfilled.
  + **5xx Server Error**: The server failed to fulfill an apparently valid request.

**Common Status Codes:**

* 200 OK: The request succeeded.
* 201 Created: The request succeeded and a new resource was created.
* 204 No Content: The server successfully processed the request, but is not returning any content.
* 400 Bad Request: The server could not understand the request due to invalid syntax.
* 401 Unauthorized: Authentication is required.
* 403 Forbidden: The client does not have access rights to the content.
* 404 Not Found: The server cannot find the requested resource.
* 500 Internal Server Error: The server encountered an unexpected condition.
* 502 Bad Gateway: The server was acting as a gateway or proxy and received an invalid response from the upstream server.
* 503 Service Unavailable: The server is not ready to handle the request.

***Setting Status Codes and Response Headers in ASP.NET Core***

**Example Code 1:**

1. var builder = WebApplication.CreateBuilder(args);
2. var app = builder.Build();
4. app.Run(async (HttpContext context) =>
5. {
6. context.Response.Headers["MyKey"] = "my value";
7. context.Response.Headers["Server"] = "My server";
8. context.Response.Headers["Content-Type"] = "text/html";
9. await context.Response.WriteAsync("<h1>Hello</h1>");
10. await context.Response.WriteAsync("<h2>World</h2>");
11. });
13. app.Run();

**Explanation:**

* context.Response.Headers["MyKey"] = "my value";: Adds a custom header to the response.
* context.Response.Headers["Server"] = "My server";: Modifies the Server header.
* context.Response.Headers["Content-Type"] = "text/html";: Sets the Content-Type header to text/html.
* await context.Response.WriteAsync("<h1>Hello</h1>");: Writes the first part of the response body.
* await context.Response.WriteAsync("<h2>World</h2>");: Writes the second part of the response body.

**Example Code 2:**

1. csharpCopy codevar builder = WebApplication.CreateBuilder(args);
2. var app = builder.Build();
4. app.Run(async (HttpContext context) =>
5. {
6. if (1 == 1)
7. {
8. context.Response.StatusCode = 200;
9. }
10. else
11. {
12. context.Response.StatusCode = 400;
13. }
14. await context.Response.WriteAsync("Hello");
15. await context.Response.WriteAsync(" World");
16. });
18. app.Run();

**Explanation:**

* context.Response.StatusCode = 200;: Sets the status code to 200 OK.
* context.Response.StatusCode = 400;: Sets the status code to 400 Bad Request (this line won't be executed due to the condition).
* await context.Response.WriteAsync("Hello");: Writes the first part of the response body.
* await context.Response.WriteAsync(" World");: Writes the second part of the response body.

Summary

* **HTTP Protocol**: A fundamental protocol for web communication, following a request/response model and operating statelessly.
* **HTTP Server**: Software that processes HTTP requests and responses, such as Kestrel.
* **Request/Response Flow**: From client request to server response, involving middleware processing in Kestrel.
* **Browser Usage**: Browsers request resources via HTTP, which are then processed and rendered.
* **Dev Tools**: Chrome Dev Tools can inspect HTTP traffic in detail.
* **Message Format**: HTTP requests and responses consist of a start line, headers, and an optional body.
* **Headers**: Key-value pairs providing additional information about requests and responses.
* **Status Codes**: Indicate the result of HTTP requests, categorized into informational, success, redirection, client error, and server error codes.
* **Setting Status Codes and Headers**: ASP.NET Core allows customization of responses using code, enabling setting of status codes and headers as demonstrated.

HTTP Requests

In the world of web applications, an HTTP request is a client's way of saying, "Hey server, I need something." This "something" could be a web page, an image, data from a database, or the result of some server-side calculation. The client, typically a web browser, sends this request to the server, which processes it and returns a response.

**Anatomy of an HTTP Request**

An HTTP request consists of several parts:

1. **Start Line:** This is the first line of the request, and it contains three crucial pieces of information:
   * **Method:** This indicates the action the client wants the server to perform. Common methods include:
     + GET: Retrieve data from the server.
     + POST: Submit data to the server (e.g., form data).
     + PUT: Update an existing resource on the server.
     + DELETE: Remove a resource from the server.
   * **Request URI (Uniform Resource Identifier):** This is the path to the resource on the server that the client is requesting.
   * **HTTP Version:** This specifies the version of the HTTP protocol being used (e.g., HTTP/1.1 or HTTP/2).
2. **Headers:** These provide additional information about the request, such as:
   * User-Agent: The client's browser or application.
   * Accept: The types of content the client can understand (e.g., HTML, JSON).
   * Host: The domain name of the server.
   * Content-Type: The type of data being sent in the request body (if any).
   * Authorization: Credentials for authentication (if required).
3. **Empty Line:** This separates the headers from the body of the request.
4. **Body (Optional):** This part of the request contains data that the client is sending to the server. For example, a POST request might include form data or JSON data.

**Query Strings: Passing Parameters in URLs**

*A* ***query string*** *is a way to pass parameters to a server within the* ***URL*** *itself. It starts with a question mark (****?****) and follows the path in the URL.* ***Each parameter is a key-value pair, separated by an equals sign (=)****, and* ***multiple parameters are separated by ampersands (&).***

**Example:**

1. https://example.com/products?category=electronics&brand=apple

In this example, category=electronics and brand=apple are parameters being passed to the server.

**The Request Object in ASP.NET Core**

ASP.NET Core provides a HttpRequest object that gives you access to all the information within an incoming request. This object has properties like:

* Method: The HTTP method (GET, POST, etc.).
* Path: The URI path requested by the client.
* Query: A collection of query string parameters.
* Headers: A collection of request headers.
* Body: A stream representing the request body (if present).

**Code 1: Displaying Request Path and Method**

1. var builder = WebApplication.CreateBuilder(args);
2. var app = builder.Build();
4. app.Run(async (HttpContext context) =>
5. {
6. string path = context.Request.Path;
7. string method = context.Request.Method;
9. context.Response.Headers["Content-type"] = "text/html";
10. await context.Response.WriteAsync($"<p>{path}</p>");
11. await context.Response.WriteAsync($"<p>{method}</p>");
12. });
14. app.Run();

This code defines a simple middleware component (using app.Run) that:

1. Extracts the Path and Method from the Request object.
2. Sets the Content-type response header to text/html.
3. Writes the extracted path and method into the response body as HTML paragraphs.

**Code 2: Handling GET Requests with Query Parameters**

1. app.Run(async (HttpContext context) =>
2. {
3. context.Response.Headers["Content-type"] = "text/html";
4. if (context.Request.Method == "GET")
5. {
6. if (context.Request.Query.ContainsKey("id"))
7. {
8. string id = context.Request.Query["id"];
9. await context.Response.WriteAsync($"<p>{id}</p>");
10. }
11. }
12. });

This code focuses on GET requests:

1. It sets the Content-type response header.
2. It checks if the request method is GET.
3. If so, it checks if a query parameter named "id" exists.
4. If found, it extracts the value of the "id" parameter and displays it.

**Code 3: Extracting the User-Agent Header**

1. app.Run(async (HttpContext context) =>
2. {
3. context.Response.Headers["Content-type"] = "text/html";
4. if (context.Request.Headers.ContainsKey("User-Agent"))
5. {
6. string userAgent = context.Request.Headers["User-Agent"];
7. await context.Response.WriteAsync($"<p>{userAgent}</p>");
8. }
9. });

This code:

1. Sets the Content-type response header.
2. Checks if the User-Agent header is present in the request.
3. If found, it extracts the value of the User-Agent header and displays it, indicating the client's browser or application.

**Summary about HTTP Request:**

HTTP requests are the messages sent from clients (like web browsers) to servers to request resources or actions. They consist of a start line (method, URI, HTTP version), headers (additional information), an empty line, and an optional body containing data. Query strings are used to pass parameters within URLs.

ASP.NET Core provides the HttpRequest object to access request details. The example codes demonstrated:

1. Displaying the requested path and HTTP method.
2. Handling GET requests and extracting query parameter values.
3. Retrieving and displaying the User-Agent header from a request.

***HTTP Methods***

**GET: Retrieving Data**

The GET method is primarily designed for fetching data from a server. Think of it as asking the server for a specific resource, like a webpage, an image, or some data from a database. Here's what characterizes GET requests:

1. **Data in the URL:** Parameters are appended to the URL as a query string. This makes the request parameters visible in the browser's address bar.
2. **Limited Data Size:** The size of data that can be sent in a GET request is restricted due to limitations in URL lengths (browsers and servers might have different limits).
3. **Idempotent:** GET requests are considered idempotent. This means you can make the same GET request multiple times, and it should have the same effect as making it once (assuming the underlying data hasn't changed).
4. **Caching:** GET requests can be cached, meaning that if a client requests the same resource again, the browser might serve the previously retrieved response from its cache, improving performance.
5. **Security:** GET requests are generally less secure than POST requests because the data is visible in the URL. Avoid using GET for sensitive information like passwords or credit card numbers.

**Example GET Request:**

1. GET /products?category=electronics&brand=apple HTTP/1.1
2. Host: example.com

**POST: Submitting Data**

The POST method is primarily used for submitting data to the server for processing. This data is typically included in the body of the request and is not visible in the URL. Here's how POST requests differ from GET:

1. **Data in the Body:** Data is sent in the request body, making it more suitable for sending large amounts of data or sensitive information.
2. **Not Idempotent:** POST requests are not idempotent. Repeated POST requests might result in different outcomes (e.g., creating multiple resources or triggering actions multiple times).
3. **Not Cachable:** POST requests are generally not cached, as they often result in changes on the server.
4. **Security:** POST requests are considered more secure than GET requests because the data is not exposed in the URL. However, they are still susceptible to attacks like cross-site request forgery (CSRF), which requires additional security measures.

**Example POST Request:**

1. POST /login HTTP/1.1
2. Host: example.com
3. Content-Type: application/x-www-form-urlencoded
5. username=john&password=secret

**Choosing Between GET and POST**

* **Use GET when:**
  + You are retrieving data from the server.
  + You want the request to be bookmarkable.
  + The data being sent is small and non-sensitive.
* **Use POST when:**
  + You are submitting data to the server for processing.
  + The request might cause changes on the server.
  + You are sending sensitive data or large amounts of data.

Postman

Postman is a versatile API development and testing tool. It allows you to easily craft HTTP requests, send them to your ASP.NET Core application (or any API), and inspect the responses. It's a fantastic way to debug, experiment, and explore your API endpoints.

**Installation**

1. **Download:** Head to the official Postman website (<https://www.postman.com/downloads/>) and download the version suitable for your operating system (Windows, macOS, Linux).
2. **Install:** Follow the on-screen instructions to install Postman. The process is usually straightforward.

**Usage: Making Requests to Your ASP.NET Core App**

Let's say your ASP.NET Core application is running locally at https://localhost:7070 and has an endpoint /api/products. Here's how to use Postman:

1. **Launch Postman:** Open the Postman application.
2. **Create a New Request:**
   * Click on the "New" button in the top left corner.
   * Choose "Request" from the options.
3. **Set the Request Method and URL:**
   * In the request builder, select the appropriate HTTP method (GET, POST, PUT, DELETE, etc.) from the dropdown.
   * Enter the full URL of your ASP.NET Core endpoint (e.g., https://localhost:7070/api/products) in the address bar.
4. **(Optional) Add Headers:**
   * If your endpoint requires specific headers (like Content-Type), click on the "Headers" tab and add them as key-value pairs.
5. **(Optional) Add Request Body:**
   * If you are sending data with the request (e.g., JSON data for a POST request), click on the "Body" tab.
   * Choose the format (e.g., "raw" for JSON) and enter your data.
6. **Send the Request:**
   * Click the "Send" button.
7. **Inspect the Response:**
   * The response from your ASP.NET Core application will appear in the lower part of Postman. You'll see:
     + The status code (200 OK, 404 Not Found, etc.)
     + Response headers
     + The response body (if any)

***Summary***

**HTTP (Hypertext Transfer Protocol):**

* **Foundation of the Web:** HTTP is the protocol that powers the World Wide Web. It defines how clients (browsers, apps) and servers communicate.
* **Request-Response Cycle:** Communication follows a request-response model. The client sends a request, and the server sends back a response.
* **Stateless:** HTTP is stateless, meaning each request is independent. Servers don't inherently remember past interactions.
* **Methods:** HTTP methods define actions (GET, POST, PUT, DELETE, etc.).
* **Versions:** HTTP/1.1 and HTTP/2 are the most commonly used versions.

**HTTP Requests:**

* **Purpose:** Initiate communication, asking for a resource or action from the server.
* **Structure:** Start line (method, URI, version), headers, empty line, optional body.
* **Methods:**
  + GET: Fetch data, idempotent, cachable.
  + POST: Submit data, not idempotent, not typically cached.
  + PUT, DELETE: Update and delete resources, respectively.
* **Headers:** Provide metadata like content type, user agent, authentication.
* **Body:** Used to send data with POST, PUT, etc.

**HTTP Responses:**

* **Purpose:** Server's reply to a request.
* **Structure:** Start line (version, status code, reason phrase), headers, empty line, optional body.
* **Status Codes:** Three-digit codes indicate the outcome (200 OK, 404 Not Found, 500 Internal Server Error).
* **Headers:** Provide metadata about the response (content type, length, caching).
* **Body:** Contains the requested data (HTML, JSON, etc.) or error messages.

***Middleware***

At its core, middleware in ASP.NET Core is a series of components that form a pipeline through which every HTTP request and response flows. Each middleware component can:

1. **Examine** the incoming request.
2. **Modify** the request or response (if needed).
3. **Invoke** the next middleware in the pipeline or short-circuit the process and generate a response itself.

This pipeline allows you to modularize your application's logic and add features like authentication, logging, error handling, routing, and more in a clean and maintainable way.

**Middleware Chain (Request Pipeline)**

Imagine the request pipeline as a series of connected pipes. Each piece of middleware is like a valve in this pipeline, allowing you to control the flow of information and apply specific operations at different stages. The order you register your middleware matters, as they are executed sequentially.

**app.Use vs. app.Run**

These two methods are fundamental for adding middleware to your pipeline, but they have key differences:

* **app.Use(async (context, next) => { ... })**
  + **Non-Terminal Middleware:** This type of middleware typically performs some action and then calls the next delegate to pass control to the next middleware in the pipeline.
  + **Can Modify Request/Response:** It can change the request or response before passing it along.
  + **Examples:** Authentication, logging, custom headers, etc.
* **app.Run(async (context) => { ... })**
  + **Terminal Middleware:** This middleware doesn't call next; it ends the pipeline and generates the response itself.
  + **Often Used for the Final Response:** It's commonly used for handling requests that don't need further processing (e.g., returning a simple message).
  + **Can't Modify Request:** Since it's the end of the line, it cannot modify the request before passing it on.

**Code 1: The Consequence of Multiple app.Run Calls**

1. app.Run(async (HttpContext context) => {
2. await context.Response.WriteAsync("Hello");
3. });
5. app.Run(async (HttpContext context) => {
6. await context.Response.WriteAsync("Hello again");
7. });
9. app.Run();

In this code, only the first app.Run middleware will be executed. It terminates the pipeline by writing "Hello" to the response, and the subsequent app.Run (which would write "Hello again") never gets a chance to run.

**Code 2: Chaining Middleware with app.Use and app.Run**

1. //middlware 1
2. app.Use(async (context, next) => {
3. await context.Response.WriteAsync("Hello ");
4. await next(context);
5. });
7. //middleware 2
8. app.Use(async (context, next) => {
9. await context.Response.WriteAsync("Hello again ");
10. await next(context);
11. });
13. //middleware 3
14. app.Run(async (HttpContext context) => {
15. await context.Response.WriteAsync("Hello again");
16. });

This code demonstrates a correct way to chain middleware.

1. The first app.Use writes "Hello " to the response and then calls next to pass control to the next middleware.
2. The second app.Use writes "Hello again " and also calls next.
3. The final app.Run (which is terminal) writes "Hello again" and ends the pipeline. The result would be output of "Hello Hello again Hello again".

**Key Points to Remember**

* **Middleware Order is Crucial:** The order in which you register middleware matters, as they are executed in sequence.
* **Use app.Use for Non-Terminal Actions:** Use it for tasks like authentication, logging, or modifying headers/bodies.
* **Use app.Run to Terminate the Pipeline:** Employ it when you want to generate the final response.
* **Short-Circuiting:** Middleware can choose to short-circuit the pipeline (not call next) and return a response early if needed.

Custom Middleware in ASP.NET Cor

While ASP.NET Core provides a plethora of built-in middleware components, sometimes you need to create your own to address specific requirements unique to your application. Custom middleware allows you to:

* **Encapsulate logic:** Bundle related operations (e.g., logging, security checks, custom headers) into a reusable component.
* **Customize behavior:** Tailor the request/response pipeline to precisely match your application's needs.
* **Improve code organization:** Keep your middleware code clean and maintainable.

**Anatomy of a Custom Middleware Class**

1. **Custom middleware** class is used to ***separate the middleware logic into a separate reusable class.*** and by default the middleware class has to implement an interface called **IMiddleware** in order to register that, this class is a middleware. and **this IMiddleware interface forces us to write invoke async method** which will be executed when the request reaches to that particular middleware. and here just like the **lambda expression** it receives two arguments. that is **'context**' and **'next'**. so you can access the properties such as ***'request'*** and ***'response***' by using this ***'context'*** object. and optionally you can invoke the subsequent middleware by using this ***'next'.***
2. **Implement IMiddleware:** This interface requires a single method: InvokeAsync(HttpContext context, RequestDelegate next). This is the heart of your middleware's logic.
3. **InvokeAsync or Invoke Method:**
   * context: The HttpContext provides access to the request and response objects.
   * next: The RequestDelegate allows you to call the next middleware in the pipeline.

suppose your middleware has to ***execute some large amount of code***. so it has larger responsibility.in that case it would doesn't make sense to write all of that code inside the same file. that is in the program.cs file itself. so then it would be better to separate the same as a separate class and keeping it in a separate file. and that is exactly called as custom middleware class.

so a **custom middleware class is used to separate the middleware logic into a separate reusable class**. and by default the middleware class has to implement an interface called IMiddleware in order to register that, this class is a middleware. and this **IMiddleware interface forces us to write invokeAsync() method** which will be executed when the request reaches to that particular middleware. and here just like the lambda expression it receives two arguments. that is 'context' and 'next'. so you can access the properties such as 'request' and 'response' by using this 'context' object. and optionally you can invoke the subsequent middleware by using this 'next'. by default the middleware is of 'request delegate' type. and this 'before logic' executes before invoking that subsequent middleware. and after completion of that subsequent middleware it comes back to the same calling portion.so this 'after logic' will execute.

**Code Explanation**

Let's dissect the code you provided:

1. // MyCustomMiddleware.cs
2. namespace MiddlewareExample.CustomMiddleware
3. {
4. public class MyCustomMiddleware : IMiddleware
5. {
6. public async Task InvokeAsync(HttpContext context, RequestDelegate next)
7. {
8. await context.Response.WriteAsync("My Custom Middleware - Starts\n");
9. await next(context);
10. await context.Response.WriteAsync("My Custom Middleware - Ends\n");
11. }
12. }
14. // Extension method for easy registration
15. public static class CustomMiddlewareExtension
16. {
17. public static IApplicationBuilder UseMyCustomMiddleware(this IApplicationBuilder app)
18. {
19. return app.UseMiddleware<MyCustomMiddleware>();
20. }
21. }
22. }

***Note:*** it is a convention to prefix the method name with **'use'**. just like all the predefined extension methods are prefix with **use**.

* **MyCustomMiddleware Class:** This class implements IMiddleware. Its InvokeAsync method:
  + Writes "My Custom Middleware - Starts" to the response.
  + Calls next(context) to invoke the next middleware in the pipeline.
  + Writes "My Custom Middleware - Ends" to the response after the next middleware has finished.
* **CustomMiddlewareExtension Class:** This provides a convenient extension method UseMyCustomMiddleware to register your middleware in the Startup.Configure method.
* **IApplicationBuilder** is primarily used to register middleware components
* **IApplicationBuilder** is an interface in ASP.NET Core that defines a class for configuring the application's request pipeline. It is used to build the middleware pipeline for handling HTTP requests and responses.

1. // Program.cs (or Startup.cs)
2. using MiddlewareExample.CustomMiddleware;
4. // ...
6. builder.Services.AddTransient<MyCustomMiddleware>(); // Register as transient
8. app.Use(async (HttpContext context, RequestDelegate next) => {
9. await context.Response.WriteAsync("From Midleware 1\n");
10. await next(context);
11. });
13. app.UseMyCustomMiddleware(); // Use the extension method
15. app.Run(async (HttpContext context) => {
16. await context.Response.WriteAsync("From Middleware 3\n");
17. });

**How It Works**

1. **Registration:** You register MyCustomMiddleware as a transient service so that ASP.NET Core can create instances of it when needed.
2. **Pipeline Integration:** The app.UseMyCustomMiddleware() extension method seamlessly adds your middleware to the pipeline.
3. **Execution Order:** Middleware components are executed in the order they are added to the pipeline. In this case, the order would be Middleware 1, MyCustomMiddleware, then Middleware 3.

**Note:** If you want to register a lambda expression as a middleware you can simply use *"****app.use****"* But if you want to register a middleware class that is custom middleware class we have to call '***app.UseMiddleware'***.

**Output**

When you run the application, you'll see the following output in your browser:

1. From Midleware 1
2. My Custom Middleware - Starts
3. From Middleware 3
4. My Custom Middleware - Ends

This clearly demonstrates the flow of execution through the middleware chain.

***Custom Conventional Middleware***

ASP.NET Core middleware comes in two flavors: conventional and factory-based. Conventional middleware, as shown in your example, is a simple yet powerful way to encapsulate custom logic for processing HTTP requests and responses.

***Key Characteristics:***

* **Class-Based:** Conventional middleware is implemented as a class.
* **Constructor Injection:** It receives dependencies (if any) through its constructor.
* **Invoke Method:** This is the heart of the middleware, containing the logic that handles each request.
* **RequestDelegate:** The Invoke method takes a RequestDelegate parameter (\_next in your example). This delegate represents the next middleware in the pipeline.
* **Flexibility:** You have full control over the request and response objects within the Invoke method.

***Code Breakdown: HelloCustomMiddleware***

1. // HelloCustomMiddleware.cs
2. public class HelloCustomMiddleware
3. {
4. private readonly RequestDelegate \_next;
6. public HelloCustomMiddleware(RequestDelegate next)
7. {
8. \_next = next;
9. }
11. public async Task Invoke(HttpContext httpContext)
12. {
13. if (httpContext.Request.Query.ContainsKey("firstname") &&
14. httpContext.Request.Query.ContainsKey("lastname"))
15. {
16. string fullName = httpContext.Request.Query["firstname"] + " " + httpContext.Request.Query["lastname"];
17. await httpContext.Response.WriteAsync(fullName);
18. }
19. await \_next(httpContext);
20. }
21. }
23. // Extension method for easy registration
24. public static class HelloCustomModdleExtensions
25. {
26. public static IApplicationBuilder UseHelloCustomMiddleware(this IApplicationBuilder builder)
27. {
28. return builder.UseMiddleware<HelloCustomMiddleware>();
29. }
30. }

*so this is our class name* **HelloCustomMiddleware***.that is in this namespace.our* ***project name*** *dot* ***custom middleware****. so here notice we* ***are not implementing IMiddleware extension.*** *but we are going to use it, as a* ***custom middleware*** *by convention. means by maintaining some features such as we have a* ***readonly*** *field for '\_****next'*** *which is of* ***RequestDelegate type****. and asp.net core automatically passes the subsequent middleware as a* ***parameter in this constructor****.*

*for example let's say we are invoking this* **HelloCustomMiddleware** *as a second middleware. so what is the subsequent middleware. that is* ***middleware 3*** *right; whatever project there. so* ***that middleware 3 will be received as RequestDelegate parameter here****. so automatically asp.net core supplies.*

*you need not worry. and you can store the reference of the same* ***'next'*** *parameter into a read-only field that is* ***"\_next".*** *so wherever you would like to access the subsequent middleware to call it we can use this read-only field throughout the entire class. see here below in the Invoke method we are calling that* ***'next'*** *middleware by using* ***"\_next"****. it is just like in the previous case we are calling* ***'await next(context).*** *in the same way we are going to call it here. so you can add the 'before logic' and of course the 'after logic'. so this before logic executes before invoking the subsequent middleware. and this 'after logic' executes after completion of the subsequent middleware' for example we are calling the middleware 3 here' so the execution sequence doesn't change' only the difference is* ***instead of implementing the IMiddleware interface******previously and receiving both 'context' and 'next' parameters in the same method,*** *we are writing in this way, where you will not implement any interface but receive the 'next' parameter as a constructor parameter' and only one 'context' parameter in this invoke method. that is the syntactical difference.*

*but execution flow will be same.*

***Note:*** it is a convention to prefix the method name with **'use'**. just like all the predefined extension methods are prefix with **use**.

*Let's analyze each part:*

1. **Constructor:** The constructor receives the RequestDelegate, which is stored for later use to invoke the next middleware in the pipeline.
2. **Invoke Method:**
   * It checks if the query string contains both "firstname" and "lastname" parameters.
   * If so, it combines the values into a fullName string and writes it to the response.
   * **Crucially:** It calls await \_next(httpContext); to continue the middleware chain. This line ensures that the request is passed on to subsequent middleware components, even if a full name is generated.
   * By design, any code after this line, such as the comment "//after logic", would not execute for requests containing both "firstname" and "lastname", as the await \_next(httpContext); line immediately transfers control to the next middleware in the pipeline.
3. **UseHelloCustomMiddleware Extension:** This extension method simplifies the registration process by hiding the details of instantiating and using your custom middleware class.
4. what is an **extension method** basically in c sharp?
   * An ***extension method*** is a method, that is getting injected into an object dynamically.

**Program.cs (or Startup.cs): Using the Middleware**

1. // ... other middleware ...
2. app.UseMyCustomMiddleware();
3. app.UseHelloCustomMiddleware();
4. // ...

**How It Works**

1. When a request arrives, ASP.NET Core traverses the middleware pipeline.
2. It reaches HelloCustomMiddleware, which checks for the specific query parameters.
3. If the parameters are present, the middleware generates a personalized greeting.
4. Regardless of whether it generates the greeting, the middleware calls next(context) to pass the request along to the next middleware component in the pipeline.

**Key Points**

* **Simplicity:** Conventional middleware is easy to write and understand.
* **Control:** You have fine-grained control over how the request is processed and how the response is generated.
* **Extension Methods:** Use extension methods to make middleware registration clean and readable.

***The Ideal Order of Middleware Pipeline:***

1. **Exception/Error Handling:**
   * **Purpose:** Catches and handles exceptions that occur anywhere in the pipeline.
   * **Examples:** UseExceptionHandler, UseDeveloperExceptionPage (for development environments).
2. **HTTPS Redirection:**
   * **Purpose:** Redirects HTTP requests to HTTPS for security.
   * **Example:** UseHttpsRedirection.
3. **Static Files:**
   * **Purpose:** Serves static files like images, CSS, and JavaScript directly to the client.
   * **Example:** UseStaticFiles.
4. **Routing:**
   * **Purpose:** Matches incoming requests to specific endpoints based on their URLs.
   * **Examples:** UseRouting, UseEndpoints.
5. **CORS (Cross-Origin Resource Sharing):**
   * **Purpose:** Enables secure cross-origin requests from different domains.
   * **Example:** UseCors.
6. **Authentication:**
   * **Purpose:** Verifies user identities and establishes a user principal.
   * **Example:** UseAuthentication.
7. **Authorization:**
   * **Purpose:** Determines whether a user is allowed to access a particular resource or perform a certain action.
   * **Example:** UseAuthorization.
8. **Custom Middleware:**
   * **Purpose:** Your application-specific middleware components to handle tasks like logging, feature flags, etc.

**Reasoning Behind the Order**

* **Early Exception Handling:** Catching exceptions early prevents them from propagating and causing further issues down the pipeline.
* **Security First:** HTTPS redirection, authentication, and authorization are essential for securing your application.
* **Performance Optimization:** Static files, response caching, and compression are placed early to optimize the response generation process.
* **Routing as a Foundation:** Routing determines how requests are handled by your application's core logic.
* **CORS for Flexibility:** CORS allows your application to be consumed by a wider range of clients.
* **Custom Middleware:** Your custom middleware can be placed strategically within the pipeline to apply logic at the appropriate stage.

**Flexibility and Exceptions**

While this is the general recommended order, there might be exceptions based on your application's specific needs. For instance:

* **Health Checks:** You might want to place health check middleware very early in the pipeline to quickly determine the application's status without executing other middleware components.
* **Specialized Middleware:** Some middleware components may have specific ordering requirements documented by their providers.

**Example (Program.cs or Startup.cs):**

1. var builder = WebApplication.CreateBuilder(args);
2. var app = builder.Build();
4. if (app.Environment.IsDevelopment())
5. {
6. app.UseDeveloperExceptionPage();
7. }
9. app.UseHttpsRedirection();
10. app.UseStaticFiles();
11. app.UseRouting();
12. app.UseAuthentication();
13. app.UseAuthorization();
15. // ... your custom middleware ...
17. app.UseEndpoints(endpoints =>
18. {
19. endpoints.MapControllers(); // Or MapRazorPages(), MapGet(), etc.
20. });

By adhering to this recommended order, you'll create a well-structured and efficient ASP.NET Core application that's easier to maintain, debug, and secure.

***UseWhen():***
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***UseWhen()***

is a powerful extension method in ASP.NETCore's. IApplicationBuilder interface. It allows you to conditionally add middleware to your request pipeline based on a predicate (a condition). This means you can create dynamic pipelines where specific middleware components are executed only when certain conditions are met.

Just like the predefined method called ***“use”*** we have another method for middleware that is **''use when''**. both **'use'** and **''use when''** is used to attach the middleware to the application request pipeline. but particularly the **'use when'** is used to execute a branch of middleware when a specific condition is true.

for example we have made a request to some path; then the first middleware in the request pipeline executes. after that we are going to check the **'use when'** condition. you can write any condition which may check any details in the request. such as we can check the header values of the request or request query string or request method or else anything in the request.

for example we are checking if the authorization token is present in the request headers, if the condition is true we are going to execute a branch of the middleware, means a set of middlewares. but alternatively in case if that condition itself is false we are not going to touch that middleware branch.

but we continue with the regular middleware main chain. here the meaning of main chain is the actual collection of middlewares that should be executed commonly for all

the requests. so in brief you can say that, this middleware branch will execute only when a specific condition is true otherwise not

***Syntax:***

1. app.UseWhen(
2. context => /\* Your condition here \*/,
3. app => /\* Middleware configuration for the branch \*/
4. );

* **context:** The HttpContext object representing the current request.
* **Predicate (Condition):** A function that takes the HttpContext and returns true if the middleware branch should be executed, false otherwise.
* **Middleware Configuration:** An action that configures the middleware components that should be executed if the condition is true. This is where you use app.Use(), app.Run(), or other middleware registration methods.

**How UseWhen() Works**

1. **Predicate Evaluation:** When a request comes in, the UseWhen() method first evaluates the predicate function against the HttpContext.
2. **Branching (if true):** If the predicate returns true, the middleware branch specified in the configuration action is executed. The request flows through this branch, potentially undergoing modifications or generating a response.
3. **Rejoining the Main Pipeline:** After the branch is executed (or skipped if the predicate was false), the request flow rejoins the main pipeline, continuing with the next middleware components registered after the UseWhen() call.

**Code Example: Explained**

1. app.UseWhen(
2. context => context.Request.Query.ContainsKey("username"),
3. app => {
4. app.Use(async (context, next) =>
5. {
6. await context.Response.WriteAsync("Hello from Middleware branch");
7. await next();
8. });
9. });
11. app.Run(async context =>
12. {
13. await context.Response.WriteAsync("Hello from middleware at main chain");
14. });

***NOTE***:- if you have your own condition to check, then only you would like to execute a set of middleware then you will use this ***'UseWhen()***'.

***for example*** if that authentication is found in the request headers then only you would like to execute set of middleware otherwise not. then you can use this ***'UseWhen()'***.

we are going to use ***'useWhen()***'.that means we are going to create a branch of the middleware. now we have to pass two arguments. one is,the lambda expression which returns a boolean value. that contains the condition.

for example let's say we are going to check the **request headers**.otherwise **request query**; means query string in the request. if it contains a key called "**username**', then only you would like to execute a branch of the middleware. so to define that branch of the middleware you have to write another lambda expression. so this particular second lambda expression will be executed only when that condition is true.

that means if the request contains a query string parameter called username; then only this lambda expression executes; that means it executes a branch of the middleware. so we have the "**app"** parameter here; means the "application builder", with which you can write your user statements regularly.

* **Condition:** The predicate context.Request.Query.ContainsKey("username") checks if the query string contains a parameter named "username".
* **Branch Middleware:** If the "username" parameter is present, the branch middleware is executed. It writes "Hello from Middleware branch" to the response and then calls next to allow the rest of the pipeline to continue.
* **Main Pipeline:** The final app.Run middleware is part of the main pipeline. It writes "Hello from middleware at main chain" to the response.

**Output**

* If the request contains the "username" query parameter (e.g., /path?username=John), the output will be:
  1. Hello from Middleware branch
  2. Hello from middleware at main chain
* If the request does not contain the "username" parameter (e.g., /path), the output will be:
  1. Hello from middleware at main chain

**When to Use UseWhen()**

* **Conditional Features:** Enable or disable certain features based on the request (e.g., logging only for certain users, applying caching rules based on query parameters).
* **Dynamic Pipelines:** Create pipelines that adapt to different requests (e.g., different authentication middleware for specific routes).
* **A/B Testing:** Route a subset of users through alternative middleware branches for experimentation.
* **Debugging and Diagnostics:** Apply diagnostic middleware only in development environments.

Key Points to Remember:

**Conceptual Understanding:**

1. **The Pipeline:** Middleware forms a pipeline for HTTP requests and responses. Each component can inspect, modify, or terminate the flow.
2. **Order Matters:** Middleware is executed in the order it's registered. Think carefully about the sequence.
3. **Types of Middleware:**
   * **Built-in:** ASP.NET Core offers middleware for authentication, routing, static files, etc.
   * **Custom:** You can create your own to add specific logic to your app.

**app.Use vs. app.Run:**

1. **app.Use:** For non-terminal middleware. It calls next to pass control to the next component.
2. **app.Run:** For terminal middleware. It ends the pipeline and generates a response.

**Custom Middleware:**

1. **Two Ways:**
   * **Conventional:** Class-based, using the Invoke method and constructor injection.
   * **Factory-Based:** Uses a delegate to create the middleware instance.
2. **Benefits:** Encapsulates logic, improves code organization, and allows you to tailor your application's behavior.

**Recommended Order:** (Not strict, but a good guideline)

1. Exception Handling
2. HTTPS Redirection
3. Static Files
4. Routing
5. CORS
6. Authentication
7. Authorization
8. Custom Middleware
9. MVC/Razor Pages/Minimal APIs

**Bonus Points:**

* **Short-Circuiting:** Middleware can choose not to call next and return a response early.
* **UseWhen:** Conditionally add middleware branches based on request criteria.
* **Middleware Ordering Flexibility:** Understand the reasons behind the recommended order, but also know when to deviate from it based on your application's specific requirements.

***Routing:***

Routing is the mechanism that ASP.NET Core uses to match incoming HTTP requests to specific endpoints (e.g., controller actions, Razor Pages, or minimal API handlers) within your application. This allows you to define clean and meaningful URLs that clearly indicate the resources or actions being requested.

In asp.net core it is accomplished with two individual methods that is "***UseRouting()"*** and **"UseEndPoints()".** you would like to invoke them in the same order. that is first "***UseRouting()"*** and after that only "***UseEndPoints()".***

"***UseRouting()"*** *enables routing in your application*.and it selects the appropriate endpoint based on the incoming request. it mainly considers the **url path**, and also **http** **method** either **get**, **post** or **put** or **delete** method.

But it only just selects the appropriate endpoint. it doesn't execute that endpoint. the ***"UseEndPoints()"*** *method will actually execute the appropriate endpoint*, that was selected by the "***UseRouting()".***

**How Routing Works in ASP.NET Core**

1. **Endpoint Registration:** You define endpoints (routes) within your application, specifying:
   * The URL pattern (e.g., /products, /api/orders/{id}).
   * The HTTP method(s) the endpoint handles (GET, POST, PUT,DELETE).
   * The code to execute when the endpoint is matched (RequestDelegate).
2. **Request Matching (Middleware):**
   * The UseRouting middleware component is added to the pipeline.
   * When a request arrives, UseRouting analyzes the incoming URL and HTTP method.
   * It compares the URL against your registered endpoints to find the best match.
3. **Endpoint Execution (Middleware):**
   * The UseEndpoints middleware component is added to the pipeline, following UseRouting.
   * If UseRouting found a matching endpoint, UseEndpoints executes the code (the RequestDelegate) associated with that endpoint.

UseRouting vs. UseEndpoints

* **UseRouting:**
  + It's responsible for **route matching** - finding the right endpoint for a given request.
  + It adds route data to the HttpContext, which subsequent middleware can use to make decisions.
  + It **must** come before UseEndpoints.
* **UseEndpoints:**
  + It's responsible for **endpoint execution** - invoking the code (the delegate) associated with the matched endpoint.
  + It also lets you configure the endpoints (e.g., define policies, filters) using lambda expressions.

Map\* Methods: Creating Endpoints

ASP.NET Core provides a family of Map\* extension methods on the IEndpointRouteBuilder interface that simplify endpoint creation:

* MapGet: Creates an endpoint that only handles GET requests.
* MapPost: Creates an endpoint that only handles POST requests.
* MapPut, MapDelete: Create endpoints for PUT and DELETE requests, respectively.
* MapMethods: Creates an endpoint that handles multiple HTTP methods.
* MapControllerRoute, MapAreaControllerRoute: Used for configuring MVC/Razor Pages controllers.
* MapFallbackToFile: Used to specify a default file to serve when no other endpoint matches.

**Code: Detailed Explanation**

1. //enable routing
2. app.UseRouting();
4. //creating endpoints
5. app.UseEndpoints(endpoints =>
6. {
7. //add your endpoints here
8. endpoints.MapGet("map1", async (context) => {
9. await context.Response.WriteAsync("In Map 1");
10. });
12. endpoints.MapPost("map2", async (context) => {
13. await context.Response.WriteAsync("In Map 2");
14. });
15. });
17. app.Run(async context => {
18. await context.Response.WriteAsync($"Request received at {context.Request.Path}");
19. });
20. **app.UseRouting();:** This line activates routing middleware. It sets up the machinery to analyze incoming requests and match them against your defined endpoints.
21. **app.UseEndpoints(endpoints => { ... });:** This lambda expression configures the endpoints of your application:
    * endpoints.MapGet("map1", ...);: Registers a GET endpoint that responds to the path "/map1" with the text "In Map 1".
    * endpoints.MapPost("map2", ...);: Registers a POST endpoint for the path "/map2", responding with "In Map 2".
22. **app.Run(async context => { ... });:** This is a fallback terminal middleware. If no other endpoint matches the request (e.g., if you visit "/map3"), it will execute this code, writing the requested path to the response.

**GetEndpoint()**

In ASP.NET Core, the GetEndpoint**() *method is a powerful tool for retrieving information about the specific endpoint that was selected to handle an incoming HTTP request.*** This method is an extension method available on the HttpContext object.

* **Purpose:** It allows you to access details about the matched endpoint, such as its display name, route pattern, metadata, and more.
* **When to Use It:** You typically use GetEndpoint() within middleware components to make decisions based on the selected endpoint or to extract information that's relevant to your custom logic.
* **Middleware Placement:** The GetEndpoint() method will return a valid Endpoint object **only after** the UseRouting middleware has executed and successfully matched the request to an endpoint.

#### GetEndpoint( )

#### https://img-c.udemycdn.com/redactor/raw/article_lecture/2022-10-23_18-12-31-a616abfc505b1586b429d766ca43f08f.png

context.GetEndpoint();

Returns an instance of ***Microsoft.AspNetCore.Http.Endpoint*** type, which represents an endpoint. That instance contains two important properties: **DisplayName**, **RequestDelegate**.

when "**UseRouting**" method executes then only it identifies the appropriate endpoint based on the incoming request. see by the time of executing the **"UseRouting**" method at runtime already in the compiled code it has the enough information about the endpoints. that means it already knows for which url which endpoint should be executed in the compiled code. so that exactly when you call the "**UseRouting**" in your application request pipeline then it identifies,

so what is the incoming request url, and what are the list of endpoints that are available in the code. so it will try to match the incoming url with all the endpoints that are available in the code, and it picks up the appropriate one based on the matching url and http method.

for example if the user makes a "**get**" request with the url "**map1**", the corresponding first endpoint will be picked up. and it stores that information of the endpoint in the form of an end point object. and you can get that endpoint object programmatically by using this **"GetEndpoint()".** so you can get the endpoint object only after "**UseRouting**" executes, because before calling the " **UseRouting** " the appropriate endpoint was not recognized by asp.net core. so that is the reason if you call "**get endpoint"** method before "**UseRouting**" it returns null.

We can get the appropriate endpoint after calling the " **UseRouting** ". then in that case it returns the corresponding endpoint object, which is of **microsoft.AspNetCore.Http.Endpoint** class and it contains two important properties, that is " DisplayName " and " RequestDelegate ". probably the " DisplayName " will be same as your url. and " RequestDelegate " will be the actual endpoint that should be executed.

**Code:**

1. var builder = WebApplication.CreateBuilder(args);
2. var app = builder.Build();
4. // Middleware 1: Before Routing
5. app.Use(async (context, next) =>
6. {
7. Microsoft.AspNetCore.Http.Endpoint? endPoint = context.GetEndpoint();
8. if (endPoint != null)
9. {
10. await context.Response.WriteAsync($"Endpoint: {endPoint.DisplayName}\n");
11. }
12. await next(context);
13. });
15. // Enable Routing Middleware
16. app.UseRouting();
18. // Middleware 2: After Routing
19. app.Use(async (context, next) =>
20. {
21. Microsoft.AspNetCore.Http.Endpoint? endPoint = context.GetEndpoint();
22. if (endPoint != null)
23. {
24. await context.Response.WriteAsync($"Endpoint: {endPoint.DisplayName}\n");
25. }
26. await next(context);
27. });
29. // Creating Endpoints
30. app.UseEndpoints(endpoints =>
31. {
32. endpoints.MapGet("map1", async (context) =>
33. {
34. await context.Response.WriteAsync("In Map 1");
35. });
37. endpoints.MapPost("map2", async (context) =>
38. {
39. await context.Response.WriteAsync("In Map 2");
40. });
41. });
43. // Fallback Middleware
44. app.Run(async context =>
45. {
46. await context.Response.WriteAsync($"Request received at {context.Request.Path}");
47. });
49. app.Run();

when you call this **GetEndpoint()** method it should return the corresponding endpoint object based on the incoming url, that is either of **map1** or **map2** in the above example.

this **"GetEndpoint**" method returns **"Endpoint?",** that means it can be **nullable**. we can mention the data type as Endpoint?,means it is nullable type.

nullable reference types concept is one of the new features of C# 9.

we have to keep a condition like, if it is not equal to null, then only we have to write this statement. because in case if that object is null you might get **NullReferenceException**.

***if (endPoint != null) {***

***}***

***By using the above condition, when you want to investigate, which endpoint is matched, you can call this "GetEndpoint" method. in the real world projects.***

Let's analyze the code step-by-step:

1. **Middleware 1 (Before Routing):**
   * Here, GetEndpoint() will return null because routing hasn't happened yet. The request hasn't been matched to any specific endpoint.
2. **app.UseRouting();**
   * This enables the routing middleware, which is responsible for matching the request to an endpoint.
3. **Middleware 2 (After Routing):**
   * Now, GetEndpoint() will return the matched endpoint object (if a match was found). You can access its DisplayName (or other properties) to get information about the selected endpoint.

* For a GET request to "/map1", the display name would be "map1".
* For a POST request to "/map2", the display name would be "map2".
* For any other path, the display name would be null (since the fallback middleware handles those cases).

1. **Endpoint Creation:**
   * The app.UseEndpoints section defines your endpoints (routes).
2. **Fallback Middleware:**
   * This middleware handles requests that didn't match any defined endpoints. It simply writes the requested path to the response.

**Route Parameters**

Route parameters are placeholders within your URL patterns that capture values from incoming requests. These values can then be used within your endpoint handlers to customize the response or perform specific actions.

**Types of Route Parameters**

1. **Required Parameters:**
   * **Syntax:** Enclosed in curly braces {}.
   * **Behavior:** Must be provided in the URL for the route to match. If not present, the request won't match this endpoint.
   * **Example:** /products/{id} (The id parameter is required).
2. **Optional Parameters:**
   * **Syntax:** Enclosed in curly braces {} and followed by a question mark ?.
   * **Behavior:** Can be omitted from the URL. If not present, the parameter's value will be null.
   * **Example:** /products/details/{id?} (The id parameter is optional).
3. **Parameters with Default Values:**
   * **Syntax:** Enclosed in curly braces {}, followed by an equals sign =, and then the default value.
   * **Behavior:** If not provided in the URL, the parameter will take the specified default value.
   * **Example:** /employee/profile/{EmployeeName=harsha} (The EmployeeName parameter defaults to "harsha").

Code:

1. // ... (UseRouting and other middleware) ...
3. app.UseEndpoints(endpoints =>
4. {
5. // Required Parameters
6. endpoints.Map("files/{filename}.{extension}", async context =>
7. {
8. string? fileName = Convert.ToString(context.Request.RouteValues["filename"]);
9. string? extension = Convert.ToString(context.Request.RouteValues["extension"]);
11. await context.Response.WriteAsync($"In files - {fileName} - {extension}");
12. });
14. // Default Parameter
15. endpoints.Map("employee/profile/{EmployeeName=harsha}", async context =>
16. {
17. string? employeeName = Convert.ToString(context.Request.RouteValues["employeename"]);
18. await context.Response.WriteAsync($"In Employee profile - {employeeName}");
19. });
21. // Optional Parameter
22. endpoints.Map("products/details/{id?}", async context => {
23. if (context.Request.RouteValues.ContainsKey("id"))
24. {
25. int id = Convert.ToInt32(context.Request.RouteValues["id"]);
26. await context.Response.WriteAsync($"Products details - {id}");
27. }
28. else
29. {
30. await context.Response.WriteAsync($"Products details - id is not supplied");
31. }
32. });
33. });
35. // ... (Fallback middleware) ...

***Note:*** since in C# 9, you have to suffix question mark (***?***), in order to say that we are ready to except ***null values***.

1. **Required Parameters Example:**
   * The route files/{filename}.{extension} expects both filename and extension to be present in the URL (e.g., /files/sample.txt).
   * The endpoint handler extracts these values from context.Request.RouteValues and uses them in the response.
2. **Default Parameter Example:**
   * The route employee/profile/{EmployeeName=harsha} has a default value for EmployeeName.
   * If you visit /employee/profile, the response will be "In Employee profile - harsha".
   * If you visit /employee/profile/john, the response will be "In Employee profile - john".
3. **Optional Parameter Example:**
   * The route products/details/{**id?**} allows the id parameter to be omitted.
   * instead of assigning a default value into that parameter you would like to take it as null by default so in case of null we can check some condition and we can print some different message to the response so how do you receive it as null in case if you try assigning id equal to null it doesn't work alternatively you have to make that parameter as optional parameter by suffixing that parameter name with **"?"** so whenever you suffix question mark, that means that parameter is optional parameter that means the user may not supply the value for thatso in that case that parameter value will be taken as null when you retrieve that value with Request.RouteValues so we are writing **"id?"** like this now that parameter is optional so then it will be the default value that is null.
   * If you visit /products/details/123, it will show the product details for ID 123.
   * If you visit /products/details, it will indicate that the ID was not provided.

***Route Constraints:***

Route constraints are an essential tool in ASP.NET Core routing that allows you to add extra validation to your route parameters. They define rules that restrict the values a parameter can accept, helping you filter out invalid requests before they reach your endpoint handlers.

**Why Use Route Constraints?**

* **Enhanced Validation:** Ensure that only requests with valid parameter values are handled.
* **Improved Security:** Prevent malicious input by rejecting requests with potentially harmful values.
* **Cleaner Code:** Avoid cluttering your endpoint handlers with validation logic.
* **Explicit Routing:** Make your routes more self-documenting and easier to understand.

Common Route Constraints

ASP.NET Core provides a variety of built-in route constraints:

* **int:** Requires the parameter value to be an integer.
* **bool:** Requires the parameter value to be a boolean (true or false).
* **datetime:** Requires the parameter value to be a valid date and time string.
* **decimal, double, float, long:** Require the parameter value to be of the specified numeric type.
* **guid:** Requires the parameter value to be a valid GUID (Globally Unique Identifier).
* **alpha:** Requires the parameter value to consist only of alphabetic characters (a-z, A-Z).
* **regex:** Requires the parameter value to match a regular expression pattern.
* **length:** Requires the parameter value to have a specific length or within a specified range.
* **min, max, range:** Require the parameter value to be greater than or equal to the minimum (min), less than or equal to the maximum (max), or within a specific range (range).

Code

1. // ... (UseRouting and other middleware) ...
3. app.UseEndpoints(endpoints =>
4. {
5. // ... (other endpoints) ...
7. // Alphabetic and Length Constraint
8. endpoints.Map("employee/profile/{EmployeeName:length(4,7):alpha=harsha}", async context =>
9. {
10. // ...
11. });

14. // Integer, Range, and Optional Constraint
15. endpoints.Map("products/details/{id:int:range(1,1000)?}", async context => {
16. // ...
17. });
19. // DateTime Constraint
20. endpoints.Map("daily-digest-report/{reportdate:datetime}", async context =>
21. {
22. // ...
23. });
25. // GUID Constraint
26. endpoints.Map("cities/{cityid:guid}", async context =>
27. {
28. // ...
29. });
31. // Int, Min, Regex Constraint
32. endpoints.Map("sales-report/{year:int:min(1900)}/{month:regex(^(apr|jul|oct|jan)$)}", async context =>
33. {
34. // ...
35. });
36. });
38. // ... (Fallback middleware) ...
39. **Alphabetic and Length Constraint:** /employee/profile/{EmployeeName:length(4,7):alpha=harsha}: Ensures EmployeeName is 4-7 characters long and consists only of alphabetic characters. If not supplied, it defaults to "harsha".
40. **Integer, Range, and Optional Constraint:** /products/details/{id:int:range(1,1000)?}: Requires id to be an integer between 1 and 1000. The question mark makes it optional.
41. **DateTime Constraint:** /daily-digest-report/{reportdate:datetime}: Requires reportdate to be a valid date-time string.
42. **GUID Constraint:** /cities/{cityid:guid}: Requires cityid to be a valid GUID.
43. **Integer, Min, and Regex Constraint:** /sales-report/{year:int:min(1900)}/{month:regex(^(apr|jul|oct|jan)$)}: Requires year to be an integer greater than or equal to 1900, and month to be one of the specified values (apr, jul, oct, jan).

***Custom Route Constraint Classes***

While ASP.NET Core offers a variety of built-in route constraints, sometimes your application requires more specialized validation rules. Custom route constraint classes allow you to define your own criteria for determining whether a parameter value is valid.

**Key Requirements**

1. **Implement IRouteConstraint:** Create a class that implements the IRouteConstraint interface.
2. **Match Method:** Implement the Match method, which will contain your custom validation logic. This method receives several parameters:
   * httpContext: The current HttpContext.
   * route: The IRouter object associated with the route.
   * routeKey: The name of the route parameter being validated.
   * values: A dictionary containing the route values.
   * routeDirection: Indicates whether the route is being matched for an incoming request or for generating a URL.
3. **Return true or false:** The Match method must return true if the parameter value is valid according to your constraint, and false otherwise.

Code

1. // MonthsCustomConstraint.cs
2. public class MonthsCustomConstraint : IRouteConstraint
3. {
4. public bool Match(HttpContext? httpContext, IRouter? route, string routeKey, RouteValueDictionary values, RouteDirection routeDirection)
5. {
6. // Check if the parameter value exists
7. if (!values.ContainsKey(routeKey))
8. {
9. return false; // Not a match
10. }
12. Regex regex = new Regex("^(apr|jul|oct|jan)$");
13. string? monthValue = Convert.ToString(values[routeKey]);
15. if (regex.IsMatch(monthValue))
16. {
17. return true; // It's a match
18. }
19. return false; // Not a match
20. }
21. }

Let's break this down:

1. **Implementation of IRouteConstraint:** The MonthsCustomConstraint class clearly implements this interface, signaling that it's a custom route constraint.
2. **Match Method:**
   * It first checks if the values dictionary contains the route parameter being validated (routeKey). If not, it's an immediate mismatch, and false is returned.
   * A regular expression (^(apr|jul|oct|jan)$) is used to define the valid month values.
   * The value associated with the routeKey is retrieved from the values dictionary and converted to a string.
   * The Regex.IsMatch method tests whether the retrieved value matches the allowed month pattern.
   * Returns true if the value matches, and false otherwise.

**Using the Custom Constraint**

1. // ... (in your endpoint configuration) ...
2. endpoints.Map("sales-report/{year:int:min(1900)}/{month:months}", async context =>
3. {
4. // ... your endpoint handler logic ...
5. });

* Notice the :months constraint after the month parameter. This indicates that the value for month should be validated against the MonthsCustomConstraint class.

Endpoint Selection

When a request arrives at your ASP.NET Core application, the routing middleware (UseRouting) analyzes the URL and HTTP method. It then compares this information against the collection of endpoints you've defined using methods like MapGet, MapPost, etc. The goal is to find the most suitable endpoint to handle the request.

However, what happens when multiple endpoints seem like potential matches? ASP.NET Core employs a well-defined algorithm to determine the winning endpoint.

**Endpoint Selection Algorithm**

1. **Precedence:**
   * **Explicit Matches:** Endpoints defined with more specific patterns (e.g., /products/{id}) take precedence over those with broader patterns (e.g., /products).
   * **Order of Registration:** If multiple endpoints with equally specific patterns could match, the endpoint that was registered *first* wins.
2. **HTTP Method:**
   * **Exact Match:** If the request method (GET, POST, etc.) exactly matches the method specified for an endpoint, that endpoint is preferred.
3. **Route Constraints:**
   * **More Specific Constraints:** Endpoints with more restrictive route constraints (e.g., id:int:range(1,100) vs. id:int) are favored.
4. **Catch-All (Fallback):**
   * If no other endpoint matches, and you have a catch-all endpoint (defined using MapFallback), it will be selected.

**Order of Precedence: A Visual Summary**

1. Explicit Match with Exact HTTP Method and More Specific Route Constraints
2. Explicit Match with Exact HTTP Method and Less Specific Route Constraints
3. Explicit Match with Any HTTP Method and More Specific Route Constraints
4. Explicit Match with Any HTTP Method and Less Specific Route Constraints
5. Order of Registration (if specificity is equal)
6. Catch-All Endpoint (if no other match is found)

**Practical Implications and Tips**

* **Mind Your Order:** Be mindful of the order in which you register your endpoints, especially if they have similar patterns.
* **Specificity Wins:** Define your routes as specifically as possible to avoid ambiguity.
* **Route Constraints:** Use route constraints to narrow down the valid values for parameters.
* **Catch-All with Caution:** Catch-all endpoints can be useful, but use them sparingly to avoid unintended matches.
* **Endpoint Metadata:** Explore the Endpoint object's metadata for insights into why a particular endpoint was selected.

Code

1. app.UseEndpoints(endpoints =>
2. {
3. endpoints.MapGet("/products/{id:int}", GetProductById); // Most specific
4. endpoints.MapGet("/products", GetAllProducts); // Less specific
5. endpoints.MapGet("/{path?}", CatchAllHandler); // Catch-all
6. });

In this example:

* /products/123 will match the first endpoint (GetProductById).
* /products will match the second endpoint (GetAllProducts).
* /anything-else will match the catch-all endpoint (CatchAllHandler).

**Resolving Ambiguity**

If the routing system cannot definitively determine the best match, you'll encounter an AmbiguousMatchException. This exception signals that you need to refine your route definitions or registration order to eliminate the conflict.

Static Files in ASP.NET Core

Static files are the assets that make up the visual presentation and functionality of your web application:

* **HTML Files:** The structure of your web pages.
* **CSS Stylesheets:** The styling and appearance of your content.
* **JavaScript Files:** The interactive elements and logic of your application.
* **Images:** Visual elements that enhance the user experience.

ASP.NET Core provides the UseStaticFiles() middleware component to efficiently serve these static files directly to the browser without requiring any server-side processing.

**WebRoot: The Default Location**

The WebRoot property in ASP.NET Core specifies the default directory from which static files are served. By default, this directory is named "wwwroot" and is located at the root of your project. However, you can customize this location if needed.

**UseStaticFiles() Middleware: Enabling Static File Serving**

* **Basic Usage:** Calling app.UseStaticFiles(); with no arguments will serve static files from the default WebRoot directory.
* **Customization:** You can customize the behavior of UseStaticFiles() by passing a StaticFileOptions object:
  + FileProvider: Specify a different file provider (e.g., PhysicalFileProvider) to serve files from a custom location.
  + RequestPath: Configure the base URL path for your static files (e.g., /static).
  + ContentTypeProvider: Customize how content types are determined for different file extensions.
  + OnPrepareResponse: Perform additional actions on the response before it's sent to the client.

Code

1. using Microsoft.Extensions.FileProviders;
3. // ...
5. var builder = WebApplication.CreateBuilder(new WebApplicationOptions()
6. {
7. WebRootPath = "myroot"
8. });
9. var app = builder.Build();
11. // Serve from the specified WebRoot ("myroot" in this case)
12. app.UseStaticFiles();
14. // Serve from a custom directory ("mywebroot") located within the project's ContentRootPath
15. app.UseStaticFiles(new StaticFileOptions()
16. {
17. FileProvider = new PhysicalFileProvider(
18. Path.Combine(builder.Environment.ContentRootPath, "mywebroot")
19. )
20. });
21. // ... (rest of your middleware and endpoints) ...

**Explanation**

1. **Custom WebRoot:** The WebRootPath property in WebApplicationOptions is set to "myroot", making "myroot" the default location for static files served by the first app.UseStaticFiles().
2. **Default Static Files:** The initial app.UseStaticFiles(); call serves files directly from the "myroot" directory. For instance, a request to /styles.css would look for a file named styles.css within "myroot".
3. **Custom Static Files Location:** The second app.UseStaticFiles call configures a PhysicalFileProvider to serve files from a custom location: "mywebroot". This directory is located within the application's ContentRootPath (the project's root folder).

**Important Considerations**

* **Security:** Always be cautious about the files you expose as static content. Avoid placing sensitive information in your WebRoot or custom directories.
* **Performance:** Consider using caching and compression techniques to optimize the delivery of static files.
* **Content Security Policy (CSP):** Implement a CSP to mitigate cross-site scripting (XSS) attacks that could exploit your static files.

By effectively managing your static files and utilizing the UseStaticFiles() middleware, you can enhance your ASP.NET Core application's performance and user experience.

**KeyPoints to remember:**

**Routing**

* **Purpose:** Matches incoming HTTP requests to specific endpoints (controllers, Razor Pages, minimal APIs) in your application.
* **Middleware:** UseRouting and UseEndpoints are essential middleware components for routing.
  + UseRouting: Analyzes the request URL and matches it to an endpoint.
  + UseEndpoints: Executes the matched endpoint's code.
* **Map\* Methods:** Used to define endpoints for different HTTP methods (e.g., MapGet, MapPost, MapControllerRoute).

**Endpoint Selection Order**

* **Specificity:** More specific routes (with more parameters or constraints) take precedence over less specific ones.
* **Registration Order:** If multiple routes are equally specific, the one registered first wins.
* **HTTP Method:** Routes with an exact method match are preferred.
* **Route Constraints:** Routes with more restrictive constraints are favored.
* **Catch-All:** A fallback endpoint handles unmatched requests.

**Route Parameters**

* **Types:** Required ({id}), optional ({id?}), default value ({id=123}).
* **Access:** Parameter values are accessed through context.Request.RouteValues.

**Route Constraints**

* **Purpose:** Restrict the allowed values for route parameters.
* **Built-in:** int, bool, datetime, guid, regex, length, min, max, range, etc.
* **Custom:** Create classes implementing IRouteConstraint to define your own validation logic.

**GetEndpoint()**

* **Purpose:** Retrieves information about the matched endpoint.
* **Usage:** Call context.GetEndpoint() within middleware **after** UseRouting.
* **Information:** Access endpoint properties like DisplayName, route pattern, and metadata.

**Static Files**

* **WebRoot:** The default directory from which static files are served (usually "wwwroot").
* **UseStaticFiles():** Middleware for serving static files (HTML, CSS, JavaScript, images).
* **Customization:** Use StaticFileOptions to change the file provider, request path, or other settings.

**Key Interview Tips**

* **Explain the Flow:** Clearly articulate how a request flows through the routing middleware and how endpoints are selected.
* **Code Examples:** Be prepared to write code snippets demonstrating endpoint registration, parameter usage, and constraint application.
* **Troubleshooting:** Explain how you would diagnose and fix common routing issues (e.g., 404 errors, ambiguous matches).
* **Best Practices:** Discuss how to design clean, maintainable, and secure routes.

***Controllers and Action Methods:***

#### *Introduction to Controllers*

**Controller** is a class that is used to group-up a set of actions (or action methods ). Action methods do perform certain operation when a request is received & returns the result (response).

***[ A controller is a class that contains a set of action methods in this case each action method acts as an endpoint which can be requested based on a specific url for example if you send request to url1 the action one will execute and in the same way url 2.***

***so these actions are grouped up into a controller class that means there should be some logical connection between action 1 and action 2.]***
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**Controller**

1. [Controller]
2. class ClassNameController
3. {
4. //action methods here
5. }

#### *****Enable 'routing' in controllers*****

**AddControllers( )**

builder.Services.AddControllers();

Adds all controllers as services in the IServiceCollection. So that, they can be accesed when a specific endpoint needs it.

**MapControllers()**

app.MapControllers();

Adds all action methods as endpoints. So that, **no need of using UseEndPoints() method for adding action methods as end points.**

In the **Model-View-Controller (MVC)** architectural pattern, controllers serve as the orchestrators of your web application. They handle incoming HTTP requests, interact with the model (your data layer), and select the appropriate view to render the response back to the user.

* **Controllers:** Classes that, **group of related action methods** and typically reside in the Controllers folder in your project.
* **Action Methods:** *Public methods within a controller that handle specific requests* (e.g., displaying a page, processing form data).

**Purpose**

* **Organize Logic:** Controllers provide a logical grouping for actions that work on the same type of data or functionality.
* **Handle Requests:** They are responsible for processing requests, retrieving necessary data, and preparing a response.
* **Select Views:** Controllers often choose the appropriate view to render, passing data (the model) to the view for presentation.

**Syntax and Conventions**

* **Class Naming:** Controller class names should end with "Controller" (e.g., HomeController, ProductsController).
* **Inheritance:** Controllers inherit from the Controller base class (or ControllerBase for API controllers).
* **Action Method Naming:** Action methods can have any valid **C#** method name.
* **Return Types:** Action methods can return various types, including:
  + IActionResult: A common interface that allows you to return different result types (views, content, redirects, etc.).
  + string, int, etc.: For API controllers, you might return raw data.

***Attribute Routing***

Attribute routing allows you to define routes directly on your controller classes and action methods using attributes:

* **[Route] Attribute:** Specifies the base route template for the controller or action.
* [HttpGet], [HttpPost], etc.: Indicate the HTTP method(s) the action should handle.

**Controller Responsibilities**

* **Request Handling:** Process incoming requests and extract relevant data (from route parameters, query strings, or the request body).
* **Model Interaction:** Retrieve data from your model (database, services) or update the model based on the request.
* **View Selection:** Determine which view should be rendered and provide the necessary model data to the view.
* **Error Handling:** Handle errors gracefully and return appropriate responses.

Code

1. // HomeController.cs
2. namespace ControllersExample.Controllers
3. {
4. [Controller] // Marks the class as a controller
5. public class HomeController
6. {
7. [Route("home")] // Routes for this action
8. [Route("/")]
9. public string Index()
10. {
11. return "Hello from Index";
12. }
14. [Route("about")]
15. public string About()
16. {
17. return "Hello from About";
18. }
20. [Route("contact-us/{mobile:regex(^\\d{10}$)}")] // Route with constraint
21. public string Contact()
22. {
23. return "Hello from Contact";
24. }
25. }
26. }
28. // Program.cs (or Startup.cs)
29. var builder = WebApplication.CreateBuilder(args);
30. builder.Services.AddControllers(); // Enables MVC controllers
32. var app = builder.Build();
33. app.UseRouting();
34. app.MapControllers(); // Connects controllers to the routing system
35. app.Run();

* **HomeController:** This is your controller class.
* **Index, About, Contact:** These are action methods within the controller, each with a corresponding route.
* **[Route] Attributes:** Define the routes for each action method.
* **[Controller] Attribute:** Marks the class as a controller, making it discoverable by the framework.
* **builder.Services.AddControllers();:** Registers MVC services and makes controllers available for dependency injection.
* **app.MapControllers();:** Connects the routing system to your controllers, enabling them to handle requests.

***ContentResult***

ContentResult can represent any type of response, based on the specified MIME type.

MIME type represents type of the content such as text/plain, text/html, application/json, application, xml, application/pdf etc.

***Note:-***

you can use the predefined method called **"Content()"** In order to use that content method, your class must be a child of **Microsoft.AspNetCore.Mvc.Controller** so this is the acceptable parent class for all the controllers in mvc project.

All the controllers can be a child of this particular parent class optionally the benefit of **this class is it provides ready-made methods for returning different types of action results**. and also it provides additional information about **model binding**,**validation status etc.**
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return new ContentResult() { Content = "content", ContentType = "content type" };

[or]

return Content("content", "content type");

In the realm of ASP.NET Core MVC, action methods often return different types of results: views (HTML), JSON data, or file streams. The ContentResult class caters to a specific need: returning raw content directly to the client, without the overhead of rendering a full view. This content could be plain text, XML, JSON, CSV, or any other format you specify.

**Why Use ContentResult?**

* **Flexibility:** You have complete control over the content you send and the Content-Type header, allowing you to tailor the response to specific client requirements.
* **Lightweight:** ContentResult is efficient because it doesn't involve complex view rendering.
* **Directness:** Ideal for scenarios where you want to return simple text messages, API responses, or custom content formats.

The ContentResult class provides the following key properties to shape your response:

1. **Content:** This is where you set the actual content that you want to send back to the client. It could be a simple string, a serialized object, or any data you want to transmit.
2. **ContentType:** This property is crucial. It specifies the MIME type (Multipurpose Internet Mail Extensions) of the content. The MIME type tells the client how to interpret the data you are sending. Here are some common examples:
   * text/plain: Plain text
   * text/html: HTML content
   * application/json: JSON data
   * text/csv: CSV data
   * application/xml: XML data
3. **StatusCode (Optional):** You can optionally set the HTTP status code of the response (e.g., 200 OK, 404 Not Found). If not specified, it defaults to 200 OK.

**Creating a ContentResult**

You have a couple of options for creating a ContentResult in your action methods:

1. **Instantiating ContentResult:**
   1. return new ContentResult()
   2. {
   3. Content = "Hello from Index",
   4. ContentType = "text/plain"
   5. };
2. **Using the Content() Helper Method:**
   1. return Content("Hello from Index", "text/plain");

The Content() method is a shortcut provided by the Controller base class to conveniently create a ContentResult.

Code

1. // HomeController.cs (modified)
2. [Route("home")]
3. [Route("/")]
4. public ContentResult Index()
5. {
6. return Content("<h1>Welcome</h1> <h2>Hello from Index</h2>", "text/html");
7. }

In this modified Index action:

1. **HTML Content:** The content being returned is an HTML string containing heading tags.
2. **Content Type:** The ContentType is set to "text/html", instructing the browser to render the response as HTML.
3. **Client Experience:** When a user navigates to the /home or / route, they will see a webpage with a formatted heading "Welcome" and a subheading "Hello from Index."

While returning raw strings directly from action methods is often convenient, using ContentResult gives you explicit control over the ContentType header, which is vital for ensuring the client correctly interprets the response data.

***JsonResult***

JsonResult can represent an object in JavaScript Object Notation (JSON) format.

Eg: { "firstName": "James", "lastName": "Smith", "age": 25 }
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return new JsonResult(your\_object);

[or]

return Json(your\_object);

The JsonResult class in ASP.NET Core MVC is your go-to tool when you need to return structured data in JSON (JavaScript Object Notation) format from your controller actions. JSON has become the de facto standard for data exchange in web APIs and modern web applications due to its simplicity, readability, and wide support across platforms and languages.

**Why Use JsonResult?**

* **Standardized Format:** JSON is a well-established format for representing structured data, making it ideal for communication between web applications and APIs.
* **Serialization:** ASP.NET Core seamlessly serializes your objects into JSON, saving you from manual formatting.
* **Content Type:** JsonResult automatically sets the Content-Type header to application/json, ensuring that the client (e.g., a browser or another application) correctly interprets the response.
* **API-Friendly:** Perfect for building RESTful APIs or returning data for client-side JavaScript to consume.

**Creating a JsonResult**

Similar to ContentResult, you have a couple of convenient ways to create a JsonResult in your action methods:

1. **Instantiating JsonResult:**
   1. return new JsonResult(person);

Here, you pass the object (e.g., person) that you want to serialize into JSON directly to the JsonResult constructor.

1. **Using the Json() Helper Method:**
   1. return Json(person);

The Json() method is a shorthand provided by the Controller base class, making it even easier to create a JsonResult.

Code

1. // HomeController.cs
2. [Route("person")]
3. public JsonResult Person()
4. {
5. Person person = new Person()
6. {
7. Id = Guid.NewGuid(),
8. FirstName = "James",
9. LastName = "Smith",
10. Age = 25
11. };
13. return Json(person);
14. }

In this modified Person action:

1. **Person Object:** A Person object is created with some sample data (including a unique ID).
2. **JSON Serialization:** The Json(person) call serializes the person object into a JSON string.
3. **Response:** The resulting JSON string is returned as a JsonResult, with the Content-Type header automatically set to application/json.

**Output:**

The response sent to the client would look like this:

1. {
2. "id": "123e4567-e89b-12d3-a456-426614174000",
3. "firstName": "James",
4. "lastName": "Smith",
5. "age": 25
6. }

***File Results***

In ASP.NET Core MVC, file results are action results designed to serve files to the client. They are particularly useful when you want your application to deliver files like PDFs, images, documents, or other binary content.

**Types of File Results**

1. **VirtualFileResult:**
   * **Purpose:** Serves a file from the application's web root directory (wwwroot by default) or a virtual path.
   * **Parameters:**
     + virtualPath: The path to the file within the web root or the virtual path.
     + contentType: The MIME type of the file (e.g., application/pdf).
   * **Usage:**
     + return new VirtualFileResult("/sample.pdf", "application/pdf");
     + return File("/sample.pdf", "application/pdf"); (Shorthand version)
   * **Benefits:** Provides security by restricting file access to the web root or configured virtual paths.
2. **PhysicalFileResult:**
   * **Purpose:** Serves a file from an absolute file path on the server's file system.
   * **Parameters:**
     + physicalPath: The absolute path to the file.
     + contentType: The MIME type of the file.
   * **Usage:**
     + return new PhysicalFileResult(@"c:\aspnetcore\sample.pdf", "application/pdf");
     + return PhysicalFile(@"c:\aspnetcore\sample.pdf", "application/pdf"); (Shorthand version)
   * **Benefits:** Allows serving files from locations outside the web root, but requires careful handling due to potential security risks.
3. **FileContentResult:**
   * **Purpose:** Serves a file from an in-memory byte array.
   * **Parameters:**
     + fileContents: The file contents as a byte array.
     + contentType: The MIME type of the file.
   * **Usage:**
     + byte[] bytes = System.IO.File.ReadAllBytes(@"c:\aspnetcore\sample.pdf");
     + return new FileContentResult(bytes, "application/pdf");
     + return File(bytes, "application/pdf"); (Shorthand version)
   * **Benefits:** Useful for dynamically generated files or when you don't want to expose the file's actual path.

Code

1. // HomeController.cs
2. [Route("file-download")]
3. public VirtualFileResult FileDownload()
4. {
5. return File("/sample.pdf", "application/pdf"); // Serves from wwwroot
6. }
8. [Route("file-download2")]
9. public PhysicalFileResult FileDownload2()
10. {
11. return PhysicalFile(@"c:\aspnetcore\sample.pdf", "application/pdf"); // Full path
12. }
14. [Route("file-download3")]
15. public FileContentResult FileDownload3()
16. {
17. byte[] bytes = System.IO.File.ReadAllBytes(@"c:\aspnetcore\sample.pdf");
18. return File(bytes, "application/pdf"); // In-memory bytes
19. }

**Key Considerations**

* **Security:** Be extremely cautious when using PhysicalFileResult to prevent unauthorized access to your server's file system. Validate paths rigorously and avoid exposing sensitive information.
* **Performance:** Consider caching file results to improve performance, especially for larger files or frequently requested content.
* **Content Disposition:** Use the FileDownloadName property of the file result to suggest a filename for the browser when the user downloads the file.

**Choosing the Right File Result**

* **VirtualFileResult:** When the file resides within your web root and you don't need to expose its absolute path.
* **PhysicalFileResult:** When you need to serve a file from an arbitrary location on the server's file system (use with caution).
* **FileContentResult:** When you have the file content in memory (e.g., dynamically generated) or when you don't want to reveal the file's actual path.

***IActionResult:***

The IActionResult interface is a core concept in ASP.NET Core MVC. It serves as the return type for action methods in your controllers, providing flexibility and enabling you to return different types of responses depending on the context of the request.

It is the parent interface for all action result classes such as ContentResult, JsonResult, RedirectResult, StatusCodeResult, ViewResult etc.

By mentioning the return type as IActionResult, you can return either of the subtypes of IActionResult
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Essentially, it's a contract that defines a single method:

1. Task ExecuteResultAsync(ActionContext context);

This method is responsible for executing the specific logic associated with the action result, generating the appropriate HTTP response that's sent back to the client.

Action Result Types

Here's a breakdown of some of the most important action result types derived from IActionResult:

* **ContentResult:** Returns a string as raw content (text, HTML, XML, etc.).
  + Example: return Content("Hello from Index", "text/plain");
* **EmptyResult:** Represents an empty response (204 No Content).
  + Example: return new EmptyResult();
* **FileResult:** Used to send files to the client (PDF, images, etc.). This is a base class for several more specific file result types.
  + VirtualFileResult: Serves a file from the web root or a virtual path.
  + PhysicalFileResult: Serves a file from a physical path on the server.
  + FileContentResult: Serves a file from an in-memory byte array.
* **JsonResult:** Serializes an object into JSON format and sends it as the response.
  + Example: return Json(new { message = "Success" });
* **RedirectResult:** Redirects the user to a different URL.
  + Example: return Redirect("/home");
* **RedirectToActionResult:** Redirects to a specific action method in a controller.
  + Example: return RedirectToAction("Index", "Home");
* **ViewResult:** Renders a view, typically an HTML page, with optional model data.
  + Example: return View("Index", model);
* **PartialViewResult:** Renders a partial view (a reusable portion of a view).
  + Example: return PartialView("\_ProductCard", product);
* **StatusCodeResult:** Returns a specific HTTP status code with an optional message.
  + Example: return StatusCode(404, "Resource not found");
* **BadRequestResult:** Shorthand for returning a 400 Bad Request response.
* **NotFoundResult:** Shorthand for returning a 404 Not Found response.
* **OkResult:** Shorthand for returning a 200 OK response.

***Code***

1. // HomeController.cs
2. [Route("book")]
3. public IActionResult Index()
4. {
5. // Book id should be applied
6. if (!Request.Query.ContainsKey("bookid"))
7. {
8. Response.StatusCode = 400; // Setting status code manually
9. return Content("Book id is not supplied");
10. }
12. // ... other validation checks ...
14. // If all checks pass
15. return File("/sample.pdf", "application/pdf");
16. }

In this action method:

1. **Validation:** The code performs several validation checks on the bookid query parameter:
   * It checks if the parameter exists.
   * It checks if the parameter value is not null or empty.
   * It checks if the parameter value is within a valid range (1-1000).
   * It checks if the isloggedin query parameter is true.
2. **Error Responses:** If any validation fails, a ContentResult is returned with an appropriate error message and a 400 Bad Request or 401 Unauthorized status code.
3. **Successful Response:** If all validation passes, a FileResult is returned, serving the sample.pdf file from the web root.

**Notes**

* **Flexibility:** IActionResult allows you to return different types of responses based on the logic in your action.

**Status Code Results**

In web communication, it's crucial to inform the client about the outcome of their request. Status codes provide a standardized way to convey this information. ASP.NET Core MVC offers a range of action results designed specifically to return these status codes along with optional messages.

**Common Status Code Results**

* **OkResult:** Indicates a successful request (HTTP 200).
* **BadRequestResult:** Indicates a client error (HTTP 400). Often used for invalid input.
* **NotFoundResult:** Indicates that the requested resource was not found (HTTP 404).
* **UnauthorizedResult:** Indicates that the request requires authentication (HTTP 401).
* **ForbiddenResult:** Indicates that the user is not authorized to access the resource (HTTP 403).
* **StatusCodeResult:** Allows you to return any arbitrary HTTP status code.

***Using Status Code Results***

**1. Direct Instantiation:**

1. return new BadRequestResult(); // Returns HTTP 400
2. return new NotFoundResult(); // Returns HTTP 404
3. **Helper Methods:**
4. return BadRequest(); // Returns HTTP 400
5. return NotFound(); // Returns HTTP 404
6. return Unauthorized(); // Returns HTTP 401
7. return StatusCode(403); // Returns HTTP 403
8. **With Messages:**
9. return BadRequest("Invalid input data");
10. return NotFound("Resource not found");

These helper methods are more concise and expressive than directly instantiating the result objects.

***Code***

1. // HomeController.cs
2. [Route("book")]
3. public IActionResult Index()
4. {
5. // ... (validation checks similar to the previous example) ...
7. if (bookId <= 0)
8. {
9. return BadRequest("Book id can't be less than or equal to zero");
10. }
12. // Note the use of NotFound here
13. if (bookId > 1000)
14. {
15. return NotFound("Book id can't be greater than 1000");
16. }
18. if (Convert.ToBoolean(Request.Query["isloggedin"]) == false)
19. {
20. return StatusCode(401); // Customizable status code
21. }
23. return File("/sample.pdf", "application/json");
24. }

In this refined example, the validation logic remains the same. However, we've made the following changes:

1. **Specific Status Codes:**
   * We use BadRequest() for invalid input (e.g., bookId less than or equal to zero).
   * We use NotFound() when the bookId is out of the valid range (greater than 1000), as it could imply the requested book doesn't exist.
2. **Customizable Status Code:**
   * For the authentication failure case (isloggedin is false), we use StatusCode(401) to return the standard 401 Unauthorized status code. You could also use return Unauthorized(); as a shortcut.

**Notes**

* **Inform the Client:** Status codes are essential for communicating the outcome of a request to the client.
* **Standard Codes:** Use the standard HTTP status codes whenever possible for consistency and interoperability.
* **Helper Methods:** Leverage the helper methods (BadRequest, NotFound, etc.) for cleaner and more expressive code.
* **Customization:** The StatusCode result allows you to return any HTTP status code you need, but use it judiciously.
* **Beyond Validation:** Status codes are not just for validation; use them to signal the result of any action in your API.

***Redirect Results***

Redirect results are action results in ASP.NET Core MVC that instruct the client's browser to navigate to a new URL. This is commonly used after actions like form submissions, logins, or other operations where you want to transition the user to a different page.

[**Redirect result sends either HTTP 302 or 301 response to the browser, in order to redirect to a specific action or url**.]

Eg: redirecting from 'action1' to 'action2'.
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**Types of Redirect Results**

1. **RedirectResult:**
   * **Purpose:** Redirects to a specified URL (either absolute or relative).
   * **Parameters:**
     + url: The URL to redirect to.
     + permanent: A boolean indicating whether the redirect is permanent (301 Moved Permanently) or temporary (302 Found). Defaults to false (temporary).
   * **Usage:**
     + return Redirect("/home"); (Temporary)
     + return RedirectPermanent("/home"); (Permanent)
2. **RedirectToActionResult:**
   * **Purpose:** Redirects to a specific action method within a controller.
   * **Parameters:**
     + actionName: The name of the action method.
     + controllerName: The name of the controller (optional, defaults to the current controller).
     + routeValues: An object containing route values to pass to the action (optional).
     + permanent: A boolean indicating whether the redirect is permanent (301) or temporary (302).
   * **Usage:**
     + return RedirectToAction("Index"); (Temporary, same controller)
     + return RedirectToAction("Details", "Products", new { id = 123 }); (Temporary, with route values)
     + return RedirectToActionPermanent("About"); (Permanent)
3. **LocalRedirectResult:**
   * **Purpose:** Redirects to a local URL within the same application.
   * **Parameters:**
     + localUrl: The local URL to redirect to.
     + permanent: A boolean indicating whether the redirect is permanent (301) or temporary (302).
   * **Usage:**
     + return LocalRedirect("/products/details/456"); (Temporary)
     + return LocalRedirectPermanent("/about"); (Permanent)

***Code***

1. // HomeController.cs
2. [Route("bookstore")]
3. public IActionResult Index()
4. {
5. // ... validation logic (same as previous example) ...
7. // Conditional Redirects
8. if (someConditionIsTrue)
9. {
10. return RedirectToAction("Books", "Store", new { id = bookId }); // Temporary, to a different action
11. }
12. else
13. {
14. return LocalRedirectPermanent($"store/books/{bookId}"); // Permanent, local redirect
15. }
17. // ... other redirect examples ...
18. }

**Explanation of Redirect Types**

* **302 Found (RedirectResult or RedirectToActionResult with permanent: false):**
  + The standard temporary redirect. Tells the browser to fetch the new resource, but future requests should still use the original URL.
* **301 Moved Permanently (RedirectResult, RedirectToActionResult, or LocalRedirectResult with permanent: true):**
  + Indicates the resource has been permanently moved. The browser should update its bookmarks/links and future requests should use the new URL.
* **LocalRedirectResult:**
  + Specifically for redirects within the same application. Helps prevent open redirects, where a malicious actor could trick your site into redirecting to an external, harmful site.

**Choosing the Right Redirect**

* **External vs. Internal:** Use RedirectResult for external URLs and LocalRedirectResult for internal URLs.
* **Temporary vs. Permanent:** Use 301 for permanent moves, 302 for temporary ones (e.g., after form submission).
* **Action-Specific:** Use RedirectToActionResult when you want to redirect to a specific action within your application.
* **Safety:** Prefer LocalRedirectResult over RedirectResult for internal redirects to protect against open redirect attacks.

***Key Points to Remember:***

**1. Controllers**

* **Purpose:**
  + Handle HTTP requests.
  + Interact with the model (data layer).
  + Select appropriate views for rendering responses.
* **Naming:** End with "Controller" (e.g., HomeController).
* **Inheritance:** Inherit from Controller (or ControllerBase for APIs).
* **Action Methods:** Public methods within controllers that handle specific requests.
* **Attribute Routing:** Use [Route], [HttpGet], [HttpPost], etc., to define routes.

**2. IActionResult**

* **Purpose:** Flexible return type for action methods, enabling various response types.
* **Types:**
  + **Content-Based:**
    - ContentResult: Raw content (text, HTML, JSON, etc.).
    - JsonResult: Serialized JSON data.
    - FileResult (and subtypes): Files (PDF, images, etc.).
  + **Redirection:**
    - RedirectResult: Redirect to any URL.
    - RedirectToActionResult: Redirect to a specific action within your app.
    - LocalRedirectResult: Redirect to a local URL within the same app.
  + **Status Codes:**
    - StatusCodeResult: Any arbitrary HTTP status code.
    - BadRequestResult, NotFoundResult, UnauthorizedResult, etc.: Specific status codes.
  + **Views:**
    - ViewResult: Render a full view.
    - PartialViewResult: Render a partial view.

**Key Interview Tips**

* **Understand MVC:** Be able to explain the roles of models, views, and controllers.
* **Choosing Action Results:** Explain why you would choose one action result type over another based on the desired outcome.
* **Status Codes:** Know the common HTTP status codes and their meanings (200 OK, 404 Not Found, etc.).
* **Attribute Routing:** Demonstrate your ability to define routes using attributes.

***Model Binding:***

Model binding is a powerful feature in ASP.NET Core MVC that automates the process of extracting data from various parts of an HTTP request (form data, route values, query strings) and converting it into strongly typed C# objects that you can use directly in your action methods.

[***Model Binding is a feature of asp.net core that reads values from http requests and pass them as arguments to the action method.]***
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**When Model Binding Executes**

Model binding takes place **after** routing has determined which action method to invoke. The model binding system examines the parameters of the selected action method and tries to populate them with values from the incoming request.

**Order of Model Binding**

ASP.NET Core model binding follows a specific order when looking for data sources:

1. **Form Data (POST requests):** Values submitted through HTML forms.
2. **Route Data:** Values extracted from the URL route template (e.g., /products/{id}).
3. **Query String:** Values appended to the URL after a question mark (?).

**Parts of Model Binding**

* **Form Data:** Typically used for submitting data from HTML forms using POST requests.
* **Route Data:** Values captured from the URL segments defined in your route templates.
* **Query String:** Parameters passed in the URL after the question mark (?).

**Query Strings in Detail**

* **Purpose:** To pass parameters to your application through the URL.
* **Syntax:** ?key1=value1&key2=value2 (multiple key-value pairs separated by ampersands).
* **Usage:** Useful for filtering, sorting, and pagination.
* **Example:** /products?category=electronics&sort=price\_desc

**Best Practices (Query Strings):**

* **Limit Sensitive Data:** Avoid passing sensitive information like passwords or credit card details in query strings.
* **Sanitize Input:** Always sanitize and validate query string values to prevent security vulnerabilities.
* **Keep It Simple:** Use clear and meaningful parameter names. Avoid excessively long query strings.
* **Encoding:** Properly encode special characters in query string values.

**Things to Avoid (Query Strings):**

* **Sensitive Data:** Never pass sensitive data like passwords or authentication tokens in query strings.
* **Complex Objects:** Avoid passing complex objects as query strings due to URL length limitations.
* **Overuse:** Don't overload URLs with too many query parameters.

**Route Data in Detail**

* **Purpose:** Capture dynamic values from the URL based on the route template.
* **Syntax:** /products/{id}, where id is a route parameter.
* **Usage:** Essential for RESTful APIs and for creating clean, readable URLs.
* **Example:** /products/12345 (12345 would be the value of the id parameter).

**Best Practices (Route Data):**

* **Choose Clear Names:** Use descriptive names for route parameters.
* **Constraints:** Apply route constraints (e.g., int, guid) to ensure valid data types.
* **Custom Constraints:** Create custom constraints for more complex validation.

**Code**

1. // HomeController.cs
2. [Route("bookstore/{bookid?}/{isloggedin?}")] // Route with optional parameters
3. public IActionResult Index(int? bookid, bool? isloggedin)
4. {
5. // ... validation logic (same as previous example) ...
6. return Content($"Book id: {bookid}, isloggedin: {isloggedin}", "text/plain");
7. }

In this action method:

* bookid and isloggedin parameters are automatically bound from the query string and route data.

***Code***

1. // StoreController.cs
2. [Route("store/books/{id}")] // Route with a required parameter
3. public IActionResult Books()
4. {
5. int id = Convert.ToInt32(Request.RouteValues["id"]);
6. return Content($"<h1>Book Store {id}</h1>", "text/html");
7. }

In this action method:

* id is a required parameter.
* id is bound from the route data (Request.RouteValues

***[FromQuery] and [FromRoute]***

While ASP.NET Core's model binding automatically tries to match action method parameters to different parts of the request (form data, route values, query strings), you can use the [FromQuery] and [FromRoute] attributes to explicitly tell the model binder where to look for specific values.
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**[FromQuery]**

* **Purpose:** Instructs the model binder to extract the parameter value from the query string.
* **Usage:** Apply this attribute to action method parameters that you expect to receive values from the query string portion of the URL (the part after the "?").
* **Example:**

1. public IActionResult Index([FromQuery] int page) { ... }

In this example, the page parameter would be bound to the value of the page query parameter in the URL (e.g., /products?page=3).

**[FromRoute]**

* **Purpose:** Instructs the model binder to extract the parameter value from the route data.
* **Usage:** Apply this attribute to action method parameters that you expect to receive values from the route template of the URL.
* **Example:**

1. [Route("products/{id}")]
2. public IActionResult Details([FromRoute] int id) { ... }

In this example, the id parameter would be bound to the value of the id segment in the URL (e.g., /products/123).

***Code***

1. // HomeController.cs
2. [Route("bookstore/{bookid?}/{isloggedin?}")] // Route with optional parameters
3. public IActionResult Index([FromQuery] int? bookid, [FromRoute] bool? isloggedin)
4. {
5. // ... (rest of the validation and response logic) ...
6. }

***In this code:***

* **bookid (FromQuery):** The model binder will attempt to retrieve the bookid value exclusively from the query string. If it's not present in the query string, it will be set to null due to the nullable type (int?).
* **isloggedin (FromRoute):** The model binder will specifically look for the isloggedin value in the route data. If the parameter is not present in the route, it will default to null due to the nullable boolean type (bool?).

**Combined Binding:**

By using both [FromQuery] and [FromRoute] on different parameters in the same action method, you can effectively bind values from both the query string and route data simultaneously.

**Notes**

* **Explicit Binding:** Use [FromQuery] and [FromRoute] for explicit control over where the model binder gets values for your action method parameters.
* **Flexibility:** You can combine both attributes in the same action to bind from multiple sources.
* **Default Behavior:** Even without these attributes, ASP.NET Core's model binding will try to intelligently determine the binding source. However, using these attributes makes your code more explicit and less prone to unexpected behavior.
* **Type Conversion:** The model binder automatically attempts to convert values to the appropriate data types for your action method parameters.

***Model Classes***

In ASP.NET Core MVC, model classes are the foundation for representing the data your application works with. They typically mirror the structure of your data, whether it comes from a database, an API, or other sources.

[**Model is a class that represents structure of data (as properties) that you would like to receive from the request and/or send to the response.]**
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* **Purpose:**
  + **Structure:** Provide a well-defined structure for your data, including properties that correspond to the fields or attributes of your data entities.
  + **Validation:** Enforce data validation rules using attributes like [Required], [StringLength], and [Range].
  + **Organization:** Keep your application's data logic organized and maintainable.
* **Example Model Class:**

1. // Book.cs (Model)
2. namespace IActionResultExample.Models
3. {
4. public class Book
5. {
6. public int? BookId { get; set; }
7. public string? Author { get; set; }
9. public override string ToString() // For easy display in this example
10. {
11. return $"Book object - Book id: {BookId}, Author: {Author}";
12. }
13. }
14. }

***Model Binding with Model Classes***

Model binding with model classes simplifies the process of populating your model objects with data from incoming HTTP requests. Instead of manually extracting values from query strings, route data, or form data, you can directly use the model class as a parameter in your action method.

* **How it Works:**
  1. **Action Parameter:** Declare an action method parameter of your model class type.
  2. **Model Binding:** The model binder automatically maps incoming request data to the properties of your model class based on their names.
  3. **Attribute Usage:** You can use attributes like [FromQuery], [FromRoute], and [FromBody] to specify where the model binder should look for the data for each property.

Code

1. // HomeController.cs
2. [Route("bookstore/{bookid?}/{isloggedin?}")]
3. //Url: /bookstore/1/false?bookid=20&isloggedin=true&author=harsha
4. public IActionResult Index([FromQuery] int? bookid, [FromRoute] bool? isloggedin, Book book)
5. {
6. // ... validation and response logic ...
7. return Content($"Book id: {bookid}, Book: {book}", "text/plain");
8. }

***In this code:***

1. **Model Class Parameter:** The action method Index has a parameter named book.
2. **[FromQuery] Attribute:** The BookId property of the Book class has the [FromQuery] attribute, indicating that its value should be retrieved from the query string.
3. **Automatic Binding:** When a request like /bookstore/1/false?bookid=20&isloggedin=true&author=harsha comes in:
   * bookid (int?) will be 20 (from the query string, due to [FromQuery]).
   * isloggedin (bool?) will be true (from the route data, due to [FromRoute]).
   * book.Author (string?) will be "harsha" (from the query string, because no attribute was specified for the Author property so it defaults to looking in the query string).

**Notes**

* **Simplified Code:** Model binding reduces boilerplate code for extracting data from requests.
* **Strong Typing:** You work with strongly typed model objects in your actions.
* **Clear Intent:** Attributes like [FromQuery], [FromRoute], and [FromBody] make your code more explicit.
* **Automatic Conversion:** The model binder tries to convert request data to match the types of your model properties.
* **Complex Types:** You can bind complex objects from JSON or XML data in request bodies (using [FromBody]).
* **Validation:** Leverage model validation attributes to ensure data integrity.

**URL Encoding**

URL encoding (or percent-encoding) is a mechanism to encode special characters in URLs that are not allowed in their raw form. This encoding is essential to ensure that URLs are transmitted correctly and that the server interprets them correctly.

* **Special Characters:** Characters like spaces, ampersands (&), question marks (?), and non-ASCII characters need to be encoded.
* **Encoding Format:** Special characters are replaced with a percent sign (%) followed by two hexadecimal digits representing their ASCII code.
* **Example:** A space is encoded as %20, and an ampersand is encoded as %26.

**Content Types for Form Submission**

1. **application/x-www-form-urlencoded:**
   * **Purpose:** The default encoding for HTML forms. It encodes form data as key-value pairs separated by ampersands (&) and with equal signs (=) between keys and values. Spaces are converted to plus signs (+).
   * **Usage:** Suitable for simple forms with text data.
   * **Limitations:** Not efficient for large amounts of data or binary data (like file uploads).
2. **multipart/form-data:**
   * **Purpose:** Designed for submitting forms with files or large amounts of data. Each form field is sent as a separate part, with its own content type and headers.
   * **Usage:** Essential for file uploads.
   * **Benefits:** Handles binary data efficiently and can support larger payloads.
3. **form-data:**
   * **Purpose:** A newer and more flexible format for form submissions that can handle both simple and complex data, including files.
   * **Usage:** Offers a more modern alternative to multipart/form-data.
   * **Benefits:** Similar to multipart/form-data but with a more streamlined structure.

**Notes**

* **URL Encoding:** Essential for ensuring that URLs are properly formed and interpreted.
* **Form Submission:**
  + application/x-www-form-urlencoded: Default for simple forms.
  + multipart/form-data or form-data: Required for file uploads and larger payloads.
* **Model Binding:** ASP.NET Core MVC automatically handles binding form data (submitted via POST) to your model classes based on the Content-Type header.

***Model Validation***

Model validation is the process of verifying that the data submitted to your ASP.NET Core MVC application meets your defined criteria. This prevents invalid or malicious data from entering your system and helps maintain the integrity of your application's data.
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**Why Model Validation Matters**

* **Security:** Protects against common attacks like SQL injection, cross-site scripting (XSS), and overposting.
* **Data Integrity:** Ensures that the data stored in your database or used in your application logic is valid.
* **User Experience:** Provides immediate feedback to users, guiding them to correct input errors.

**Best Practices**

1. **Validate on Both Sides:** Validate data both on the client-side (using JavaScript) for immediate feedback and on the server-side for security (as client-side validation can be bypassed).
2. **Use Data Annotations:** Leverage the built-in data annotation attributes provided by the System.ComponentModel.DataAnnotations namespace to express validation rules concisely.
3. **Custom Validation Attributes:** Create custom validation attributes for more complex or domain-specific rules.
4. **Model State:** Always check the ModelState.IsValid property in your controller actions before processing the data. If it's invalid, return an appropriate error response.
5. **Display Error Messages:** Clearly display error messages to the user, indicating which fields are invalid and why.

**Essential Data Annotations**

Here are some of the most commonly used data annotation attributes:

* **[Required]:** The field must not be null or empty.
* **[StringLength]:** Restricts the maximum or minimum length of a string.
* **[Range]:** Specifies a numeric range within which the value must fall.
* **[RegularExpression]:** Validates the value against a regular expression pattern.
* **[EmailAddress]:** Verifies that the value is a valid email address format.
* **[Compare]:** Compares the value of one property to another (e.g., password confirmation).
* **[Phone]:** Validates a phone number format.
* **[Url]:** Validates a URL format.

***Model State in Controllers***

The ModelState object in your controllers is crucial for validation. It tracks the validation state of your model after the model binder has attempted to populate it from the request.

* **ModelState.IsValid:** A boolean property that indicates whether all validation rules passed (true) or if there were any errors (false).
* **ModelState.AddModelError:** Manually add a model error for a specific property.
* **Error Messages:** Retrieve error messages associated with specific properties.

***Code***

1. // Person.cs (Model)
2. public class Person
3. {
4. // ... other properties
6. [Required(ErrorMessage = "{0} can't be blank")]
7. [Compare("Password", ErrorMessage = "{0} and {1} do not match")]
8. [Display(Name = "Re-enter Password")]
9. public string? ConfirmPassword { get; set; }
11. // ... other properties
12. }
14. // (In your controller action)
15. public IActionResult Create(Person person)
16. {
17. if (!ModelState.IsValid)
18. {
19. return View(person); // Return to the view with validation errors
20. }
22. // Model is valid, proceed with saving data
23. }

In this code:

1. **Data Annotations:** The Person model uses data annotations to enforce validation rules.
2. **Model State Check:** The controller action checks ModelState.IsValid. If false, the original view is re-rendered with the model object containing validation errors, allowing the user to correct them.
3. **Error Display:** The view typically uses the @Html.ValidationSummary() and @Html.ValidationMessageFor() helper methods to display error messages to the user.

***Custom Validation with ValidationAttribute***

While ASP.NET Core's built-in validation attributes cover a wide range of scenarios, you'll inevitably encounter validation rules specific to your application's business logic. Custom validation attributes, derived from the ValidationAttribute class, empower you to create these tailored validations.

**Key Steps**

1. **Inherit from ValidationAttribute:** Create a class that inherits from ValidationAttribute.
2. **Override IsValid:** The core of your custom validation logic lies in the IsValid method. This method receives the value to be validated and a ValidationContext object (containing additional information about the model).
3. **Return ValidationResult:**
   * If the value is valid, return ValidationResult.Success.
   * If the value is invalid, return a new ValidationResult object with your custom error message.

***Code***

1. public class DateRangeValidatorAttribute : ValidationAttribute
2. {
3. public string OtherPropertyName { get; set; }
5. // Constructor
6. public DateRangeValidatorAttribute(string otherPropertyName)
7. {
8. OtherPropertyName = otherPropertyName;
9. }
11. protected override ValidationResult? IsValid(object? value, ValidationContext validationContext)
12. {
13. if (value != null)
14. {
15. // Get the "to\_date"
16. DateTime toDate = Convert.ToDateTime(value);
18. // Get the "from\_date"
19. var otherProperty = validationContext.ObjectType.GetProperty(OtherPropertyName);
21. if (otherProperty != null)
22. {
23. DateTime fromDate = Convert.ToDateTime(otherProperty.GetValue(validationContext.ObjectInstance));
25. if (fromDate > toDate)
26. {
27. return new ValidationResult(ErrorMessage, new string[] { OtherPropertyName, validationContext.MemberName }); // Indicate the specific properties involved in the error
28. }
29. else
30. {
31. return ValidationResult.Success;
32. }
33. }
34. return null; // Return null if otherProperty is null
35. }
36. return null; // Return null if value is null
37. }
38. }

* **Purpose:** Ensures that a date (e.g., ToDate) is not earlier than another date (FromDate).
* **OtherPropertyName:** Specifies the name of the property to compare against (in this case, FromDate).
* **IsValid:**
  + It retrieves the values of both properties using reflection.
  + It compares the dates and returns an error message if toDate is earlier than fromDate.
  + The error message includes the names of both properties, providing clear feedback to the user.

***Code***

1. public class MinimumYearValidatorAttribute : ValidationAttribute
2. {
3. public int MinimumYear { get; set; } = 2000;
4. public string DefaultErrorMessage { get; set; } = "Year should not be less than {0}";
6. // ... (constructors) ...
8. protected override ValidationResult? IsValid(object? value, ValidationContext validationContext)
9. {
10. if (value != null)
11. {
12. DateTime date = (DateTime)value;
13. if (date.Year >= MinimumYear)
14. {
15. return ValidationResult.Success;
16. }
17. else
18. {
19. return new ValidationResult(string.Format(ErrorMessage ?? DefaultErrorMessage, MinimumYear)); // Use custom or default error message
20. }
21. }
23. return null;
24. }
25. }

* **Purpose:** Ensures that a date (e.g., DateOfBirth) is not earlier than a specified year.
* **MinimumYear:** Sets the minimum allowed year (defaulting to 2000).
* **DefaultErrorMessage:** Provides a default error message if a custom message isn't provided.
* **IsValid:**
  + It checks if the year of the given date is greater than or equal to the minimum year.

***IValidatableObject***

While data annotations ([Required], [StringLength], etc.) provide a concise way to define validation rules on individual model properties, the IValidatableObject interface allows you to perform more complex, model-level validation logic that spans multiple properties or depends on the entire model's state.

**Notes**

* **Interface:** IValidatableObject is an interface with a single method: Validate(ValidationContext context).
* **Validate Method:** This method is called by the model binder after individual property-level validations (data annotations) have been checked.
* **Yielding Errors:** Within the Validate method, you can yield ValidationResult objects for any errors you find. This allows you to report multiple errors for the entire model at once.
* **Model State Integration:** The errors you yield are automatically added to the ModelState object, making them available for error display in your views.

**When to Use IValidatableObject**

* **Cross-Property Validation:** When validation logic depends on the values of multiple properties (e.g., "Start Date" must be before "End Date").
* **Complex Business Rules:** When your validation rules involve complex logic or database lookups.
* **Customizable Errors:** When you want more control over the error messages displayed to the user.

***Code***

1. // Person.cs (Model)
2. public class Person : IValidatableObject
3. {
4. // ... (properties with data annotations) ...
6. public DateTime? DateOfBirth { get; set; }
7. public int? Age { get; set; } // New property
9. // ... (other properties and methods) ...
11. public IEnumerable<ValidationResult> Validate(ValidationContext validationContext)
12. {
13. if (DateOfBirth.HasValue == false && Age.HasValue == false)
14. {
15. yield return new ValidationResult("Either of Date of Birth or Age must be supplied", new[] { nameof(Age) }); // Yield an error
16. }
17. }
18. }

In this example:

1. **Implementation of IValidatableObject:** The Person class now implements IValidatableObject.
2. **Validate Method:**
   * It checks if either DateOfBirth or Age is provided. If neither is present, it yields a ValidationResult indicating that at least one of these properties must be supplied.
   * Notice how the error message is specifically associated with the Age property using new[] { nameof(Age) }. This helps target the error message to the correct field in your view.
3. **Model State Update:** When you use this model in your controller, the validation errors from the Validate method will automatically be added to the ModelState, and you can check ModelState.IsValid to determine if the model is valid.

**Notes**

* **Model-Level Validation:** IValidatableObject is ideal for validation logic that goes beyond individual properties.
* **Yielding Errors:** Use the yield return statement to return multiple validation errors from the Validate method.
* **Error Targeting:** Associate error messages with specific properties for clear user feedback.
* **Integration with Data Annotations:** IValidatableObject works in conjunction with data annotations, providing a comprehensive validation approach.

***[Bind] and [BindNever] Attributes***

Model binding is powerful, but sometimes you want more granular control over which properties get populated from incoming request data. This is where [Bind] and [BindNever] come in.

**[Bind] Attribute**

* **Purpose:** Explicitly include specific properties for model binding.
* **Usage:** Apply this attribute to your action method parameter (e.g., the model class) and provide a list of property names as arguments.
* **Example:**

1. [HttpPost]
2. public IActionResult Create([Bind("Title", "Description")] Product product)
3. {
4. // Only the Title and Description properties will be bound from the request.
5. }

In this example, even if the incoming request contains data for other properties of the Product class (like Price or Category), they will be ignored during model binding.

**[BindNever] Attribute**

* **Purpose:** Exclude specific properties from model binding.
* **Usage:** Apply this attribute directly to model properties that you never want to be bound from the request.
* **Example:**

1. public class Product
2. {
3. // ... other properties
5. [BindNever]
6. public DateTime CreatedAt { get; set; } // Never bind from request
7. }

In this example, the CreatedAt property will always retain its default value, regardless of whether the incoming request contains data for it.

***Code***

1. // Person.cs (Model)
2. public class Person : IValidatableObject
3. {
4. // ... (other properties)
6. [BindNever] // This property will not be bound during model binding
7. public DateTime? DateOfBirth { get; set; }
9. // ... (other properties and methods) ...
10. }
12. // HomeController.cs
13. [Route("register")]
14. public IActionResult Index(Person person)
15. {
16. // ... (validation and response logic) ...
17. }

In this code:

1. **DateOfBirth (BindNever):** The [BindNever] attribute on the DateOfBirth property tells the model binder to completely ignore any data for this property coming from the request. Even if the incoming request contains a value for DateOfBirth, it won't be assigned to the model property.

**Notes**

* **Security:** [BindNever] is a valuable tool for preventing overposting attacks, where an attacker tries to submit data for properties that shouldn't be modifiable from a client.
* **Explicit Control:** [Bind] and [BindNever] give you precise control over which model properties are populated from incoming requests.
* **Default Behavior:** Without these attributes, the model binder attempts to bind all public properties of your model class.
* **Complex Types:** You can use [Bind] on nested complex properties to specify which properties within those objects should be bound.

***[FromBody] Attribute***

The [FromBody] attribute is a crucial tool in ASP.NET Core MVC's model binding arsenal, designed to handle scenarios where the incoming data is contained within the body of an HTTP request. This is especially common when working with APIs and modern web applications that frequently exchange data in formats like JSON or XML.

**How It Works**

1. **Request Body Identification:** When a request arrives, the model binding middleware examines the Content-Type header to determine the format of the data in the request body. Typically, this is either application/json for JSON data or application/xml for XML data.
2. **Input Formatter Selection:** Based on the Content-Type, the middleware selects an appropriate input formatter. Input formatters are responsible for deserializing the raw request body into a format that the model binder can understand.
3. **Model Binding:** The model binder takes the deserialized data and attempts to map it to the properties of your model class. This mapping is typically done based on property names, but you can customize it using various model binding attributes.
4. **Validation:** After binding, the model undergoes validation to ensure it adheres to the rules defined by data annotations or custom validation logic.

**Benefits of [FromBody]**

* **Complex Data Handling:** Easily bind complex objects with nested properties from JSON or XML payloads.
* **Separation of Concerns:** The input formatter handles deserialization, keeping your controller actions clean.
* **API-Friendly:** Aligns well with RESTful API practices, where data is often transmitted in the request body.

***Code***

1. // HomeController.cs
2. [Route("register")]
3. // Example JSON: { "PersonName": "William", "Email": "william@example.com", "Phone": "123456", "Password": "william123", "ConfirmPassword": "william123" }
4. public IActionResult Index([FromBody] Person person)
5. {
6. if (!ModelState.IsValid)
7. {
8. // ... (handle validation errors) ...
9. }
11. return Content($"{person}");
12. }

In this code:

1. **[FromBody] Attribute:** The [FromBody] attribute on the person parameter instructs the model binder to look for the data in the request body.
2. **JSON Deserialization:** If the request has a Content-Type of application/json, the built-in JSON input formatter will deserialize the JSON data in the request body into a Person object.
3. **Model Validation:** The ModelState.IsValid check ensures the deserialized Person object meets your validation criteria.
4. **Successful Response:** If the model is valid, the Content result returns a string representation of the Person object.

**Important Considerations**

* **Single [FromBody] Parameter:** ASP.NET Core model binding allows only one parameter per action method to be decorated with [FromBody]. This is because the request body is typically a single stream of data.
* **Content-Type:** The Content-Type header of the request must match the expected format (e.g., application/json) for the correct input formatter to be used.
* **Security:** Always validate and sanitize data from the request body to protect against vulnerabilities like overposting and injection attacks.

***Input Formatters***

Input formatters are specialized components in ASP.NET Core MVC responsible for deserializing data from the body of HTTP requests. When a request arrives with a payload, the input formatter decodes this data into a format (e.g., C# objects, collections) that your action methods can readily work with.

**How Input Formatters Work**

1. **Content Negotiation:** The model binding process begins with content negotiation, where ASP.NET Core examines the Content-Type header of the request to determine the format of the incoming data (e.g., JSON, XML).
2. **Input Formatter Selection:** Based on the Content-Type, ASP.NET Core selects an appropriate input formatter that knows how to handle that specific data format.
3. **Deserialization:** The selected input formatter deserializes the raw data from the request body into C# objects, collections, or other supported types.
4. **Model Binding:** The deserialized data is then passed to the model binder, which populates the parameters of your action method.

**Common Input Formatters**

* **NewtonsoftJsonInputFormatter:** Handles JSON (JavaScript Object Notation) data using the popular Newtonsoft.Json library.
* **SystemTextJsonInputFormatter:** Handles JSON data using the built-in System.Text.Json serializer.
* **XmlSerializerInputFormatter:** Handles XML (Extensible Markup Language) data using the XmlSerializer.

**Configuring Input Formatters**

1. **Default Formatters:** ASP.NET Core MVC includes NewtonsoftJsonInputFormatter as a default formatter.
2. **Additional Formatters:** You can add support for other formatters (like XmlSerializerInputFormatter) by explicitly registering them in your application's startup configuration.

**Code**

1. var builder = WebApplication.CreateBuilder(args);
2. builder.Services.AddControllers().AddXmlSerializerFormatters();
3. // ... other configuration ...

In this code, the .AddXmlSerializerFormatters() extension method registers the XmlSerializerInputFormatter, enabling your application to handle requests with an application/xml content type.

**Using Input Formatters**

* **Implicit Binding:** If the Content-Type header of the request matches a supported format, the corresponding input formatter is automatically used. You don't need to explicitly specify which formatter to use in your action method.
* **Explicit Binding ([FromBody]):** You can use the [FromBody] attribute on an action method parameter to explicitly tell the model binder to look for the data in the request body. This is often used when you have complex objects that need to be deserialized.

**Important Considerations**

* **Content Negotiation:** The success of model binding depends on the client sending a valid Content-Type header that your application supports.
* **Error Handling:** Handle potential deserialization errors gracefully. If the input formatter cannot parse the request body, return an appropriate error response (e.g., 400 Bad Request).
* **Security:** Always validate and sanitize data deserialized from the request body to protect against security vulnerabilities.
* **Custom Input Formatters:** For highly specialized scenarios or custom data formats, you can create your own input formatters by implementing the IInputFormatter interface.

***Custom Model Binders***

While ASP.NET Core's default model binder is quite versatile, it might not always meet your specific needs. This is where custom model binders step in, allowing you to precisely define how data is extracted from incoming requests and mapped onto your model properties.

**Purpose**

* **Flexibility:** Handle complex or custom data formats that the default model binder doesn't understand.
* **Custom Logic:** Implement specific business rules or data transformations during binding.
* **Complete Control:** Take full control over the binding process, from parsing the raw data to populating your model object.

**Implementing IModelBinder**

To create a custom model binder, you implement the IModelBinder interface:

1. public interface IModelBinder
2. {
3. Task BindModelAsync(ModelBindingContext bindingContext);
4. }

The core of your custom logic resides in the BindModelAsync method, where you:

1. Retrieve raw data from the bindingContext.ValueProvider.
2. Parse and validate the data according to your requirements.
3. Create an instance of your model class and populate its properties.
4. Set the bindingContext.Result to ModelBindingResult.Success(yourModelInstance).

***Code***

1. // PersonModelBinder.cs
2. public class PersonModelBinder : IModelBinder
3. {
4. public Task BindModelAsync(ModelBindingContext bindingContext)
5. {
6. Person person = new Person();
8. // ... (Logic to extract and populate properties from the ValueProvider) ...
10. bindingContext.Result = ModelBindingResult.Success(person);
11. return Task.CompletedTask;
12. }
13. }

In this example, PersonModelBinder:

1. Creates a new Person object.
2. Extracts values for different properties (e.g., PersonName, Email, Phone) from the ValueProvider (which can access form data, query string, route data, etc.).
3. Performs some basic transformations (concatenating FirstName and LastName).
4. Sets the model binding result to indicate success and return the populated Person object.

***Model Binder Providers***

To inform ASP.NET Core that you want to use your custom model binder for a specific type, you create a model binder provider. This provider implements the IModelBinderProvider interface.

Code

1. // (This code is not provided in your original request, but it's a common way to register a custom model binder)
3. public class PersonBinderProvider : IModelBinderProvider
4. {
5. public IModelBinder? GetBinder(ModelBinderProviderContext context)
6. {
7. if (context.Metadata.ModelType == typeof(Person))
8. {
9. return new BinderTypeModelBinder(typeof(PersonModelBinder));
10. }
11. return null;
12. }
13. }

This provider checks if the model type is Person, and if so, it returns an instance of your PersonModelBinder.

**Registration and Usage**

1. // Program.cs (or Startup.cs)
2. builder.Services.AddControllers(options => {
3. options.ModelBinderProviders.Insert(0, new PersonBinderProvider());
4. });

By inserting your PersonBinderProvider at index 0, you ensure it takes precedence over the default model binders.

**Sample Request Data (Postman)**

To test this, you can use Postman to send a POST request to your controller action with the following JSON body:

JSON

1. {
2. "FirstName": "John",
3. "LastName": "Doe",
4. "Email": "john.doe@example.com",
5. "Phone": "1234567890",
6. "Password": "password123",
7. "ConfirmPassword": "password123",
8. "Price": 59.99,
9. "DateOfBirth": "2000-01-01"
10. }

**Important Considerations**

* **Complexity:** Custom model binders can become complex, so use them judiciously when the default behavior is insufficient.
* **Testability:** Write unit tests for your custom model binders to ensure they function correctly in different scenarios.
* **Performance:** Be mindful of performance when implementing complex parsing or validation logic in your binder.
* **Error Handling:** Handle potential exceptions during data extraction and validation to provide informative error responses.
* **Alternative Approaches:** In some cases, using a custom input formatter in conjunction with a simpler model binder might be a more suitable approach.

**Collection Binding**

ASP.NET Core's model binding isn't limited to simple properties; it can gracefully handle collections like lists and arrays within your model classes. This is especially useful when dealing with forms that allow users to input multiple values for a single field (e.g., selecting multiple interests from a checkbox list) or when working with data from APIs that naturally return collections.

**How Collection Binding Works**

1. **Collection Property in the Model:** Your model class should have a property that's a collection type (e.g., List<T>, T[]).
2. **Naming Convention:** The incoming request parameters should follow a specific naming convention to indicate which values belong to the collection.
3. **Model Binder Magic:** The model binder automatically recognizes the naming convention and populates the collection property accordingly.

**Naming Conventions for Collection Binding**

* **Indexed:** items[0], items[1], items[2], ... (Used for lists and arrays)
* **Same Name:** items, items, items, ... (Used for collections like ICollection<T>)

Code

1. // Person.cs (Model)
2. public class Person
3. {
4. // ... other properties
5. public List<string?> Tags { get; set; } = new List<string?>(); // Collection property
6. }
8. // HomeController.cs
9. public IActionResult Index(Person person)
10. {
11. // ... validation and response logic ...
12. return Content($"Person: {person}, Tags: {string.Join(",", person.Tags)}", "text/plain");
13. }

**Sample Request Data (Postman)**

To test this, you can send the following JSON request data to your register endpoint using Postman:

JSON

1. {
2. "PersonName": "Alice",
3. "Email": "alice@example.com",
4. "Phone": "1234567890",
5. "Password": "alicepassword",
6. "ConfirmPassword": "alicepassword",
7. "Price": 59.99,
8. "DateOfBirth": "1995-03-15",
9. "Tags": ["music", "reading", "coding"]
10. }

**Response** The response should look like:

1. Person object - Person name: Alice, Email: alice@example.com, Phone: 1234567890, Password: alicepassword, Confirm Password: alicepassword, Price: 59.99, Tags: music,reading,coding

**Detailed Explanation**

1. **Collection Property:** The Person model has a Tags property, which is a List<string?>.
2. **JSON Data:** The request body includes a Tags array with string values.
3. **Model Binding:** The model binder automatically recognizes the Tags array in the JSON data and populates the Person.Tags list with the corresponding values.

**Notes**

* **Naming:** Follow the correct naming convention (indexed or same name) for your collection parameters in the request data.
* **Flexibility:** You can bind to a variety of collection types, including lists, arrays, and custom collections that implement ICollection<T>.
* **Validation:** Apply validation attributes to your collection properties (e.g., [Required], [MaxLength]) to ensure data integrity.
* **Custom Model Binders:** If you have complex collection binding scenarios, you can create custom model binders to handle them.

***[FromHeader] Attribute***

In ASP.NET Core MVC, the [FromHeader] attribute is used to instruct the model binder to fetch values for action method parameters directly from HTTP request headers. HTTP headers are key-value pairs that provide metadata about the request, such as the client's browser type (User-Agent), accepted content types (Accept), and authorization tokens.

**How [FromHeader] Works**

1. **Header Identification:** When a request arrives, ASP.NET Core's model binding system identifies action parameters marked with the [FromHeader] attribute.
2. **Header Extraction:** It then examines the request headers to locate the headers that match the names specified in the [FromHeader] attribute.
3. **Value Assignment:** If the matching header is found, its value is assigned to the corresponding action parameter. If the header is not present or its value cannot be converted to the parameter's type, the model state will be marked as invalid.

**Why Use [FromHeader]?**

* **Access to Metadata:** HTTP headers contain valuable information about the client, request, and the data being transmitted.
* **Custom Parameters:** You can define custom headers to pass additional data to your API.
* **Security:** Headers are often used for transmitting authentication tokens and other security-related information.
* **Content Negotiation:** Headers like Accept are used to determine the preferred format for the response (e.g., JSON, XML).

Code

1. // HomeController.cs
2. [Route("register")]
3. public IActionResult Index(Person person, [FromHeader(Name = "User-Agent")] string UserAgent)
4. {
5. // ... (model validation logic) ...
7. return Content($"{person}, {UserAgent}"); // Include User-Agent in the response
8. }

In this code:

1. **UserAgent Parameter:** The action method now includes a UserAgent parameter with the [FromHeader] attribute. The Name property of the attribute is set to "User-Agent," indicating that this parameter should be bound to the value of the User-Agent header.
2. **Header Extraction:** When a request is made to the /register endpoint, the model binder will look for the User-Agent header in the request and assign its value to the UserAgent parameter.
3. **Response:** The Content result now includes both the person's information (from the request body) and the value of the User-Agent header in the response.

**Sample Request Data (Postman)**

To test this, you would send a POST request to the /register endpoint using Postman, with the same JSON body as before, but this time, you would also need to add a User-Agent header in the Headers tab with a value like:

1. Mozilla/5.0 (Windows NT 10.0; Win64; x64) AppleWebKit/537.36 (KHTML, like Gecko) Chrome/58.0.3029.110 Safari/537.3

**Important Considerations**

* **Case-Insensitivity:** Header names are case-insensitive, so you can use [FromHeader(Name = "user-agent")] or [FromHeader(Name = "USER-AGENT")].
* **Multiple Headers:** You can use [FromHeader] on multiple parameters to bind values from different headers.
* **Default Values:** If a header is not present in the request, you can specify a default value for the parameter using the ? operator (e.g., string? UserAgent).
* **Alternative:** If you need to access multiple headers or have more complex header parsing logic, consider using Request.Headers directly in your action method.

***Key Points to Remember***

**1. Model Binding: Bridging HTTP and C#**

* **Purpose:** Automatically maps data from HTTP requests (form data, route values, query strings, headers, body) to action method parameters or model properties.
* **Benefits:** Reduces boilerplate code, provides strong typing, and simplifies data handling in actions.
* **Process:**
  1. **Request Analysis:** Inspects the request's content type and method.
  2. **Value Provider:** Creates a value provider to access data from different sources.
  3. **Model Binder Selection:** Chooses the appropriate model binder based on the parameter type and attributes.
  4. **Property Mapping:** Maps values from the value provider to model properties based on name matching and attributes.

**2. Model Validation: Ensuring Data Integrity**

* **Purpose:** Ensures that data submitted to your application meets predefined criteria before processing.
* **Why It Matters:** Enhances security, maintains data integrity, and improves user experience.
* **Approaches:**
  + **Data Annotations:** Use attributes like [Required], [StringLength], [Range], etc. (from System.ComponentModel.DataAnnotations) to decorate model properties.
  + **IValidatableObject:** Implement this interface to perform custom model-level validation logic.
  + **Custom Validation Attributes:** Create your own attributes inheriting from ValidationAttribute for more complex rules.

**3. Model State:**

* **Centralized Validation:** The ModelState object tracks the validation state of your model after binding.
* **ModelState.IsValid:** A boolean property indicating whether the model is valid or contains errors.
* **ModelState.AddModelError:** Add custom error messages to the ModelState.

**4. Attributes: Fine-Tuning Model Binding and Validation**

* **[FromQuery]:** Binds parameters from the query string.
* **[FromRoute]:** Binds parameters from the route data (URL segments).
* **[FromBody]:** Binds complex objects from the request body (JSON, XML).
* **[FromHeader]:** Binds parameters from HTTP headers.
* **[Bind]:** Explicitly includes specific properties for binding.
* **[BindNever]:** Excludes specific properties from binding (prevents overposting).

**5. Custom Model Binders**

* **Purpose:** Create your own logic to extract and map data to models when the default behavior is insufficient.
* **IModelBinder Interface:** Implement this interface to define your custom binding logic.
* **ModelBindingContext:** This context object provides access to the value providers, model metadata, and other relevant information.

**Additional Tips**

* **Default Model Binder:** Understand the default model binding behavior and when you need customization.
* **Input Formatters:** Know how input formatters work to deserialize request bodies in different formats (JSON, XML).
* **Collection Binding:** Be familiar with how to bind collections (lists, arrays) using proper naming conventions.
* **Error Handling:** Always check ModelState.IsValid in your actions and handle invalid model states gracefully.
* **Security:** Prioritize security by validating and sanitizing input data to prevent attacks.

***Services***

In ASP.NET Core MVC, services are classes responsible for implementing the core business logic of your application. They are designed to be reusable, self-contained, and independent of specific controllers or views. Services are the backbone of your application, handling tasks like data access, calculations, communication with external systems, and any other operations that involve the "how" of your application's functionality.
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**[**'Service' is a class that contains business logic such as business calculations, business validations that are specific to the domain of the client's business.

Service is an abstraction layer (middle layer) between presentation layer (or application layer) and data layer.

It makes the business logic separated from presentation layer and data layer.It makes the business logic to be unit testable easily, Will be invoked by controller.**]**

you have a choice, either you can place *the service class within the same web application* (or*) you can separate the same into a separate class library*, *the second choice is better because a separate team can independently work with the services* , in case if you place it in a separate class library

in case if it is a part of the web application, *architecture wise it's not good*, because you are ***tightly coupling the service with the web application***. so that if you want in future it will be difficult to reuse the same service class in another web application or another client application such as mobile application. so always it's a good idea to separate the service into a new class library, that is also developed with the dot net core

so in order to add a class library project to the same solution right click on the solution add new project here, select the language carefully **c-sharp** and then in the third drop-down list ***select library*** it is in the middle here so now ***select the first option class library*** make sure you have **not select classlibrary.net framework.**

**Key Purposes of Services**

1. **Encapsulation of Business Logic:** Services provide a clean way to encapsulate complex operations and keep them separate from your presentation layer (controllers and views).
2. **Reusability:** A single service can be used by multiple controllers, promoting DRY (Don't Repeat Yourself) principles and making your code more maintainable.
3. **Testability:** Services can be easily unit tested in isolation, allowing you to verify the correctness of your business logic without the overhead of running the entire application.
4. **Dependency Injection (DI):** Services are typically registered in the DI container, making them easily accessible to controllers and other components within your application.

**Typical Responsibilities of Services**

* **Data Access:** Communicating with databases or other data sources to fetch, insert, update, or delete data.
* **Business Rules:** Implementing the rules that govern how your application behaves (e.g., validation, calculations, transformations).
* **Integration:** Interacting with external systems or APIs.
* **Notifications:** Sending emails, SMS messages, or other notifications.
* **Logging:** Recording events and errors for troubleshooting and analysis.

Code

1. // CitiesService.cs (Service)
2. namespace Services
3. {
4. public class CitiesService
5. {
6. private List<string> \_cities;
8. // Constructor
9. public CitiesService()
10. {
11. \_cities = new List<string>() { "London", "Paris", "New York", "Tokyo", "Rome" };
12. }
14. public List<string> GetCities()
15. {
16. return \_cities;
17. }
18. }
19. }
21. // HomeController.cs (Controller)
22. public class HomeController : Controller
23. {
24. private readonly CitiesService \_citiesService;
26. // Constructor (injecting the service)
27. public HomeController()
28. {
29. \_citiesService = new CitiesService();
30. }
32. [Route("/")]
33. public IActionResult Index()
34. {
35. List<string> cities = \_citiesService.GetCities();
36. return View(cities); // Pass the data to the view
37. }
38. }

Note that in this code example, there is no dependency injection being used. In real-world projects, it's good practice to register your services with ASP.NET Core's built-in dependency injection container and then have them injected into your controllers (or other components) through the constructor.

**Explanation**

1. **CitiesService Class:** This class represents a simple service that holds a list of city names and provides a GetCities method to retrieve them.
2. **HomeController Class:**
   * **Dependency:** It has a dependency on the CitiesService class.
   * **Instantiation:** In this simplified example, the CitiesService object is created directly within the controller's constructor.
   * **Action Method:** The Index action method calls the GetCities method of the \_citiesService to retrieve the list of cities and then passes this data to the view.

**Best Practices**

* **Single Responsibility Principle (SRP):** Design your services to have a single responsibility to keep them focused and maintainable.
* **Dependency Injection:** Use dependency injection to manage service lifetimes and dependencies, making your code loosely coupled and easier to test.
* **Interface-Based Programming:** Define interfaces for your services to create abstraction layers and facilitate testing with mocks.
* **Clear Naming:** Use descriptive names for your services and their methods to make your code self-documenting.
* **Testing:** Write unit tests for your services to ensure that your business logic works correctly in isolation.

**Key Points to Remember**

* **Encapsulation:** Services encapsulate the "how" of your application logic, separating it from the presentation layer.
* **Reusability:** Services can be reused across multiple controllers.
* **Testability:** Services are designed to be easily unit tested.
* **Dependency Injection:** Services are typically managed by the DI container and injected into controllers.

#### *Direct Dependency:*

#### https://img-c.udemycdn.com/redactor/raw/article_lecture/2022-10-20_14-55-43-743737a1df4184a1e520478c3686a93a.png

#### https://img-c.udemycdn.com/redactor/raw/article_lecture/2022-10-20_14-55-44-f25d9069cb756fb8cf9a5ab944d23dfb.png

#### *Dependency Problem*

*Higher-level modules depend on lower-level modules.*

* Means, both are tightly-coupled.
* The developer of higher-level module SHOULD WAIT until the completion of development of lower-level module.
* Requires much code changes in to interchange an alternative lower-level module.
* Any changes made in the lower-level module effects changes in the higher-level module.
* Difficult to test a single module without effecting / testing the other module.

***Dependency Inversion Principle (DIP):***
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Dependency Inversion Principle (DIP) is a design principle (guideline), which is a solution for the dependency problem

1. **High-level modules should not depend on low-level modules.** Both should depend on abstractions( (interfaces or abstract class).
2. **Abstractions should not depend on details.** Details((both client and dependency) should depend on abstractions.
3. The interface is controlled by the client.
4. Both client and dependency depend on abstraction.
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In simpler terms:

* Instead of tightly coupling your classes by having them depend on concrete implementations, they should depend on abstractions (interfaces or abstract classes).
* This allows you to easily swap out implementations without changing the higher-level code.

***Inversion of Control (IoC): Shifting Responsibility:***
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* Inversion of Control (IoC) is a design pattern (reusable solution for a common problem), which suggests "IoC container" for implementation of Dependency Inversion Principle (DIP).
* It inverses the control by shifting the control to IoC container.
* "Don't call us, we will call you" pattern.
* It can be implemented by other design patterns such as events, service locator, dependency injection etc.

*All dependencies should be added into the IServiceCollection (acts as IoC container).*

1. builder.Services.Add(
2. new ServiceDescriptor(
3. typeof (Interface),
4. typeof (Service)
5. ServiceLifetime.LifeTime //Transient, Scoped, Singleton
6. )
7. );

***Dependency Injection (DI): The Practical Tool:***

* Dependency injection (DI) is a design pattern, which is a technique for achieving "Inversion of Control (IoC)" between clients and their dependencies.
* It allows you to inject (supply) a concrete implementation object of a low-level component into a high-level component.
* The client class receives the dependency object as a parameter either in the constructor or in a method.
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**Benefits of DIP, IoC, and DI**

* **Loose Coupling:** Reduces the direct dependencies between classes, making them easier to change and test independently.
* **Flexibility:** You can easily swap out different implementations of dependencies without affecting the consuming class.
* **Testability:** Unit testing becomes much easier, as you can provide mock dependencies to isolate the code under test.
* **Maintainability:** Code becomes more modular, easier to understand, and less prone to ripple effects from changes.

***Code***

1. // ServiceContracts (Interface)
2. namespace ServiceContracts
3. {
4. public interface ICitiesService // Abstraction of CitiesService
5. {
6. List<string> GetCities();
7. }
8. }
10. // Services (Implementation)
11. namespace Services
12. {
13. public class CitiesService : ICitiesService // CitiesService depends on the ICitiesService abstraction
14. {
15. // ... (Implementation of GetCities) ...
16. }
17. }

The interface ICitiesService defines the abstraction for a service that can retrieve a list of cities. The class CitiesService provides the concrete implementation, but it depends on the ICitiesService interface, not on a concrete class.

***Code***

1. // Program.cs (or Startup.cs)
2. builder.Services.Add(new ServiceDescriptor(
3. typeof(ICitiesService), // Interface to register
4. typeof(CitiesService), // Concrete implementation
5. ServiceLifetime.Transient // Lifetime of the service (more on this later)
6. ));
8. // HomeController.cs (Controller)
9. public class HomeController : Controller
10. {
11. private readonly ICitiesService \_citiesService; // Dependency on the interface
13. // Constructor injection
14. public HomeController(ICitiesService citiesService)
15. {
16. \_citiesService = citiesService;
17. }
19. // ... (Action methods) ...
20. }

In this code:

1. **Service Registration:** The CitiesService is registered in the DI container using the Add method. The ServiceDescriptor specifies:
   * The interface type (ICitiesService) that other components will request.
   * The concrete implementation type (CitiesService) that the container will create.
   * The lifetime of the service (ServiceLifetime.Transient means a new instance is created for each request).
2. **Constructor Injection:** The HomeController constructor has a parameter of type ICitiesService. This means the DI container will automatically provide an instance of CitiesService when the controller is created.

**Notes**

* **Abstractions:** Focus on designing interfaces or abstract classes to represent your dependencies.
* **Loose Coupling:** Your classes should depend on abstractions, not concrete implementations.
* **Dependency Injection:** Use DI containers (like the one built into ASP.NET Core) to manage and resolve dependencies.
* **Service Lifetimes:** Understand the different service lifetimes (Transient, Scoped, Singleton) and choose the right one for each service.

Scenario - A Light Switch and Light Bulb

* **Without DIP/IoC/DI:**
  + Imagine a traditional light switch directly wired to a specific light bulb. If you want to change the light bulb to a different type, you might need to rewire the switch, as it's tightly coupled to the original bulb. This is analogous to tightly coupled code, where classes depend directly on specific implementations of other classes.
* **With DIP/IoC/DI:**
  + Now, imagine a standard electrical outlet and a plug. The outlet represents an interface (an abstraction), while the plug represents a class that implements this interface. You can plug any compatible device (light bulb, fan, etc.) into the outlet, and it will work. This is the essence of DIP - depending on abstractions, not concrete implementations.
  + The "inversion of control" comes in because the outlet (interface) dictates the shape of the plug (implementation), not the other way around.
  + "Dependency injection" happens when you plug a device into the outlet. The outlet doesn't create the device; it simply receives it and allows it to function.

**Visual Representation**

1. Without DIP/IoC/DI:
3. Light Switch -----> Specific Light Bulb
4. (Tightly Coupled)
6. With DIP/IoC/DI:
8. Outlet (Interface) <--- Plug (Implementation)
9. |
10. |
11. Light Bulb, Fan, etc.

**Code Analogy**

1. // Without DIP
2. class LightSwitch
3. {
4. private SpecificLightBulb \_bulb = new SpecificLightBulb();
6. public void TurnOn()
7. {
8. \_bulb.Illuminate();
9. }
10. }
12. // With DIP
13. interface ILight
14. {
15. void Illuminate();
16. }
18. class LightBulb : ILight { /\* ... \*/ }
20. class LightSwitch
21. {
22. private ILight \_light;
24. public LightSwitch(ILight light) // Dependency injection
25. {
26. \_light = light;
27. }
29. public void TurnOn()
30. {
31. \_light.Illuminate();
32. }
33. }

In the DIP version:

* LightSwitch depends on the ILight interface, not a specific bulb.
* The LightBulb class implements ILight.
* The LightSwitch constructor takes an ILight parameter (dependency injection). Now, you can pass in any object that implements ILight (a different type of bulb, a fan, etc.), and the LightSwitch will work with it.

**Key Points**

* **DIP:** Depend on abstractions (interfaces) to make your code more flexible and maintainable.
* **IoC:** Let a framework or container manage object creation and dependencies.
* **DI:** Implement IoC by having dependencies provided to your classes (often through constructors).
* **Benefits:** Achieve loose coupling, flexibility, testability, and maintainability in your code.

***Service Lifetimes***

When you register a service in the DI container, you specify its lifetime. This determines how the DI container creates and manages instances of that service throughout your application's execution.

**Three Main Lifetime Options**

1. **Transient:**
   * **Creation:** A new instance is created each time the service is requested (injected).
   * **Lifetime:** The instance lives only as long as it's needed to fulfill the current request.
   * **Usage:** Ideal for lightweight, stateless services where each request requires a fresh instance.
   * **Example:** Database context, logger, helper classes.
2. **Scoped:**
   * **Creation:** A single instance is created per HTTP request (or scope) within your application.
   * **Lifetime:** The instance is shared throughout the request and disposed of when the request ends.
   * **Usage:** The most common lifetime for web applications. Ensures consistency within a request while avoiding long-lived objects.
   * **Example:** User-specific data, transaction handling, shopping carts.
3. **Singleton:**
   * **Creation:** A single instance is created for the entire lifetime of your application.
   * **Lifetime:** The instance is shared across all requests and components.
   * **Usage:** Suitable for stateless services, caches, background tasks, or configurations that you want to load once and share globally.
   * **Example:** Application-wide configuration settings, shared caches, singleton design pattern implementations.

**Choosing the Right Lifetime**

The lifetime you choose for a service depends on its purpose and how you intend to use it:

* **State:** If your service holds state that needs to be unique per request, use Scoped. If the state needs to be shared globally, use Singleton. If state is irrelevant, Transient is often sufficient.
* **Resource Usage:** Singleton services consume memory for the entire application lifetime, so use them judiciously.
* **Concurrency:** Be mindful of concurrency issues when using singleton services in multi-threaded environments.

**Registration Examples**

1. // Startup.cs (or Program.cs)
2. builder.Services.AddTransient<ITransientService, TransientService>();
3. builder.Services.AddScoped<IScopedService, ScopedService>();
4. builder.Services.AddSingleton<ISingletonService, SingletonService>();

**Lifetime Best Practices**

* **Prefer Scoped for Web Apps:** In most cases, Scoped is the recommended lifetime for services in web applications.
* **Avoid Captive Dependencies:** Don't inject a shorter-lived service (e.g., Transient) into a longer-lived one (e.g., Singleton). This can lead to unexpected behavior and memory leaks.
* **Consider Thread Safety:** If you use a singleton service, ensure it's thread-safe if it will be accessed concurrently.

***Dependency Injection Techniques in ASP.NET Core:***

*It is a DesignPattern that implements inversion of control, so the dependency injection is one of the ways to implement inversion of control.*

Dependency injection (DI) container that allows you to inject services into your application's components (controllers, middleware, view components, etc.). Here are the primary ways you can inject dependencies:

1. **Constructor Injection (Most Common):**
   * **Mechanism:** Dependencies are passed as parameters to the class's constructor.
   * **Benefits:**
     + Easy to understand and use.
     + Encourages loose coupling and testability.
     + Ensures that required dependencies are available before the class is used.
   * **Example:**
   * public class ProductsController : Controller
   * {
   * private readonly IProductService \_productService;
   * public ProductsController(IProductService productService)
   * {
   * \_productService = productService;
   * }
   * }
2. **Property Injection (Less Common):**
   * **Mechanism:** Dependencies are assigned to public properties with a [FromServices] attribute.
   * **Benefits:**
     + Can be useful when you have optional dependencies or want to avoid constructor clutter.
     + Allows for lazy loading of dependencies.
   * **Example:**
   * public class MyMiddleware
   * {
   * [FromServices]
   * public ILogger<MyMiddleware> Logger { get; set; }
   * }
3. **Method Injection (Least Common):**
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* + **Mechanism:** Dependencies are passed as parameters to individual methods.
  + **Benefits:**
    - Provides fine-grained control over when dependencies are resolved.
    - Can be useful in cases where you only need a dependency within a specific method.

***Example:***

* + public IActionResult Index([FromServices] IUserService userService)
  + {
  + // ... use the userService within this method
  + }
  + Use this injection technique if you require a service in one or few actions.

1. **Action Method Injection:**

* **Mechanism:** Injects services directly into action methods as parameters.
* **Benefits:**
  + Simplifies dependency management within specific actions.
  + Useful for scenarios where a dependency is needed only in a particular action method.
* **Example:**

1. public IActionResult MyAction([FromServices] IMyService service)
2. {
3. // ... use the service within this action
4. }

**Choosing the Right Injection Technique**

* **Constructor Injection:** The recommended and most common approach for mandatory dependencies.
* **Property Injection:** Use for optional dependencies or when constructor injection is cumbersome.
* **Method Injection:** Consider this for dependencies that are only needed within specific methods or for finer control over dependency resolution.
* **Action Method Injection:** Ideal for scenarios where a dependency is required only within a specific action method.

***Key Points to Remember***

* **Loose Coupling:** Regardless of the injection type, the core principle of DI is to achieve loose coupling between components.
* **Dependency Inversion Principle (DIP):** Ensure that your classes depend on abstractions (interfaces) rather than concrete implementations.
* **Dependency Injection Container:** ASP.NET Core's built-in DI container handles the registration and resolution of services.
* **Service Lifetimes:** Understand the different service lifetimes (Transient, Scoped, Singleton) and choose the appropriate one for each dependency.

***Best Practices of DI***

**1. Constructor Injection as the Default**

* **Why:** Constructor injection is the most straightforward and reliable way to inject dependencies. It ensures that a class has all its required dependencies before it can be used, promoting object validity.
* **How:** Declare all the necessary dependencies as constructor parameters.

1. public class ProductService : IProductService
2. {
3. private readonly IProductRepository \_productRepository;
4. private readonly ILogger<ProductService> \_logger;
6. public ProductService(IProductRepository productRepository, ILogger<ProductService> logger)
7. {
8. \_productRepository = productRepository;
9. \_logger = logger;
10. }
11. }

**2. Use Interfaces for Dependencies**

* **Why:** Interfaces promote loose coupling, enabling you to easily swap implementations during testing or when using different environments.
* **How:** Define interfaces for your services and have your classes depend on the interfaces, not concrete implementations.

C#

1. public interface IProductRepository { /\* ... \*/ }
2. public class ProductRepository : IProductRepository { /\* ... \*/ }

**3. Avoid Service Locator Anti-Pattern**

* **Why:** The Service Locator pattern involves directly accessing the DI container from within your classes (e.g., using IServiceProvider.GetService()). This tightly couples your code to the DI container and makes testing harder.
* **How:** Instead, have the DI container inject dependencies directly into your classes.

**4. Register Dependencies at the Composition Root**

* **Why:** The composition root (typically the Program.cs or Startup.cs file) is where you should configure your DI container. This centralizes dependency registration and makes it easier to manage and understand your application's structure.
* **How:** Use the IServiceCollection.Add\* methods (e.g., AddTransient, AddScoped, AddSingleton) to register your services and their lifetimes.

**5. Choose the Appropriate Service Lifetime**

* **Transient:** A new instance is created each time the service is requested.
* **Scoped:** A single instance is created per request.
* **Singleton:** A single instance is created for the entire application lifetime.
* **How:** Carefully consider the nature of your service (stateful vs. stateless) and its usage patterns to choose the right lifetime.

**6. Avoid Captive Dependencies**

* **Why:** A captive dependency occurs when you inject a shorter-lived service (e.g., Transient) into a longer-lived service (e.g., Singleton). This can lead to unexpected behavior and memory leaks.
* **How:** Ensure that your service lifetimes are compatible and that you don't inadvertently capture a transient instance within a singleton.

**7. Use Decorators to Add Cross-Cutting Concerns**

* **Why:** Decorators wrap existing services and allow you to add additional behavior (e.g., logging, caching) without modifying the original service.
* **How:** Implement the same interface as the service you want to decorate and inject the original service into the decorator.

**8. Leverage Options Pattern for Configuration**

* **Why:** The Options pattern provides a strongly typed way to access configuration settings in your services.
* **How:** Create classes that represent your configuration sections and use the IOptions interface to inject them.

**9. Consider Pure DI for Testability**

* **Why:** Pure DI (avoiding the IServiceProvider altogether) makes your classes more testable, as you can easily provide mock dependencies during unit testing.
* **How:** Design your classes so that all their dependencies are passed through the constructor or other injection points.

**10. Don't Overuse DI**

* **Why:** Dependency injection is a powerful tool, but it should be used judiciously. Overusing it can lead to complex object graphs and make code harder to reason about.
* **How:** Don't inject every single class in your application. Use DI for services and components with clear dependencies and where you need flexibility and testability.

**Autofac**

While ASP.NET Core has a built-in dependency injection (DI) container, Autofac is a popular third-party IoC container known for its flexibility, advanced features, and customization options. It seamlessly integrates with ASP.NET Core, providing you with more powerful tools to manage your dependencies.

**Key Advantages of Autofac**

* **Flexibility:** Offers a wider range of component lifetime scopes and registration options compared to the built-in container.
* **Customization:** Provides more fine-grained control over how dependencies are resolved and managed.
* **Advanced Features:** Supports features like module-based registration, property injection, assembly scanning, and interception (for cross-cutting concerns).
* **Performance:** Generally considered to have a good performance profile.

**Integrating Autofac with ASP.NET Core**

1. **Install Package:** Add the Autofac.Extensions.DependencyInjection NuGet package to your project.
2. **Configure Container:** In your Program.cs (or Startup.cs in older versions), replace the default service provider factory with Autofac's:
   1. builder.Host.UseServiceProviderFactory(new AutofacServiceProviderFactory());
3. **Register Services:** Use the builder.Host.ConfigureContainer<ContainerBuilder> method to access Autofac's ContainerBuilder and register your services: C#
   1. builder.Host.ConfigureContainer<ContainerBuilder>(containerBuilder =>
   2. {
   3. // Your Autofac registration logic here
   4. });

***Code***

1. // Program.cs
2. // ... other imports ...
4. builder.Host.UseServiceProviderFactory(new AutofacServiceProviderFactory()); // Use Autofac
5. builder.Services.AddControllersWithViews(); // Add MVC services
7. builder.Host.ConfigureContainer<ContainerBuilder>(containerBuilder =>
8. {
9. containerBuilder.RegisterType<CitiesService>().As<ICitiesService>().InstancePerLifetimeScope(); // Register CitiesService as Scoped
10. });
12. var app = builder.Build();
13. // ... the rest of the code ...

In this code:

1. **UseServiceProviderFactory:** This line tells ASP.NET Core to use Autofac as the service provider.
2. **AddControllersWithViews:** This registers the necessary services for MVC (models, views, controllers).
3. **ConfigureContainer:** This lambda expression gives you access to Autofac's ContainerBuilder.
4. **RegisterType<CitiesService>().As<ICitiesService>().InstancePerLifetimeScope();:** This registers the CitiesService class as an implementation of the ICitiesService interface with a scoped lifetime.

**Autofac Registration Methods**

* **RegisterType<T>():** Registers a specific type.
* **As<T>():** Specifies the interface or base type that the registered type should be resolved as.
* **Lifetime Scopes:**
  + InstancePerDependency() (equivalent to Transient)
  + InstancePerLifetimeScope() (equivalent to Scoped)
  + SingleInstance() (equivalent to Singleton)

**Notes**

* **Why Autofac?**
  + More flexibility and control over dependency resolution.
  + Additional features (modules, property injection, etc.).
* **Integration:** Replace the default service provider factory with Autofac's.
* **Registration:** Use Autofac's syntax (RegisterType, As, lifetime scopes) within the ConfigureContainer lambda.
* **Familiar Concepts:** The underlying concepts of DI (abstractions, lifetimes) remain the same, just with different syntax.

***Service Scope***

In ASP.NET Core DI, a service scope is a logical boundary that defines the lifetime of services registered as *Scoped*. When a scope is created, the DI container instantiates any scoped services that are required within that scope. These scoped service instances are then shared across all components within that scope, ensuring consistency and avoiding unnecessary object creation.

**How Service Scopes Work in ASP.NET Core**

1. **Request Scope (Default):** In ASP.NET Core web applications, the most common scope is the *request scope*. A new scope is automatically created at the beginning of each HTTP request. All scoped services are resolved from this request scope and remain alive throughout the entire request-response cycle. Once the request is processed, the scope is disposed, and all scoped services within it are also disposed.
2. **Explicitly Creating Scopes:** You can also create custom scopes manually. This is useful in scenarios where you need a scoped lifetime for operations that don't directly correspond to an HTTP request (e.g., background tasks, unit testing). You can create a scope using the IServiceProvider.CreateScope() method.

***Code***

1. using (var scope = provider.CreateScope())
2. {
3. var scopedService = scope.ServiceProvider.GetRequiredService<IScopedService>();
4. // Use the scopedService within this scope
5. }

**Lifetime of Scoped Services**

* **Creation:** A new instance of a scoped service is created the first time it's requested within a scope.
* **Sharing:** Subsequent requests for the same scoped service within the same scope will receive the same instance.
* **Disposal:** When the scope is disposed (e.g., at the end of an HTTP request), all scoped services within that scope are also disposed.

**Benefits of Service Scopes**

* **State Management:** Scoped services are perfect for managing state that needs to persist throughout a request but should not leak across different requests.
* **Efficient Resource Usage:** Scopes ensure that you don't create unnecessary instances of services, leading to better memory management.
* **Consistency:** Scoped services provide a consistent view of data and state within a single request.

**Common Scenarios for Scoped Services**

* **Database Contexts (EF Core):** A new database context instance is usually created per request to ensure data isolation and avoid concurrency issues.
* **User-Specific Data:** Services holding data specific to the current user (e.g., shopping cart) are often scoped to the request.
* **Logging with Context:** If you need to log information with request-specific context, a scoped logger is beneficial.
* **Transactions:** If you need to maintain transactional integrity within a request, you can use a scoped service to manage the transaction.

**Important Considerations**

* **Avoid Captive Dependencies:** Be cautious of injecting a scoped service into a singleton service. This can lead to unexpected behavior and memory leaks because the scoped service will be held alive for the entire application lifetime.
* **Explicit Disposal:** When you create custom scopes, remember to dispose them properly using a using statement or by manually calling Dispose() on the IServiceScope object.

***Key Points to Remember***

**Dependency Inversion Principle (DIP)**

* **Core Idea:** High-level modules shouldn't depend on low-level modules; both should depend on abstractions (interfaces/abstract classes).
* **Goal:** Loose coupling, flexibility, testability.

**Inversion of Control (IoC)**

* **Core Idea:** Transfer control of object creation and management from your code to a framework or container (e.g., the DI container).
* **Goal:** Decoupling, simplified configuration, improved testability.

**Dependency Injection (DI)**

* **Core Idea:** Dependencies are provided (injected) into a class from an external source (usually a DI container).
* **Types in ASP.NET Core:**
  + **Constructor Injection:** Dependencies are passed as constructor parameters (most common).
  + **Property Injection:** Dependencies are assigned to properties with the [FromServices] attribute.
  + **Method Injection:** Dependencies are passed as method parameters.
* **Benefits:**
  + Loose coupling
  + Flexibility
  + Testability
  + Maintainability

**Service Lifetimes in ASP.NET Core DI**

* **Transient:** A new instance created each time a service is requested.
* **Scoped:** A single instance created per request/scope.
* **Singleton:** A single instance created once and shared throughout the application's lifetime.

**Autofac: A Powerful IoC Container**

* **Purpose:** Alternative to the built-in ASP.NET Core DI container.
* **Benefits:**
  + More flexible component registration and lifetime options
  + Advanced features (modules, property injection, interception)
  + Good performance
* **Integration:**
  + Install Autofac.Extensions.DependencyInjection.
  + Use builder.Host.UseServiceProviderFactory(new AutofacServiceProviderFactory()) in Program.cs.
  + Register services in builder.Host.ConfigureContainer<ContainerBuilder>.

**Autofac Registration**

* containerBuilder.RegisterType<T>().As<TInterface>().InstancePerLifetimeScope();
  + Equivalent to services.AddScoped<TInterface, T>().
* InstancePerDependency() (Transient), SingleInstance() (Singleton)

**Interview Tips**

* **Conceptual Understanding:** Be able to explain the principles of DIP, IoC, and DI and how they relate to each other.
* **Practical Application:** Demonstrate your ability to choose the right lifetime for a given service and explain the implications of each choice.
* **Best Practices:** Discuss the advantages of using interfaces and constructor injection.
* **Autofac:** Highlight the benefits of using Autofac over the built-in container and showcase your knowledge of its registration syntax.
* **Troubleshooting:** Explain how you would diagnose common DI issues (e.g., circular dependencies, incorrect lifetimes).

***ASP.NET Core Environments***

In ASP.NET Core, environments are named configurations that allow you to tailor your application's behavior to different deployment scenarios. This helps you manage settings, configurations, and middleware pipelines that are specific to development, testing, staging, or production environments.

**Common Environments**

* **Development:** Your local development environment. It's where you build and test your application.
* **Staging:** A pre-production environment that closely mirrors your production setup. You use it for final testing and validation.
* **Production:** Your live environment where users interact with your application.

**Setting the Environment**

ASP.NET Core reads the environment from the ASPNETCORE\_ENVIRONMENT environment variable when your application starts. The value of this variable determines the active environment.

**How to Set the Environment**

* **launchSettings.json:** For Visual Studio, you can set the ASPNETCORE\_ENVIRONMENT variable in the launchSettings.json file within your project's Properties folder.
* **Environment Variables:** Set the ASPNETCORE\_ENVIRONMENT variable directly in your system's environment variables.
* **Command Line:** When running your application from the command line, you can set the environment variable using the --environment or -e flag:Bash
  1. dotnet run --environment Staging

**Using Environments in Program.cs**

1. **Retrieving the Environment:**
   1. var builder = WebApplication.CreateBuilder(args);
   2. var environment = builder.Environment;

The environment object gives you access to the current environment's name and other properties.

1. **Conditional Configuration:** You can use conditional logic based on the environment name to configure different settings or middleware.

C#

* 1. if (app.Environment.IsDevelopment())
  2. {
  3. app.UseDeveloperExceptionPage(); // Use a detailed error page in development
  4. }
  5. else
  6. {
  7. app.UseExceptionHandler("/Error"); // Use a generic error page in production
  8. }

1. **Environment-Specific Configuration Files:**
   1. You can create environment-specific configuration files like appsettings.Development.json, appsettings.Staging.json, and appsettings.Production.json.
   2. ASP.NET Core automatically loads the appropriate configuration file based on the current environment.
   3. Use these files to store settings that vary between environments, such as database connection strings or API keys.
   4. These files override the settings in the appsettings.json.

**Best Practices**

* **Environment-Specific Configuration:** Separate your configuration into environment-specific files to avoid exposing sensitive data (like production database credentials) in your development environment.
* **Middleware Pipelines:** Tailor your middleware pipelines for each environment. For example, use UseDeveloperExceptionPage in development but UseExceptionHandler in production.
* **Logging:** Configure different logging levels and targets for different environments (e.g., more verbose logging in development).
* **Feature Flags:** Use environment variables or configuration values to toggle features on or off depending on the environment.

**Example (Program.cs)**

1. var builder = WebApplication.CreateBuilder(args);
2. var app = builder.Build();
4. if (app.Environment.IsDevelopment())
5. {
6. // Development-specific configuration
7. }
8. else if (app.Environment.IsStaging())
9. {
10. // Staging-specific configuration
11. }
12. else // Production
13. {
14. // Production-specific configuration
15. }
17. // ... Rest of your application setup ...

**Notes**

* **Flexibility:** Environments allow you to easily adapt your application to different scenarios.
* **Configuration:** Use environment-specific configuration files (appsettings.{Environment}.json) for organization.
* **Middleware:** Customize middleware pipelines based on the environment.
* **Best Practices:** Follow the best practices mentioned above to ensure a smooth deployment process and optimal behavior in each environment.

***Understanding launchSettings.json***

This file is primarily used by Visual Studio to configure how your ASP.NET Core application launches during development. It contains settings for different profiles (e.g., IIS Express, ProjectName) and provides a convenient way to set environment variables without modifying your system's global environment variables.

**Location**

You'll find launchSettings.json in the Properties folder within your project's root directory.

**Structure**

1. {
2. "iisSettings": { ... }, // Settings for IIS Express (if used)
3. "profiles": {
4. "IIS Express": { ... }, // Configuration for IIS Express profile
5. "YourProjectName": { // Configuration for running the project directly
6. "commandName": "Project",
7. "dotnetRunMessages": "true",
8. "launchBrowser": true,
9. "applicationUrl": "https://localhost:7272;http://localhost:5248", // URLs to launch
10. "environmentVariables": {
11. "ASPNETCORE\_ENVIRONMENT": "Development" // Setting the environment
12. }
13. }
14. }
15. }

**Setting the ASPNETCORE\_ENVIRONMENT Variable**

Within the environmentVariables section of the desired profile (e.g., "YourProjectName"), you can set the ASPNETCORE\_ENVIRONMENT variable to one of the standard values:

* **Development:** For local development and debugging.
* **Staging:** For pre-production testing.
* **Production:** For the live environment.

You can also use a custom environment name if needed.

**Example: Setting the Development Environment**

1. "environmentVariables": {
2. "ASPNETCORE\_ENVIRONMENT": "Development"
3. }

**How It Works**

When you launch your application from Visual Studio using a specific profile, the environmentVariables settings are applied to the running process. This ensures that your application reads the correct value for ASPNETCORE\_ENVIRONMENT, which in turn influences which configuration settings are loaded (from appsettings.json, appsettings.Development.json, etc.) and which middleware pipelines are used.

**Important Considerations**

* **Environment-Specific Configuration Files:** Remember that you'll still need to create environment-specific configuration files (e.g., appsettings.Development.json) to store settings that vary between environments. launchSettings.json only sets the environment variable.
* **Local Development:** The launchSettings.json file is primarily for local development with Visual Studio. When you deploy your application to a server, you'll typically set the ASPNETCORE\_ENVIRONMENT variable through the hosting environment's configuration (e.g., in the web server's configuration file or environment variables).
* **Multiple Profiles:** launchSettings.json can contain multiple profiles, each with its own set of environment variables. This allows you to easily switch between different configurations during development.

***Developer Exception Page***

The Developer Exception Page is a powerful tool in ASP.NET Core for diagnosing exceptions during development. It provides a detailed view of the exception, including:

* Stack trace
* Request details (headers, query string, cookies)
* Routing information
* Configuration settings

This information is invaluable for identifying and fixing issues quickly.

**Environment-Specific Behavior**

* **Development:** The Developer Exception Page is enabled by default in the Development environment. This makes sense because during development, you want as much information as possible to help you troubleshoot.
* **Production and Other Environments:** In production or other non-development environments, this page is typically disabled due to security concerns. Exposing detailed exception information to the public could reveal vulnerabilities or sensitive details about your application's internal workings.

**IWebHostEnvironment Interface: Accessing Environment Information**

The IWebHostEnvironment interface gives you access to information about the hosting environment of your ASP.NET Core application. It includes properties like:

* **EnvironmentName:** The name of the current environment (Development, Staging, Production, or a custom name).
* **WebRootPath:** The path to the application's web root directory.
* **ContentRootPath:** The path to the application's content root directory.

**Using IWebHostEnvironment and app.Environment**

1. // HomeController.cs
2. public class HomeController : Controller
3. {
4. private readonly IWebHostEnvironment \_webHostEnvironment; // Injected
6. public HomeController(IWebHostEnvironment webHostEnvironment)
7. {
8. \_webHostEnvironment = webHostEnvironment;
9. }
11. [Route("/")]
12. public IActionResult Index()
13. {
14. ViewBag.CurrentEnviornment = \_webHostEnvironment.EnvironmentName;
15. return View();
16. }
17. }

In this code, the IWebHostEnvironment is injected into the HomeController. The current environment name (\_webHostEnvironment.EnvironmentName) is then assigned to ViewBag.CurrentEnvironment and sent to the view to display.

**Enabling the Developer Exception Page in Specific Environments**

1. // Program.cs
2. if (app.Environment.IsDevelopment() || app.Environment.IsStaging() || app.Environment.IsEnvironment("Beta"))
3. {
4. app.UseDeveloperExceptionPage();
5. }

In this code snippet, the Developer Exception Page is only enabled if the environment is Development, Staging, or a custom environment named "Beta". You can use app.Environment.IsDevelopment() etc. because they are just shorthands for app.Environment.EnvironmentName == "Development". This can be helpful in scenarios where you want to include staging in your development processes.

**Notes**

* **Purpose:** The Developer Exception Page provides detailed error information during development.
* **Environments:** It's enabled by default in Development, but you can customize its behavior based on other environments.
* **IWebHostEnvironment:** Use this interface to access environment information within your controllers or middleware.
* **Security:** Always disable the Developer Exception Page in production to avoid exposing sensitive details.
* **Custom Error Pages:** For production, use app.UseExceptionHandler to create custom error pages that provide a user-friendly message without revealing internal information.

<environment> Tag Helper

The <environment> tag helper is a versatile tool that allows you to include or exclude specific content in your views depending on the current environment your ASP.NET Core application is running in.

This is particularly useful for scenarios where you want to:

* **Include Development Resources:** Load unminified CSS or JavaScript files during development to facilitate debugging and testing.
* **Optimize for Production:** Load minified and bundled assets in production to improve performance.
* **Display Environment-Specific Content:** Show different messages, warnings, or features based on the environment.

**Syntax**

1. <environment include="Environment1,Environment2,...">
2. Content to render if the environment matches any of the included environments
3. </environment>
5. <environment exclude="Environment1,Environment2,...">
6. Content to render if the environment does NOT match any of the excluded environments
7. </environment>

* **include:** A comma-separated list of environment names for which the content should be rendered.
* **exclude:** A comma-separated list of environment names for which the content should **not** be rendered.

**Environment Names**

* **Standard:** Development, Staging, Production.
* **Custom:** You can also define and use your own custom environment names.

**How It Works**

1. **Environment Check:** The <environment> tag helper reads the value of the ASPNETCORE\_ENVIRONMENT environment variable to determine the current environment.
2. **Conditional Rendering:** Based on the include or exclude attributes and the current environment, it either renders or skips the content within the tag helper.

**Code Examples**

1. <environment include="Development">
2. <link rel="stylesheet" href="~/css/site.css" />
3. </environment>
4. <environment exclude="Development">
5. <link rel="stylesheet" href="~/css/site.min.css" />
6. </environment>

In this example:

* The unminified site.css file is loaded only in the Development environment.
* The minified site.min.css file is loaded in all other environments.

**Notes**

* **Flexibility:** Easily adapt your views to different environments without complex conditional logic.
* **Performance Optimization:** Serve optimized assets in production while retaining flexibility in development.
* **Environment-Specific Content:** Display warnings, messages, or debug tools only when needed.

**Best Practices**

* **Use for Static Assets:** Primarily leverage the <environment> tag helper for including or excluding static files (CSS, JavaScript) based on the environment.
* **Avoid Complex Logic:** Keep the content within <environment> tags relatively simple. If you need more complex logic, consider using a partial view or a view component.
* **Custom Environments:** If you need more than the standard environments, define and use your own.

***Set the Environment from the Terminal***

* **Flexibility:** Setting the environment variable directly from the terminal allows you to easily switch between different environments (development, staging, production) without modifying configuration files or IDE settings.
* **Automation:** This approach is easily scriptable, enabling you to automate deployment processes and seamlessly change configurations for different environments.
* **Non-Windows Environments:** If you're working on macOS or Linux, the terminal is the primary way to manage environment variables.

**Setting ASPNETCORE\_ENVIRONMENT in PowerShell**

* **Windows, macOS, Linux:**

1. $env:ASPNETCORE\_ENVIRONMENT = "Development" # Set to Development
2. $env:ASPNETCORE\_ENVIRONMENT = "Production" # Set to Production

* **Scope:** In PowerShell, environment variables set with $env: are typically limited to the current session. To make them persistent, you need to modify the system or user environment variables (see below).

**Setting ASPNETCORE\_ENVIRONMENT in Command Prompt**

* **Windows:**

1. set ASPNETCORE\_ENVIRONMENT=Development # Set to Development
2. set ASPNETCORE\_ENVIRONMENT=Production # Set to Production

**Scope:** By default, variables set with the set command are temporary and only apply to the current command prompt session. To make them persistent, use the /M switch:

1. setx ASPNETCORE\_ENVIRONMENT Development /M # Set for the user account (persistent)

* **macOS and Linux (bash):**

1. export ASPNETCORE\_ENVIRONMENT=Development # Set to Development
2. export ASPNETCORE\_ENVIRONMENT=Production # Set to Production

**Making Environment Variables Persistent**

* **Windows (System Properties):**
  1. Right-click on "This PC" and select "Properties".
  2. Click on "Advanced system settings".
  3. Click the "Environment Variables" button.
  4. Under "System variables" (or "User variables" for a specific user), click "New".
  5. Enter ASPNETCORE\_ENVIRONMENT as the variable name and the desired environment as the value.
* **macOS and Linux (Shell Configuration Files):**
  1. Edit your shell's configuration file (.bashrc, .zshrc, etc.) and add the following line (replacing Development with your desired environment):Bash
     1. export ASPNETCORE\_ENVIRONMENT=Development
  2. After saving the file, run source ~/.bashrc (or the appropriate command for your shell) to reload the configuration.

**Important Considerations**

* **Overriding:** When multiple ways of setting the environment are used, the most specific one takes precedence. For example, a value set in the terminal will override the value in launchSettings.json.
* **Case-Sensitivity (Linux/macOS):** Environment variable names are case-sensitive on Linux and macOS. Be sure to use the correct capitalization (ASPNETCORE\_ENVIRONMENT).
* **Environment-Specific Configuration Files:** Even after setting the environment variable, ensure you have the corresponding appsettings.{Environment}.json files in your project to load the correct settings for that environment.

**Example: Running Your App with Different Environments**

1. # PowerShell
2. $env:ASPNETCORE\_ENVIRONMENT = "Development"
3. dotnet run
5. # Command Prompt (Windows)
6. set ASPNETCORE\_ENVIRONMENT=Production
7. dotnet run
9. # bash (macOS/Linux)
10. export ASPNETCORE\_ENVIRONMENT=Staging
11. dotnet run

***Key Points to Remember***

* **Purpose:** Provide named configurations to tailor your app's behavior for different scenarios (development, staging, production, etc.).
* **Environment Variable:**
  + ASPNETCORE\_ENVIRONMENT is the key environment variable.
  + Its value determines the active environment.
* **Setting the Environment:**
  + **launchSettings.json (Development):** Set within the environmentVariables section of a profile.
  + **System Environment Variables:** Set directly on your machine (persistent).
  + **Command Line:** Use --environment or -e flag when running the app (e.g., dotnet run --environment Staging).
* **IWebHostEnvironment Interface:**
  + Use it in your code to access environment information (e.g., EnvironmentName, WebRootPath).
  + Inject it into your controllers or middleware:
  + private readonly IWebHostEnvironment \_env;
  + public MyController(IWebHostEnvironment env)
  + {
  + \_env = env;
  + }
* **Environment-Specific Configuration:**
  + Create files like appsettings.Development.json, appsettings.Staging.json, etc.
  + ASP.NET Core automatically loads the appropriate file based on the environment.
  + Override base settings in appsettings.json.
* **Conditional Configuration (In Program.cs):**
  + Use if (app.Environment.IsDevelopment()) or similar methods to apply settings or middleware based on the environment.
  + if (app.Environment.IsDevelopment())
  + {
  + app.UseDeveloperExceptionPage();
  + }
* **Default Environments:**
  + Development: Default for local development.
  + Staging: Typically used for pre-production testing.
  + Production: The live environment.
* **Custom Environments:** You can define and use your own environment names.
* **Best Practices:**
  + **Separate Configurations:** Keep environment-specific settings in separate files.
  + **Tailor Middleware:** Use different middleware pipelines for different environments (e.g., enable DeveloperExceptionPage only in development).
  + **Logging:** Adjust logging levels based on the environment.
  + **Feature Flags:** Use environment variables to toggle features on/off.

**Interview Tips**

* **Explain the Why:** Be able to articulate the reasons for using environments (configuration, security, flexibility).
* **Configuration:** Show how you would use appsettings.{Environment}.json files to manage environment-specific settings.
* **Middleware:** Explain how you would customize middleware pipelines based on the environment.
* **Deployment:** Discuss how you would set the environment variable when deploying to different servers.

***ASP.NET Core Configuration***

Configuration is the cornerstone of any application, providing essential settings and values that drive its behavior. ASP.NET Core's configuration system is flexible and extensible, allowing you to retrieve configuration data from various sources and prioritize them according to your needs.

**Core Concepts**

* **Configuration Providers:** These components read configuration data from different sources and populate a central configuration store.
* **Configuration Sources:** The actual locations or mechanisms where your configuration data resides (e.g., files, environment variables, command-line arguments).
* **Key-Value Pairs:** Configuration data is stored as key-value pairs, where the key is a string identifier, and the value is the configuration data (string, number, boolean, etc.).

Common Configuration Sources

1. **Files (JSON, XML, INI):**
   * **Purpose:** Storing configuration data in structured files. JSON is the default and most common format in ASP.NET Core.
   * **Pros:** Easy to read and edit, supports hierarchical structure.
   * **Cons:** Might not be suitable for storing secrets or highly sensitive data.
2. **Environment Variables:**
   * **Purpose:** Reading configuration values from environment variables.
   * **Pros:** Ideal for environment-specific settings (e.g., database connection strings) and secrets.
   * **Cons:** Can be difficult to manage for complex configurations or large numbers of settings.
3. **Command-Line Arguments:**
   * **Purpose:** Overriding configuration values when running the application from the command line.
   * **Pros:** Provides flexibility for dynamic configuration on the fly.
   * **Cons:** Might not be suitable for storing complex or sensitive data.
4. **In-Memory .NET Objects:**
   * **Purpose:** Storing configuration data in a dictionary or custom objects directly in your code.
   * **Pros:** Flexibility for dynamic or programmatic configuration scenarios.
   * **Cons:** Not persistent, less suitable for managing a large number of settings.
5. **Azure Key Vault:**
   * **Purpose:** Securely storing secrets and sensitive configuration data in the cloud.
   * **Pros:** Highly secure, centralized management of secrets.
   * **Cons:** Requires Azure subscription and setup.
6. **Azure App Configuration:**
   * **Purpose:** A powerful cloud-based service for managing feature flags and configuration settings.
   * **Pros:** Feature flag management, centralized configuration, dynamic updates.
   * **Cons:** Requires Azure subscription and setup.
7. **User Secrets (Development):**
   * **Purpose:** Storing sensitive data (e.g., API keys) during development without committing them to source control.
   * **Pros:** Secure and convenient for local development.
   * **Cons:** Not intended for production environments.

Adding and Managing Configuration Sources in Program.cs

1. var builder = WebApplication.CreateBuilder(args);
2. var configuration = builder.Configuration;
4. // Add configuration sources in the desired order of precedence (last added wins)
5. configuration.AddJsonFile("appsettings.json", optional: false, reloadOnChange: true);
6. configuration.AddJsonFile($"appsettings.{env.EnvironmentName}.json", optional: true, reloadOnChange: true);
7. configuration.AddEnvironmentVariables();
8. configuration.AddUserSecrets<Program>(); // For development secrets
9. // ... other sources ...
10. AddJsonFile: Loads configuration from JSON files.
11. AddEnvironmentVariables: Loads configuration from environment variables.
12. AddUserSecrets<Program>(): Loads configuration from the user secrets store (for development).

**When to Use Which Configuration Source**

* **appsettings.json:** For default settings, base configurations, non-sensitive data.
* **appsettings.{Environment}.json:** For environment-specific overrides.
* **Environment Variables:** For environment-specific settings, sensitive data (API keys, connection strings).
* **Command-Line Arguments:** For overriding settings during development or deployment.
* **User Secrets:** For sensitive data during local development.
* **Azure Key Vault:** For storing secrets and other sensitive data securely in production.
* **Azure App Configuration:** For dynamic configuration updates, feature flags, and centralized management.

**Best Practices**

* **Layered Configuration:** Use multiple sources with a well-defined order of precedence to keep your configuration organized and flexible.
* **Environment-Specific Settings:** Separate sensitive and environment-specific settings into appropriate files.
* **Secrets Management:** Use Azure Key Vault or other secure mechanisms to store sensitive data.
* **Strong Typing:** Create strongly typed configuration classes using the Options pattern (IOptions<T>) for improved type safety and easier access to your settings in code.
* **Validation:** Validate your configuration values during startup to catch errors early.
* **Logging:** Log configuration-related events to help with troubleshooting and debugging.

***IConfiguration***

In ASP.NET Core, the IConfiguration interface is the heart of the configuration system. It represents a set of key-value pairs that can be loaded from various sources (JSON files, environment variables, etc.). This interface provides a unified way to access your application's settings, regardless of where they are stored.

**Key Methods, Properties, and Indexers**

1. **GetSection(string key):**
   * **Purpose:** Retrieves a specific section of the configuration as an IConfigurationSection. Sections allow you to group related settings.
   * **Example:**
   * var connectionStrings = configuration.GetSection("ConnectionStrings");
2. **GetValue<T>(string key):**
   * **Purpose:** Retrieves a configuration value as a specified type T.
   * **Example:**
   * var port = configuration.GetValue<int>("Server:Port");
3. **GetConnectionString(string name):**
   * **Purpose:** Retrieves a connection string from the "ConnectionStrings" section of the configuration.
   * **Example:**
   * var connectionString = configuration.GetConnectionString("DefaultConnection");
4. **GetChildren():**
   * **Purpose:** Returns an enumerable collection of IConfigurationSection objects representing the immediate children of the current section.
   * **Example:**
   * var sections = configuration.GetSection("Logging").GetChildren();
5. **Indexer (this[string key]):**
   * **Purpose:** Retrieves a configuration value as a string.
   * **Example:**
   * var value = configuration["Logging:LogLevel:Default"];

Injecting IConfiguration

* **In Controllers:**

1. public class HomeController : Controller
2. {
3. private readonly IConfiguration \_configuration; // Field to store IConfiguration
5. public HomeController(IConfiguration configuration)
6. {
7. \_configuration = configuration;
8. }
10. public IActionResult Index()
11. {
12. var myKeyValue = \_configuration["MyKey"]; // Access configuration value
13. return View();
14. }
15. }

* **In Services:**

1. public class EmailService : IEmailService
2. {
3. private readonly IConfiguration \_configuration;
5. public EmailService(IConfiguration configuration)
6. {
7. \_configuration = configuration;
8. }
10. public void SendEmail(string to, string subject, string body)
11. {
12. var smtpServer = \_configuration["Email:SmtpServer"]; // Use configuration for email settings
13. // ... (email sending logic)
14. }
15. }

In both cases, the IConfiguration is injected through the constructor using ASP.NET Core's dependency injection.

**Best Practices**

* **Strongly Typed Configuration:** Use the Options pattern (IOptions<T>) to map your configuration values to strongly typed objects for easier access and type safety.
* **Environment-Specific Settings:** Use appsettings.{Environment}.json files to store configuration values that vary depending on the environment (Development, Production, etc.).
* **Secret Management:** Store sensitive information (e.g., passwords, API keys) in Azure Key Vault or other secure storage mechanisms.
* **Layered Configuration:** Combine multiple configuration sources (files, environment variables, etc.) with a well-defined order of precedence.
* **Reload On Change:** Consider using reloadOnChange: true in your configuration providers to automatically reload configuration changes without restarting the application.

**Example: Options Pattern**

1. // MyOptions.cs
2. public class MyOptions
3. {
4. public string Option1 { get; set; }
5. public int Option2 { get; set; }
6. }
8. // Program.cs (or Startup.cs)
9. builder.Services.Configure<MyOptions>(builder.Configuration.GetSection("MyOptions"));
11. // MyService.cs
12. public class MyService : IMyService
13. {
14. private readonly IOptions<MyOptions> \_options;
16. public MyService(IOptions<MyOptions> options)
17. {
18. \_options = options;
19. }
21. public void DoSomething()
22. {
23. var option1Value = \_options.Value.Option1;
24. // ...
25. }
26. }

In this example, the MyOptions class represents a section of your configuration. The IOptions<MyOptions> interface provides a strongly typed way to access those settings within your services.

By following these best practices and leveraging the power of IConfiguration, you can build robust and adaptable ASP.NET Core applications with well-organized and easily manageable configuration settings.

***Hierarchical Configuration***

In ASP.NET Core, you can organize your configuration settings into a hierarchical structure using JSON, XML, or INI files. This hierarchical structure allows you to group related settings under sections and subsections, making your configuration more readable, maintainable, and scalable.

**JSON-Based Hierarchical Configuration (appsettings.json):**

1. {
2. "ConnectionStrings": {
3. "DefaultConnection": "Server=(localdb)\\mssqllocaldb;Database=MyDatabase;Trusted\_Connection=True;"
4. },
5. "Logging": {
6. "LogLevel": {
7. "Default": "Information",
8. "Microsoft.AspNetCore": "Warning"
9. }
10. },
11. "Inventory": {
12. "StockAlertThreshold": 20,
13. "WarehouseLocations": [
14. "New York",
15. "London",
16. "Tokyo"
17. ]
18. }
19. }

In this example:

* **Sections:** The top-level keys (ConnectionStrings, Logging, Inventory) define sections within the configuration.
* **Nested Sections:** The Logging section further contains a nested LogLevel section.
* **Arrays:** The WarehouseLocations setting is an array of strings within the Inventory section.

**Accessing Hierarchical Configuration with IConfiguration**

The IConfiguration interface provides methods to easily navigate and retrieve values from this hierarchical structure.

* **GetSection(string key):**
  + Returns an IConfigurationSection object representing the specified section.
  + Use this to drill down into nested sections.
* **GetValue<T>(string key):**
  + Retrieves a configuration value as the specified type T.
  + The key can include the entire path to the value, using colons (:) to separate sections.
* **Indexer (this[string key]):**
  + Retrieves a configuration value as a string.
  + Works like the GetValue<string>() method.

**Code Examples**

1. var connectionString = \_configuration.GetConnectionString("DefaultConnection");
3. var logLevel = \_configuration.GetValue<string>("Logging:LogLevel:Default");
5. // Using IConfigurationSection:
6. var inventorySection = \_configuration.GetSection("Inventory");
7. var stockAlertThreshold = inventorySection.GetValue<int>("StockAlertThreshold");
9. // Get an array
10. var warehouseLocations = inventorySection.GetSection("WarehouseLocations").Get<string[]>();

**Best Practices**

* **Clear Structure:** Organize your settings into logical sections and subsections for better readability and maintainability.
* **Consistent Naming:** Use meaningful and consistent naming conventions for your configuration keys.
* **Strong Typing with Options Pattern:** Use the Options pattern (IOptions<T>) to map your configuration sections to strongly typed classes, which provides type safety and makes your code easier to work with.
* **Environment Variables:** Consider using environment variables for settings that may vary across environments (e.g., ASPNETCORE\_ENVIRONMENT).
* **Secret Management:** Never store sensitive information (passwords, API keys) directly in configuration files. Use Azure Key Vault, Secret Manager, or other secure mechanisms to manage secrets.

**Example: Options Pattern**

1. // InventoryOptions.cs
2. public class InventoryOptions
3. {
4. public int StockAlertThreshold { get; set; }
5. public string[] WarehouseLocations { get; set; }
6. }
8. // Program.cs (or Startup.cs)
9. builder.Services.Configure<InventoryOptions>(builder.Configuration.GetSection("Inventory"));
11. // In your service or controller
12. public class InventoryService : IInventoryService
13. {
14. private readonly InventoryOptions \_options;
16. public InventoryService(IOptions<InventoryOptions> options)
17. {
18. \_options = options.Value;
19. }
21. // ... use \_options.StockAlertThreshold and \_options.WarehouseLocations
22. }

***Options Pattern***

The Options pattern is a design pattern in ASP.NET Core that enables you to access configuration values in a strongly typed manner. Instead of retrieving configuration values as strings and manually converting them to the appropriate types, you define POCO (Plain Old CLR Object) classes that represent the structure of your configuration sections. These classes, known as "options" classes, make your configuration code more readable, maintainable, and less error-prone.

**Benefits of the Options Pattern**

* **Strongly Typed Access:** Access your configuration values directly as properties of your options classes, eliminating the need for manual type conversions and reducing the risk of runtime errors.
* **IntelliSense Support:** Get code completion and type checking in your IDE when working with your configuration settings.
* **Validation:** You can easily add validation logic to your options classes to ensure that configuration values are valid.
* **Clean Separation:** Keep your configuration settings separate from your business logic, improving the overall organization of your code.

**When to Use the Options Pattern**

* **Related Settings:** When you have groups of related configuration settings that logically belong together (e.g., database connection settings, email settings, feature flags).
* **Strongly Typed Access:** When you want to work with your configuration values in a type-safe manner.
* **Validation:** When you want to add validation logic to ensure your configuration values are valid.

**How to Implement the Options Pattern**

1. **Create an Options Class:** Define a class that mirrors the structure of your configuration section. Make sure the property names match the keys in your configuration file.
2. public class EmailOptions
3. {
4. public string SmtpServer { get; set; } = string.Empty;
5. public int SmtpPort { get; set; } = 25;
6. public string SenderEmail { get; set; } = string.Empty;
7. public string SenderPassword { get; set; } = string.Empty;
8. }
9. **Register the Options:** In your Program.cs (or Startup.cs in older versions), register your options class using the Configure<T> extension method on IServiceCollection:
10. builder.Services.Configure<EmailOptions>(builder.Configuration.GetSection("Email"));

This tells the DI container to bind the settings in the Email section of your configuration to an instance of EmailOptions.

1. **Inject IOptions<T>:** Inject the IOptions<T> interface into your controllers or services to access the bound options:
2. public class EmailService : IEmailService
3. {
4. private readonly EmailOptions \_options;
6. public EmailService(IOptions<EmailOptions> options)
7. {
8. \_options = options.Value;
9. }
11. // ... use \_options.SmtpServer, \_options.SmtpPort, etc. ...
12. }

**Related Methods for Configuration Access**

* **ConfigurationBinder.Get<T>(IConfiguration configuration):** Binds and returns the entire configuration section to a strongly typed object of type T.
* **ConfigurationBinder.Get(IConfiguration configuration, Type type):** Binds and returns the entire configuration section to an object of the specified type.
* **ConfigurationBinder.Bind(IConfiguration configuration, object instance):** Binds the configuration to an existing object instance.

**Example: Options Pattern with GetSection and Bind**

1. // Program.cs (or Startup.cs)
2. var emailOptions = new EmailOptions();
3. builder.Configuration.GetSection("Email").Bind(emailOptions);
4. builder.Services.AddSingleton(emailOptions); // Add the bound object as a singleton

***Environment-Specific Configuration Files***

ASP.NET Core allows you to create configuration files that are specific to different environments. By convention, these files are named appsettings.{Environment}.json, where {Environment} is replaced with the name of the environment (e.g., appsettings.Development.json, appsettings.Production.json).

**Purpose:**

* **Environment-Specific Settings:** These files store configuration values that are unique to each environment. This could include database connection strings, API keys, logging levels, or feature flags.
* **Customization:** You can tailor your application's behavior for development, testing, staging, and production environments without having to manually modify configuration settings every time you deploy.

**Order of Precedence:**

ASP.NET Core loads configuration from multiple sources, and the order in which they are loaded determines which values take precedence in case of conflicts. The general order of precedence (from highest to lowest) is:

1. **Command-Line Arguments:** Any configuration values specified as command-line arguments when you run your application (e.g., dotnet run --Logging:LogLevel:Default=Debug) override all other sources.
2. **Environment Variables:** Configuration values set as environment variables on your system take precedence over values in configuration files. ASP.NET Core automatically maps environment variables to configuration keys using a convention. For example, the environment variable ConnectionStrings\_\_DefaultConnection would map to the configuration key ConnectionStrings:DefaultConnection.
3. **User Secrets (Development Only):** If you're in the Development environment, values from the user secrets store (secrets.json) override those from appsettings.json and appsettings.Development.json. This is useful for storing sensitive information during development.
4. **appsettings.{Environment}.json:** If present, settings from this file override values from the base appsettings.json file. This allows you to customize settings for specific environments.
5. **appsettings.json:** This is the base configuration file that is always loaded. It contains the default settings for your application.

**Example: Overriding Connection Strings**

1. // appsettings.json
2. {
3. "ConnectionStrings": {
4. "DefaultConnection": "Server=(localdb)\\mssqllocaldb;Database=MyDatabaseDev;Trusted\_Connection=True;"
5. }
6. }
8. // appsettings.Production.json
9. {
10. "ConnectionStrings": {
11. "DefaultConnection": "Server=myprodserver;Database=MyDatabaseProd;User Id=myuser;Password=mypassword;"
12. }
13. }

If the ASPNETCORE\_ENVIRONMENT variable is set to "Production", the connection string from appsettings.Production.json will be used.

**Code Example: GetSection() and GetValue()**

1. var connectionString = \_configuration.GetConnectionString("DefaultConnection");
3. var logLevel = \_configuration.GetValue<string>("Logging:LogLevel:Default");

* GetConnectionString("DefaultConnection") is a convenience method to fetch a connection string specifically from the ConnectionStrings section.
* GetValue<string>() retrieves values from specific configuration sections or keys.

**Best Practices**

* **Logical Structure:** Organize your settings into sections and subsections to make your configuration files easy to read and understand.
* **Consistent Naming:** Use consistent naming conventions for your configuration keys (e.g., kebab-case, snake\_case).
* **Environment Variables for Sensitive Data:** Store sensitive information like API keys and connection strings in environment variables or Azure Key Vault, not in configuration files that might be committed to source control.
* **User Secrets for Development:** Use user secrets to store sensitive data during development without exposing it in your code repository.
* **Order Matters:** Be mindful of the order of precedence when adding configuration sources. Place the most important or specific overrides later in the process.
* **Validation:** Consider validating your configuration during application startup to ensure that all required settings are present and have valid values.

***Secrets Management in ASP.NET Core***

In the world of web development, you'll often need to work with sensitive information like API keys, database connection strings, or passwords. Hardcoding these values directly into your source code is a security risk. That's where Secrets Manager comes into play.

**Secrets Manager: Your Digital Vault**

Secrets Manager is a tool that provides secure storage and management for your application's secrets. It keeps your sensitive data out of your source code and makes it easier to manage and rotate secrets without redeploying your application.

**User Secrets: Keeping Development Secrets Safe**

User Secrets is a developer-friendly feature of Secrets Manager specifically designed for local development environments. It allows you to store secrets for a particular project on your local machine without having to commit them to source control, keeping them out of your code repository.

**How to Set User Secrets Using the dotnet Command**

1. **Initialize:** If you haven't already, initialize user secrets for your project:
   1. dotnet user-secrets init

This command adds a UserSecretsId property to your project's .csproj file, which links the project to a user secrets store.

1. **Set a Secret:** Use the set command to store a secret:
   1. dotnet user-secrets set "MySecretName" "MySecretValue"

Replace "MySecretName" with the desired key and "MySecretValue" with the actual secret value.

1. **List Secrets (Optional):**
   1. dotnet user-secrets list

This command lists all the secrets you've stored for the project.

1. **Remove a Secret (Optional):**
   1. dotnet user-secrets remove "MySecretName"

**Accessing User Secrets in Your Code**

1. var builder = WebApplication.CreateBuilder(args);
2. var configuration = builder.Configuration;
4. // In Program.cs (or Startup.cs):
5. if (builder.Environment.IsDevelopment())
6. {
7. configuration.AddUserSecrets<Program>();
8. }

This will add a configuration source that can read user secrets, but only when the environment is set to "Development".

Then, to access a user secret, you can use the same techniques you would for any other configuration value:

1. var mySecret = configuration["MySecretName"];

**Best Practices for Secrets Management**

* **Never Hardcode Secrets:** Always store sensitive information in a secure store like Secrets Manager.
* **Least Privilege:** Grant your application the minimum necessary permissions to access secrets.
* **Rotate Secrets Regularly:** Regularly change your secrets to minimize the risk of exposure.
* **Separate Environments:** Use different secrets for different environments (development, staging, production).
* **Automation:** Consider automating the process of secret rotation to enhance security.

**Example: Storing an API Key as a User Secret**

1. **Initialize:** dotnet user-secrets init
2. **Set Secret:** dotnet user-secrets set "StripeApiKey" "sk\_test\_1234567890"

**Accessing in Your Code (Example):**

1. var stripeApiKey = configuration["StripeApiKey"];

**Caveats**

* **Development Only:** User secrets are intended for development environments and should not be used in production.
* **Local Storage:** User secrets are stored in a JSON file on your local machine. Ensure this file is protected.

***Set Configuration Values from Environment Variables***

* **Flexibility:** You can dynamically change your application's settings without modifying code or configuration files.
* **Security:** Environment variables are a secure way to store sensitive information like API keys, connection strings, or passwords without embedding them in your code.
* **Deployment Environments:** Different environments (development, staging, production) often require distinct configuration values. Environment variables can be easily set and managed per environment.
* **Automation:** This approach lends itself well to automation scripts for deployment and configuration.

**How It Works**

1. **Environment Variable Prefix:** ASP.NET Core's configuration system recognizes environment variables that start with a specific prefix, by default, ASPNETCORE\_. This allows you to namespace your environment variables to avoid conflicts with other variables on your system.
2. **Key Mapping:** The part of the environment variable name after the prefix is used as the configuration key. For example, the environment variable ASPNETCORE\_Logging\_\_LogLevel\_\_Default will map to the configuration key Logging:LogLevel:Default. Double underscores (\_\_) are used to represent colons (:) in the hierarchy.
3. **Configuration Provider:** ASP.NET Core has a built-in configuration provider called EnvironmentVariablesConfigurationProvider that automatically reads these environment variables and adds them to the configuration system.

**Setting Environment Variables from the Command Line**

**PowerShell (Windows, macOS, Linux)**

1. $env:ASPNETCORE\_MyKey = "myvalue" # Simple key-value
2. $env:ASPNETCORE\_Logging\_\_LogLevel\_\_Default = "Debug" # Hierarchical key

In PowerShell, use the $env: prefix to set environment variables within the current session.

**Command Prompt (Windows)**

1. set ASPNETCORE\_MyKey=myvalue # Simple key-value
2. set ASPNETCORE\_Logging\_\_LogLevel\_\_Default=Debug # Hierarchical key

**Bash (macOS, Linux)**

1. export ASPNETCORE\_MyKey="myvalue" # Simple key-value
2. export ASPNETCORE\_Logging\_\_LogLevel\_\_Default="Debug" # Hierarchical key

**Example: Setting a Database Connection String**

Let's say you want to set your database connection string using an environment variable. Here's how you would do it:

1. **Set the Environment Variable:**
   1. # In PowerShell
   2. $env:ASPNETCORE\_ConnectionStrings\_\_DefaultConnection = "Server=myServer;Database=myDb;Trusted\_Connection=True;"
   4. # In Command Prompt (Windows)
   5. set ASPNETCORE\_ConnectionStrings\_\_DefaultConnection="Server=myServer;Database=myDb;Trusted\_Connection=True;"
   7. # In Bash (macOS/Linux)
   8. export ASPNETCORE\_ConnectionStrings\_\_DefaultConnection="Server=myServer;Database=myDb;Trusted\_Connection=True;"

Note the double underscores (\_\_) used to represent the colon (:) in the configuration path.

1. **Access in Your Code:** You can then retrieve this connection string in your ASP.NET Core application using:
2. var connectionString = \_configuration.GetConnectionString("DefaultConnection");

**Notes**

* **Prefix:** Remember to use the ASPNETCORE\_ prefix for your environment variables.
* **Key Mapping:** Double underscores (\_\_) in the environment variable name are translated to colons (:) in the configuration key.
* **Override:** Environment variable values will override those set in appsettings.json or appsettings.{Environment}.json.
* **Sensitive Data:** This is an excellent way to manage sensitive data without exposing it in your code or configuration files.
* **Deployment:** Make sure to set the appropriate environment variables on your production server before deploying your application.

**The Mechanics of Environment Variable Configuration**

1. **Environment Variable Prefix:** ASP.NET Core's configuration system recognizes environment variables that start with a specific prefix. By default, this prefix is ASPNETCORE\_. You can customize this prefix if needed. This prefix helps to namespace your environment variables and avoid conflicts with other variables on your system.
2. **Key Mapping:** The part of the environment variable name after the prefix is used as the configuration key. A double underscore (\_\_) is used to represent a colon (:) in the hierarchical structure of your configuration. For example:
   * Environment Variable: ASPNETCORE\_Logging\_\_LogLevel\_\_Default
   * Configuration Key: Logging:LogLevel:Default
3. **Configuration Provider:** ASP.NET Core includes a built-in configuration provider called EnvironmentVariablesConfigurationProvider. This provider automatically reads environment variables that match the prefix and adds them to the application's configuration. The values from environment variables override any matching values found in appsettings.json or environment-specific configuration files.

**Setting Environment Variables from the Command Line**

**PowerShell (Windows, macOS, Linux)**

1. $env:ASPNETCORE\_MyKey = "myvalue" # Simple key-value
2. $env:ASPNETCORE\_Logging\_\_LogLevel\_\_Default = "Debug" # Hierarchical key

**Command Prompt (Windows)**

1. set ASPNETCORE\_MyKey=myvalue # Simple key-value
2. set ASPNETCORE\_Logging\_\_LogLevel\_\_Default=Debug # Hierarchical key

**Bash (macOS, Linux)**

1. export ASPNETCORE\_MyKey="myvalue" # Simple key-value
2. export ASPNETCORE\_Logging\_\_LogLevel\_\_Default="Debug" # Hierarchical key

**Example: Setting a Database Connection String**

Let's say you want to set your database connection string using an environment variable. Here's how you would do it:

1. **Set the Environment Variable:**
   1. # In PowerShell or Bash
   2. $env:ASPNETCORE\_ConnectionStrings\_\_DefaultConnection = "Server=myServer;Database=myDb;User Id=myuser;Password=mypassword;"
   4. # In Command Prompt (Windows)
   5. set ASPNETCORE\_ConnectionStrings\_\_DefaultConnection="Server=myServer;Database=myDb;User Id=myuser;Password=mypassword;"
2. **Access in Your Code:** You can then retrieve this connection string in your ASP.NET Core application as usual:
   1. var connectionString = \_configuration.GetConnectionString("DefaultConnection");

**Important Considerations**

* **Prefix Customization:** You can change the default ASPNETCORE\_ prefix using the AddEnvironmentVariables method. For example, configuration.AddEnvironmentVariables("CUSTOM\_PREFIX\_");
* **Case Sensitivity:** On Linux and macOS, environment variable names are case-sensitive.
* **Deployment:** When deploying your application, ensure that the appropriate environment variables are set on the target server.
* **Security:** While environment variables are more secure than hardcoding values, they might not be suitable for extremely sensitive secrets. In those cases, consider using a dedicated secret management solution like Azure Key Vault or HashiCorp Vault.

***Custom JSON Files***

While ASP.NET Core natively supports appsettings.json and environment-specific variations, there are scenarios where using custom JSON files for configuration might be advantageous:

* **Modularity:** You can organize settings into multiple files based on functional areas or components, making your configuration more manageable and easier to navigate.
* **Customization:** You can load custom JSON files conditionally, based on specific requirements or runtime decisions.
* **Separation of Concerns:** This approach allows you to keep default settings in appsettings.json while maintaining custom settings separately.

**Adding Custom JSON Files as Configuration Sources**

1. **Create the File:** Create a JSON file with your custom configuration settings. Let's call it customsettings.json:
2. {
3. "CustomSettings": {
4. "APIKey": "your\_api\_key",
5. "FeatureEnabled": true,
6. "NotificationSettings": {
7. "EmailEnabled": true,
8. "SMSEnabled": false
9. }
10. }
11. }
12. **Add to Configuration:** In your Program.cs, use the AddJsonFile extension method to include your custom JSON file:
13. var builder = WebApplication.CreateBuilder(args);
14. var configuration = builder.Configuration;
16. // ... (other configuration sources) ...
18. // Add the custom JSON file:
19. configuration.AddJsonFile("customsettings.json", optional: true, reloadOnChange: true);
21. var app = builder.Build();
22. // ... (rest of the application) ...

* **optional: true:** Set this to true if the file might not exist (e.g., in certain environments).
* **reloadOnChange: true:** Enables automatic reloading of the configuration if the file changes.

**Accessing Custom Configuration Values**

You can access values from your custom JSON file using the same mechanisms as you would for appsettings.json:

1. // Option 1: Directly using IConfiguration
2. var apiKey = configuration["CustomSettings:APIKey"];
3. var featureEnabled = configuration.GetValue<bool>("CustomSettings:FeatureEnabled");
5. // Option 2: Options Pattern
6. var notificationSettings = configuration.GetSection("CustomSettings:NotificationSettings").Get<NotificationSettings>();

**Best Practices**

* **Naming:** Choose descriptive and meaningful names for your custom JSON files.
* **Organization:** Structure your custom configuration files with sections and subsections to enhance readability and maintainability.
* **Environment-Specific Overlays:** Create environment-specific versions of your custom files (e.g., customsettings.Development.json) to override settings in different environments.
* **Secrets Management:** Store sensitive information (API keys, passwords) in a secure store like Azure Key Vault or User Secrets.
* **Error Handling:** Handle potential errors, such as missing or invalid configuration files, gracefully.
* **Strong Typing with Options:** Strongly recommend using Options Pattern for type safety and better code structure.

**Example: Options Pattern with Custom JSON File**

1. // CustomSettings.cs (Options Class)
2. public class CustomSettings
3. {
4. public string APIKey { get; set; }
5. public bool FeatureEnabled { get; set; }
6. public NotificationSettings NotificationSettings { get; set; }
7. }
9. // ... (other options classes if needed) ...
11. // Program.cs
12. builder.Services.Configure<CustomSettings>(configuration.GetSection("CustomSettings"));
14. // In your controller or service
15. public class MyController : Controller
16. {
17. private readonly CustomSettings \_settings;
19. public MyController(IOptions<CustomSettings> settings)
20. {
21. \_settings = settings.Value;
22. }
23. }

***HttpClient***

The HttpClient class is a powerful and versatile tool in the .NET ecosystem for interacting with web-based resources over the HTTP protocol. You use it to send requests (GET, POST, PUT, DELETE, etc.) to APIs and retrieve responses containing data in various formats (JSON, XML, HTML).

**Key Features of HttpClient**

* **Sending Requests:** Craft and send HTTP requests to any URL.
* **Receiving Responses:** Process the server's response (status code, headers, body content).
* **Async Operations:** Designed for asynchronous programming, allowing your application to perform other tasks while waiting for network responses.
* **Customization:** Configure request headers, timeouts, authentication, and more.

**Using HttpClient in ASP.NET Core**

While you can create and manage HttpClient instances directly, ASP.NET Core offers a more robust approach through the IHttpClientFactory interface. The factory handles the following for you:

* **Connection Pooling:** Manages a pool of HTTP connections, optimizing performance and preventing socket exhaustion.
* **Lifetime Management:** Ensures proper disposal of HttpClient instances to avoid resource leaks.
* **Named Clients:** Lets you define and configure named clients for different APIs, each with its own settings (base address, headers, etc.).

**Integrating HttpClient with Your Stock App**

Let's analyze how your stock application uses HttpClient and IHttpClientFactory:

1. **FinnhubService:**
   * **Injection:** The constructor injects IHttpClientFactory to create HttpClient instances.
   * **Request Building:** The GetStockPriceQuote method constructs an HttpRequestMessage object, specifying the URL (including the Finnhub API token) and the HTTP method (GET).
   * **Sending the Request:** It uses httpClient.SendAsync to send the request asynchronously.
   * **Response Processing:** It reads the response content as a stream and deserializes the JSON data into a dictionary.
   * **Error Handling:** It checks for errors in the response and throws exceptions accordingly.
2. **HomeController:**
   * **Injection:** It injects both the FinnhubService and IOptions<TradingOptions> for configuration.
   * **Data Fetching:** The Index action calls \_finnhubService.GetStockPriceQuote to get stock data.
   * **Model Creation:** It maps the retrieved data to a Stock model object.
   * **View Rendering:** The Stock model is passed to the view for display.

**Code Breakdown**

* **IFinnhubService:** Defines an interface for the Finnhub service, allowing for different implementations if needed.
* **FinnhubService:** Implements the interface and uses HttpClient to interact with the Finnhub API.
* **TradingOptions:** A class to hold configuration options for the default stock symbol (read from appsettings.json).
* **Stock:** A model class to represent the stock data.
* **HomeController:** The controller that fetches stock data and renders the view.

**Best Practices**

* **IHttpClientFactory:** Always use IHttpClientFactory instead of directly creating HttpClient instances to benefit from connection pooling and proper lifetime management.
* **Named Clients:** For multiple APIs, use named clients (\_httpClientFactory.CreateClient("name");) to configure different settings for each API.
* **Error Handling:** Handle exceptions that might occur during HTTP requests, such as network errors or invalid responses.
* **Resilience:** Consider using Polly or other libraries to implement retries and circuit breaker patterns for increased resilience in the face of transient errors.

***Key Points to Remember***

* **Purpose:** Provide named configurations to tailor your app's behavior for different scenarios (development, staging, production, etc.).
* **Environment Variable:**
  + ASPNETCORE\_ENVIRONMENT is the key environment variable.
  + Its value determines the active environment.
* **Setting the Environment:**
  + **launchSettings.json (Development):** Set within the environmentVariables section of a profile.
  + **System Environment Variables:** Set directly on your machine (persistent).
  + **Command Line:** Use --environment or -e flag when running the app (e.g., dotnet run --environment Staging).
  + **Azure App Service:** In the Azure portal, under Configuration > Application settings.
* **IWebHostEnvironment Interface:**
  + Use it in your code to access environment information (e.g., EnvironmentName, WebRootPath).
  + Inject it into your controllers or middleware:
  + private readonly IWebHostEnvironment \_env;
  + public MyController(IWebHostEnvironment env)
  + {
  + \_env = env;
  + }
* **Environment-Specific Configuration:**
  + Create files like appsettings.Development.json, appsettings.Staging.json, etc.
  + ASP.NET Core automatically loads the appropriate file based on the environment.
  + Override base settings in appsettings.json.
* **Conditional Configuration (In Program.cs):**
  + Use if (app.Environment.IsDevelopment()) or similar methods to apply settings or middleware based on the environment.
  + if (app.Environment.IsDevelopment())
  + {
  + app.UseDeveloperExceptionPage();
  + }
* **Default Environments:**
  + Development: Default for local development.
  + Staging: Typically used for pre-production testing.
  + Production: The live environment.
* **Custom Environments:** You can define and use your own environment names.
* **Best Practices:**
  + **Separate Configurations:** Keep environment-specific settings in separate files.
  + **Tailor Middleware:** Use different middleware pipelines for different environments (e.g., enable DeveloperExceptionPage only in development).
  + **Logging:** Adjust logging levels based on the environment.
  + **Feature Flags:** Use environment variables to toggle features on/off.

**Interview Tips**

* **Explain the Why:** Be able to articulate the reasons for using environments (configuration, security, flexibility).
* **Configuration:** Show how you would use appsettings.{Environment}.json files to manage environment-specific settings.
* **Middleware:** Explain how you would customize middleware pipelines based on the environment.
* **Deployment:** Discuss how you would set the environment variable when deploying to different servers.

#### *Introduction to Unit Testing*

Unit testing is a software development practice where you write code to test individual units (usually classes or methods) in isolation from the rest of the application. This helps you:

* **Catch Bugs Early:** Identify and fix issues early in the development cycle.
* **Refactor with Confidence:** Make changes to your code knowing that your tests will alert you if you break something.
* **Improve Design:** Guide you towards writing modular and loosely coupled code.
* **Document Behavior:** Tests serve as living documentation, illustrating how your code is intended to be used.

#### *xUnit*

xUnit is a popular open-source unit testing framework for .NET. It provides attributes and assertions to write and organize your tests easily. Some reasons to choose xUnit:

* **Extensibility:** It's highly extensible, allowing you to create custom attributes and assertions.
* **Community:** It has a large and active community, offering support and resources.
* **Integration:** It seamlessly integrates with popular tools like Visual Studio, ReSharper, and build servers.
* **Performance:** xUnit is known for its speed and efficiency.

#### *Best Practices for Unit Testing*

1. **Isolate Units:** Test each unit in isolation from its dependencies. Use mocking frameworks (Moq, NSubstitute) to create mock objects for dependencies.
2. **Arrange-Act-Assert (AAA):** Structure your tests using the AAA pattern:
   * **Arrange:** Set up the necessary preconditions and inputs for your test.
   * **Act:** Execute the code under test.
   * **Assert:** Verify that the results match your expectations.
3. **One Assert Per Test:** Each test should ideally focus on verifying a single behavior or outcome.
4. **Clear Naming:** Use descriptive names for your test classes and methods.
5. **Test Doubles (Mocks, Stubs, Fakes):** Utilize test doubles to control and isolate the behavior of dependencies.
6. **Test Edge Cases:** Don't forget to test boundary conditions and unusual inputs.
7. **Don't Test External Systems:** Avoid testing code that interacts with databases, file systems, or network services directly in your unit tests. Mock these dependencies instead.
8. **Keep Tests Fast:** Unit tests should run quickly (milliseconds). If your tests are slow, they'll become a bottleneck in your development process.

#### *Things to Avoid in Unit Testing*

* **Testing Implementation Details:** Focus on testing the behavior of your code, not how it's implemented internally.
* **Slow Tests:** Unit tests should be fast. Avoid unnecessary setup or teardown that slows down your test suite.
* **Interdependent Tests:** Tests should be independent of each other. The order in which they run should not matter.
* **Logic in Tests:** Keep the logic within your tests as simple as possible. Complex tests are hard to understand and maintain.
* **Testing Trivial Things:** Don't waste time writing tests for trivial code that's unlikely to break (e.g., simple property getters/setters).

**Example Test Class (Conceptual)**

1. public class CalculatorTests
2. {
3. [Fact] // Test attribute
4. public void Add\_ShouldReturnCorrectSum()
5. {
6. // Arrange
7. var calculator = new Calculator();
9. // Act
10. var result = calculator.Add(2, 3);
12. // Assert
13. Assert.Equal(5, result); // xUnit assertion
14. }
15. }

**xUnit Attributes**

* [Fact]: Marks a method as a test that should always pass.
* [Theory]: Marks a method as a test that should be run with multiple data sets (using [InlineData], etc.).

**xUnit Assertions**

* Assert.Equal, Assert.NotEqual, Assert.True, Assert.False, Assert.Throws, etc.

#### *Unit Testing*

The AAA pattern is a widely adopted, structured approach to writing unit tests. It promotes clarity, maintainability, and focuses on the essential elements of a test:

1. **Arrange:**
   * Set up the necessary preconditions for your test.
   * Create instances of the class or objects you want to test.
   * Initialize variables, mock dependencies (if any), and set up any required data.
2. **Act:**
   * Execute the code under test (the method or function you want to verify).
   * This is where you perform the action you want to test, like calling a method with specific input values.
3. **Assert:**
   * Verify the outcome or behavior of the code under test.
   * Use assertions to compare the actual results against your expected results.
   * xUnit provides a rich set of assertions (e.g., Assert.Equal, Assert.True, Assert.Throws) to check various conditions.

**Code Example**

1. using Xunit;
3. namespace CRUDTests
4. {
5. public class UnitTest1
6. {
7. [Fact] // Test attribute
8. public void Test1()
9. {
10. // Arrange
11. MyMath mm = new MyMath(); // Create an instance of MyMath
12. int input1 = 10, input2 = 5;
13. int expected = 15; // Define the expected result
15. // Act
16. int actual = mm.Add(input1, input2); // Call the method under test
18. // Assert
19. Assert.Equal(expected, actual); // Verify the result
20. }
21. }
22. }

**Detailed Explanation**

1. **Namespace and Class:** The UnitTest1 class resides in the CRUDTests namespace, which is a typical convention for organizing unit tests.
2. **[Fact] Attribute:** The [Fact] attribute marks the Test1 method as a test case. xUnit will automatically discover and execute this method.
3. **Arrange:**
   * MyMath mm = new MyMath();: Creates an instance of the MyMath class (assuming it's the class you want to test).
   * int input1 = 10, input2 = 5;: Sets up the input values for the Add method.
   * int expected = 15;: Defines the expected output of the Add method.
4. **Act:**
   * int actual = mm.Add(input1, input2);: Calls the Add method with the input values and stores the result in the actual variable. This is the core action being tested.
5. **Assert:**
   * Assert.Equal(expected, actual);: This xUnit assertion verifies that the actual result (the output of the Add method) is equal to the expected value. If they are not equal, the test will fail.

**Notes**

* **Clarity:** The AAA pattern makes your test code easy to read and understand.
* **Focus:** Each test should concentrate on a single aspect of your code's behavior.
* **Testability:** Write your code in a way that makes it testable. This often means designing with dependency injection in mind so that you can easily mock dependencies.
* **Fast Feedback:** Unit tests should be fast. If they are slow, it discourages you from running them frequently.
* **Complete Coverage:** Aim for high test coverage, ensuring that you test all important branches and conditions in your code.

#### *CRUD Operations*

CRUD operations are the fundamental actions you perform on data in a persistent storage (like a database):

* **Create (C):** Adding new data records.
* **Read (R):** Retrieving or fetching existing data.
* **Update (U):** Modifying existing data.
* **Delete (D):** Removing data records.

**Business Logic Implementation: Services and Controllers**

In ASP.NET Core MVC, CRUD operations are typically handled through a combination of services and controllers:

* **Services:** Services encapsulate the core business logic related to your data entities. They interact with the data access layer (e.g., Entity Framework Core) to perform database operations (create, read, update, delete). Services should be designed with the Dependency Inversion Principle (DIP) in mind, depending on abstractions (interfaces) rather than concrete implementations.
* **Controllers:** Controllers handle incoming HTTP requests from clients, invoke the appropriate service methods to perform CRUD operations, and return the results to the client, often as JSON data, views, or files.

**Code Example: In-Depth**

Let's analyze the provided code, which demonstrates a CRUD implementation for Person entities.

1. **Service Interfaces (IPersonsService, ICountriesService):** These interfaces define the contracts for your services, specifying the methods for CRUD operations (AddPerson, GetAllPersons, GetPersonByPersonID, etc.).
2. **Service Implementations (PersonsService, CountriesService):** These classes implement the interfaces and provide the actual logic for interacting with data.
3. **DTO Classes:** Data Transfer Objects (DTOs) like PersonAddRequest, PersonResponse, CountryAddRequest, and CountryResponse are used to transfer data between layers of your application (controller and service).

**Best Practices**

* **Separation of Concerns (SoC):** Strictly separate your business logic (in services) from your presentation logic (in controllers and views).
* **Dependency Inversion Principle (DIP):** Design your services to depend on abstractions (interfaces) rather than concrete implementations for better testability and flexibility.
* **Dependency Injection (DI):** Utilize DI to inject service dependencies into your controllers.
* **Data Transfer Objects (DTOs):** Use DTOs to control the shape of data exchanged between layers and prevent overposting vulnerabilities.
* **Validation:** Thoroughly validate all input data (using model validation and potentially custom validation) to prevent invalid or malicious data from entering your system.
* **Error Handling:** Implement robust error handling in both your services and controllers to gracefully manage unexpected situations and provide informative error messages to clients.

**Additional Tips**

* **Repository Pattern:** Consider using the Repository pattern to further abstract your data access logic from your services.
* **Unit Testing:** Write unit tests for your services to verify that your CRUD operations work correctly.
* **Asynchronous Operations:** Use async and await keywords for database operations to improve responsiveness and scalability.
* **API Design:** If you are building a RESTful API, adhere to RESTful principles for resource naming, HTTP methods, and status codes.

**Example: Adding a Person Using Postman**

1. Select the HTTP method POST.
2. Enter the URL: /persons/addperson.
3. In the "Body" tab of Postman, select "raw" and then choose "JSON" from the dropdown. Paste the following JSON data:
4. {
5. "PersonName": "John Doe",
6. "Email": "john.doe@example.com",
7. "DateOfBirth": "1990-01-01",
8. "Gender": "Male",
9. "CountryID": "c366d10d-622e-402c-a35e-2e02662f0049",
10. "Address": "123 Main Street",
11. "ReceiveNewsLetters": true
12. }
13. Click the "Send" button to execute the request.

By following these guidelines, you'll be well-equipped to build robust and maintainable applications that can efficiently handle CRUD operations and manage complex business logic. Please let me know if you have any other questions.

#### *Unit Testing*

Unit testing is a software development practice where you write tests to verify the behavior of individual units or components of your application in isolation. In ASP.NET Core MVC, these units are often your service classes, which encapsulate the core business logic related to data manipulation and other operations.

**Why Unit Test CRUD Operations and Business Logic?**

* **Find Errors Early:** Unit tests help you catch bugs and logical errors early in the development cycle before they cause problems in your application.
* **Refactoring Confidence:** When you modify or refactor your code, unit tests provide a safety net, ensuring that your changes haven't broken existing functionality.
* **Documentation:** Unit tests act as living documentation, illustrating how your code should behave under different scenarios.

**Key Principles**

* **Isolation:** Test each unit (e.g., a service method) in isolation from its dependencies (database, other services). Use mocks or stubs to simulate the behavior of dependencies.
* **Arrange-Act-Assert (AAA):** Structure your tests using this pattern:
  + **Arrange:** Set up the necessary preconditions (create test data, mock objects).
  + **Act:** Call the method under test.
  + **Assert:** Verify that the actual outcome matches the expected outcome.
* **Focus:** Each test should focus on a specific behavior or functionality of the unit being tested.
* **Fast Feedback:** Unit tests should be fast and run frequently as part of your development process.

**Code Example**

1. // CountriesServiceTest.cs
2. public class CountriesServiceTest
3. {
4. // ... (Constructor and setup) ...
6. #region AddCountry
8. // ... (Other test cases) ...
10. [Fact]
11. public void AddCountry\_ProperCountryDetails()
12. {
13. // Arrange
14. CountryAddRequest? request = new CountryAddRequest() { CountryName = "Japan" };
16. // Act
17. CountryResponse response = \_countriesService.AddCountry(request);
18. List<CountryResponse> countries\_from\_GetAllCountries = \_countriesService.GetAllCountries();
20. // Assert
21. Assert.True(response.CountryID != Guid.Empty);
22. Assert.Contains(response, countries\_from\_GetAllCountries);
23. }
25. #endregion
27. // ... (Tests for GetAllCountries and GetCountryByCountryID) ...
28. }

**Explanation of the Test Case AddCountry\_ProperCountryDetails**

1. **Arrange:** A valid CountryAddRequest object with the country name "Japan" is created.
2. **Act:** The AddCountry method of the CountriesService is called with the request object. The GetAllCountries method is also called to get the updated list of countries.
3. **Assert:**
   * It checks if the CountryID in the response is not an empty GUID, indicating that a new country was added successfully.
   * It verifies that the newly added country (response) is included in the list returned by GetAllCountries.

**Additional Considerations**

* **Test Coverage:** Strive for high test coverage to ensure you are testing all critical paths and edge cases in your business logic.
* **Test Data:** Use meaningful and diverse test data to thoroughly exercise your code.
* **Mocking Dependencies:** When testing components that interact with external systems (databases, APIs), use mocking frameworks like Moq or NSubstitute to isolate the unit under test.
* **Integration Tests:** In addition to unit tests, write integration tests to verify how your components interact with each other and with external systems.

#### *Key Points to Remember*

**Core Concepts**

* **Unit Testing:** Testing individual units (classes, methods) in isolation.
* **Benefits:** Early bug detection, confident refactoring, improved design, living documentation.
* **xUnit Framework:** Popular .NET testing framework known for extensibility, community, integration, and performance.

**AAA (Arrange-Act-Assert) Pattern**

1. **Arrange:** Set up the test's preconditions (create objects, initialize variables, mock dependencies).
2. **Act:** Execute the code under test (call the method you're testing).
3. **Assert:** Verify the outcome against expected results using assertions.

**xUnit Attributes**

* [Fact]: Marks a method as a simple test case.
* [Theory]: Marks a method for data-driven testing (multiple inputs).
* [InlineData]: Provides data sets for [Theory] tests.
* [ClassFixture]: Shares a fixture instance across all tests in a class.

**xUnit Assertions**

* Assert.Equal(expected, actual)
* Assert.NotEqual(expected, actual)
* Assert.True(condition)
* Assert.False(condition)
* Assert.Null(object)
* Assert.NotNull(object)
* Assert.Throws<TException>(() => codeToExecute)

**Mocking**

* **Purpose:** Isolate the unit under test by replacing dependencies with mock objects.
* **Frameworks:** Moq, NSubstitute, FakeItEasy are popular mocking frameworks.
* **Benefits:**
  + Control dependency behavior.
  + Avoid hitting external systems (databases, network).
  + Focus on testing your logic.

**Best Practices**

* **One Assert Per Test:** Each test should ideally focus on verifying one thing.
* **Clear Naming:** Use descriptive names that explain the purpose of the test.
* **Test Edge Cases:** Don't just test the happy path; cover boundary conditions and error scenarios.
* **Don't Test External Systems:** Use mocks for databases, file systems, and network calls.
* **Keep Tests Fast:** Unit tests should run quickly (milliseconds) to encourage frequent execution.
* **Test Doubles:** Understand the different types of test doubles (mocks, stubs, fakes) and when to use them.
* **Refactor Tests:** Keep your tests clean and maintainable, just like your production code.

**Things to Avoid**

* **Testing Implementation Details:** Focus on testing behavior, not how the code is written internally.
* **Slow Tests:** Unit tests should not take long to execute.
* **Test Dependencies:** Isolate the unit under test by mocking dependencies.
* **Logic in Tests:** Keep test code simple and avoid complex branching logic.
* **Testing Trivial Things:** Don't waste time testing trivial code (e.g., simple getters/setters).

**Interview Tips**

* **AAA Pattern:** Be able to explain and demonstrate the Arrange-Act-Assert pattern.
* **Mocking:** Understand the concept of mocking and why it's important for unit testing.
* **Best Practices:** Be familiar with the best practices and pitfalls to avoid.
* **Code Example:** Be prepared to write a simple unit test showcasing these concepts.
* **Explain Benefits:** Articulate the value of unit testing in terms of code quality, maintainability, and preventing regressions.

***Entity Framework Core***

EF Core is a modern, lightweight, and extensible Object-Relational Mapper (ORM) framework for .NET. It simplifies database interactions by allowing you to work with data as .NET objects (entities) rather than raw SQL queries. This abstraction makes your code more maintainable, readable, and productive.

**How EF Core Works**

1. **Entities and DbContext:** You define classes that represent your database tables (entities) and a DbContext class that acts as a bridge between your entities and the database.
2. **Mapping:** EF Core handles the mapping between your entities and the database tables, including column names, data types, relationships, and constraints.
3. **Querying and Saving:** You use LINQ (Language Integrated Query) to query your data and interact with your entities. EF Core translates your LINQ queries into efficient SQL statements and executes them against the database. You can also add, update, and delete entities, and EF Core takes care of persisting these changes to the database.

**Pros of EF Core**

* **Developer Productivity:** Reduced boilerplate code for database interactions, allowing you to focus on your application's business logic.
* **Object-Oriented Approach:** Work with data using familiar object-oriented concepts, making your code more intuitive and easier to reason about.
* **Strongly Typed Queries:** LINQ provides compile-time type safety for your queries, reducing the risk of runtime errors.
* **Cross-Platform:** EF Core is cross-platform, supporting various database providers (SQL Server, SQLite, PostgreSQL, MySQL, etc.).
* **Automatic Change Tracking:** EF Core keeps track of changes made to entities, making it easy to persist those changes to the database.
* **Migrations:** The migrations feature simplifies database schema evolution, allowing you to incrementally update your database as your application's model changes.

**Cons of EF Core**

* **Abstraction Overhead:** The abstraction layer introduced by EF Core can sometimes lead to less optimized SQL queries compared to hand-written SQL. However, you can often mitigate this by understanding EF Core's behavior and using techniques like raw SQL queries or stored procedures when necessary.
* **Learning Curve:** While EF Core simplifies many aspects of data access, there is still a learning curve to understand its concepts and best practices.

**NuGet Packages for EF Core**

* **Microsoft.EntityFrameworkCore:** The core package containing the essential functionality of EF Core.
* **Microsoft.EntityFrameworkCore.SqlServer:** Database provider for SQL Server.
* **Microsoft.EntityFrameworkCore.Sqlite:** Database provider for SQLite.
* **Microsoft.EntityFrameworkCore.InMemory:** An in-memory database provider, primarily used for testing.
* **Microsoft.EntityFrameworkCore.Design:** Tools for working with migrations and scaffolding.
* **Microsoft.EntityFrameworkCore.Tools:** The dotnet ef command-line tools for managing migrations and database operations.
* **Other Providers:** There are also database providers for PostgreSQL, MySQL, and other databases.

**Choosing a Database Provider**

The choice of database provider depends on your project's requirements:

* **SQL Server:** A popular choice for enterprise applications with robust features and scalability.
* **SQLite:** A lightweight, file-based database suitable for small to medium-sized applications or embedded scenarios.
* **PostgreSQL:** A powerful open-source relational database known for its extensibility and standards compliance.
* **MySQL:** Another open-source relational database popular for web applications.
* **InMemory:** Ideal for testing and scenarios where you don't need data persistence.

**Notes**

* **ORM:** EF Core is an Object-Relational Mapper that simplifies database interaction.
* **Core Concepts:** Entities (DbContext), mapping, querying with LINQ, change tracking, migrations.
* **Pros:** Productivity, object-oriented, type safety, cross-platform, migrations.
* **Cons:** Potential for abstraction overhead, learning curve.
* **Packages:** The core package, database providers, design-time tools.
* **Choose the Right Database:** Consider factors like scalability, features, licensing, and your team's expertise when selecting a database and provider.

**EF Core Architecture: A Three-Layer Approach**

1. **Conceptual Model (Entity Model):**
   * This is your C# code representation of the database schema. You define entity classes that represent your database tables, along with their properties (columns) and relationships between entities.
   * The entity classes form the heart of your domain model, reflecting the real-world concepts your application deals with.
2. **Mapping:**
   * EF Core handles the mapping between your entity classes and the underlying database schema. This includes mapping property names to column names, data types, relationships (foreign keys), and constraints.
   * You can customize this mapping using fluent APIs or data annotations in your entity classes.
3. **Storage Model (Database Schema):**
   * This is the actual structure of your database (tables, columns, relationships). EF Core can either generate the database schema based on your entity model or work with an existing database.

**How EF Core Works: A Simplified View**

1. **DbContext:**
   * You create a DbContext class that acts as a session with the database. This class is responsible for tracking entity changes, managing transactions, and translating LINQ queries into SQL commands.
   * Think of it as a bridge between your C# code and the database.
2. **Querying:**
   * You write LINQ queries against your DbContext to fetch data from the database.
   * EF Core translates these LINQ queries into optimized SQL queries and executes them against the database.
   * It then materializes the results into your entity objects, which you can work with in your application.
3. **Saving Changes:**
   * When you modify entities in your code, EF Core tracks those changes.
   * When you call SaveChanges() on your DbContext, EF Core generates SQL commands to update the database based on the tracked changes.
   * This includes inserts, updates, and deletes to keep your database synchronized with your entity objects.

**EF Core Approaches: Which One to Choose?**

1. **Code First:**
   * You start by defining your entity classes, and EF Core creates the database schema based on those classes.
   * Use this approach when you are starting from scratch or have full control over your database schema.
   * It's flexible and well-suited for rapid development.
2. **Database First:**
   * You start with an existing database, and EF Core generates entity classes based on the schema.
   * Use this approach when you have a legacy database that you need to integrate with.
   * It can save time initially but may require manual adjustments to the generated code.
3. **Model First (Not in EF Core):**
   * This approach involves designing a visual model (EDMX) of your database schema, and EF generates the code from the model.
   * While it was available in earlier versions of Entity Framework, it's not supported in EF Core.

**Notes**

* **ORM:** EF Core is an Object-Relational Mapper, bridging the gap between your code and the database.
* **Key Components:** DbContext, entity classes, LINQ queries, SaveChanges().
* **Approaches:** Choose between Code First and Database First based on your project's starting point and requirements.
* **Benefits:** Increased productivity, type safety, simplified data access, and cross-platform compatibility.

***DbContext***

In EF Core, the DbContext class serves as a central hub for your database interaction. Think of it as a session with your database. It's responsible for:

1. **Connecting to the Database:** The DbContext establishes the connection to your database using the connection string you provide in your configuration.
2. **Managing Entities:** The DbContext tracks changes made to entity instances, manages their lifecycle (adding, deleting, updating), and coordinates the persistence of those changes back to the database.
3. **Querying Data:** You use LINQ (Language-Integrated Query) to formulate queries against your entities through the DbContext. EF Core then translates these queries into SQL statements, executes them against the database, and materializes the results into your entity objects.
4. **Change Tracking:** EF Core automatically tracks changes you make to your entities in memory. When you call SaveChanges(), EF Core detects these changes and generates the appropriate SQL commands (INSERT, UPDATE, DELETE) to persist them to the database.

**DbSet: Your Entity Collection**

DbSet<TEntity> represents a collection of a specific entity type within your DbContext. It exposes methods for querying, adding, updating, and deleting entities of that type.

* **Mapping:** Each DbSet property in your DbContext is mapped to a corresponding table in your database. EF Core takes care of this mapping based on conventions or explicit configurations you provide.
* **Usage:** You interact with the database through your DbSet properties. For example, context.Persons.Add(newPerson); would add a new Person entity to the database.

**Code Example: PersonsDbContext**

1. // PersonsDbContext.cs
2. using System;
3. using System.Collections.Generic;
4. using Microsoft.EntityFrameworkCore;
5. using Entities;
7. namespace Entities
8. {
9. public class PersonsDbContext : DbContext
10. {
11. public DbSet<Country> Countries { get; set; }
12. public DbSet<Person> Persons { get; set; }
14. // OnModelCreating is used to customize your model mappings, but for this example we won't change anything.
15. protected override void OnModelCreating(ModelBuilder modelBuilder)
16. {
17. base.OnModelCreating(modelBuilder);
19. modelBuilder.Entity<Country>().ToTable("Countries");
20. modelBuilder.Entity<Person>().ToTable("Persons");
21. }
22. }
23. }

In this example:

* PersonsDbContext derives from DbContext.
* Countries and Persons are DbSet properties representing the Country and Person entities respectively.
* OnModelCreating is overridden to customize the mapping between your entities and database tables (though we aren't customizing anything in this case).

**Notes**

* **DbContext:**
  + Represents a session with your database.
  + Handles entity management, change tracking, querying, and saving changes.
  + Often injected as a scoped service in your ASP.NET Core application.
* **DbSet:**
  + Represents a collection of a specific entity type.
  + Provides methods for querying, adding, updating, and deleting entities.
  + Each DbSet is mapped to a corresponding table in your database.

**Important Considerations**

* **Entity Classes:** Your entity classes define the shape of your data and should align with your domain model.
* **Data Annotations and Fluent API:** Use these techniques to configure the mapping between your entities and database tables.
* **Relationships:** EF Core supports relationships between entities (one-to-one, one-to-many, many-to-many), and you can define them using navigation properties or fluent API configuration.
* **Connection String:** Ensure you provide the correct connection string in your appsettings.json (or environment variables) so EF Core knows how to connect to your database.

***Connection Strings***

In the world of databases, a connection string is essentially the address your application uses to locate and connect to your database server. It contains vital information like:

* **Data Source (Server):** The name or IP address of the database server.
* **Initial Catalog (Database Name):** The specific database on the server you want to connect to.
* **Credentials (Optional):** If your database requires authentication, you'll include the username and password.
* **Additional Settings:** Options like connection timeout, encryption settings, and more.

**SQL Server Connection String Format (Example)**

1. Data Source=(localdb)\MSSQLLocalDB;Initial Catalog=PersonsDatabase;Integrated Security=True;Connect Timeout=30;Encrypt=False;TrustServerCertificate=False;ApplicationIntent=ReadWrite;MultiSubnetFailover=False

* **Data Source=(localdb)\MSSQLLocalDB:** Specifies the server name. In this case, it's using the local SQL Server Express LocalDB instance.
* **Initial Catalog=PersonsDatabase:** Indicates that the database to connect to is named "PersonsDatabase."
* **Integrated Security=True:** Uses Windows authentication (the application's identity) to connect to the database.
* **Connect Timeout=30:** Sets the maximum time (in seconds) to wait for a connection to be established.
* **Encrypt=False, TrustServerCertificate=False:** Options related to encryption and certificate validation (can be set to true for production environments).
* **ApplicationIntent=ReadWrite:** Specifies the intended use of the connection (read/write in this case).
* **MultiSubnetFailover=False:** Relates to high availability scenarios (not relevant for most basic setups).

***Storing Connection Strings in ASP.NET Core***

1. **appsettings.json (Recommended):**
   * The preferred location for storing your connection string (and other configuration settings).
   * It's organized by sections (like "ConnectionStrings"):
2. {
3. "ConnectionStrings": {
4. "DefaultConnection": "..." // Your connection string here
5. }
6. }
7. **Environment Variables:**
   * More secure for sensitive information, as environment variables are not stored in code.
   * Use the prefix ConnectionStrings\_\_ for your connection string environment variable:

Bash

* + set ASPNETCORE\_ConnectionStrings\_\_DefaultConnection="..." // In Command Prompt
  + $env:ASPNETCORE\_ConnectionStrings\_\_DefaultConnection = "..." // In PowerShell

1. **User Secrets (Development Only):**
   * Best for keeping sensitive information out of your source code during development.
   * Use the dotnet user-secrets commands to manage them.

**Injecting and Using the Connection String in EF Core**

1. // Program.cs
2. builder.Services.AddDbContext<PersonsDbContext>(options => {
3. options.UseSqlServer(builder.Configuration.GetConnectionString("DefaultConnection"));
4. });

* **AddDbContext<PersonsDbContext>():** Registers your DbContext with the DI container and configures it.
* **options.UseSqlServer(...):** Specifies that you're using SQL Server and provides the connection string.
* **builder.Configuration.GetConnectionString("DefaultConnection"):** Retrieves the connection string from the "ConnectionStrings:DefaultConnection" key in the configuration.

**Best Practices**

* **Separate Environments:** Store different connection strings for development, staging, and production environments (e.g., appsettings.Development.json, appsettings.Production.json).
* **Environment Variables in Production:** Use environment variables to store your production connection string for security.
* **User Secrets in Development:** Use user secrets during development to keep sensitive data out of source control.
* **Secure Storage:** Consider using Azure Key Vault or other secret management solutions for production environments.
* **Connection Resiliency:** For production, implement connection resiliency strategies to handle transient database errors.

***Seed Data in EF Core***

Seed data refers to the initial data that you populate your database with when it's created or when you apply a new migration. It's a crucial aspect of setting up a meaningful development or testing environment, providing sample data to work with or establishing default values for certain records.

**Purpose**

* **Initial Data:** Sets up your database with meaningful data for development, testing, or demonstration purposes.
* **Reference Data:** Populates tables with lookup data (e.g., countries, states, categories).
* **Default Values:** Establishes default values for specific columns.

**How Seed Data Works in EF Core**

1. **OnModelCreating Method:** You define your seed data within the OnModelCreating method of your DbContext class. This method is called when EF Core builds your model.
2. **HasData Method:** EF Core provides the HasData method on the EntityTypeBuilder class, which allows you to associate seed data with specific entities.
   * This method can be used with Code First or with Migrations (where the seed data is automatically integrated into your migration scripts).
3. **Migration Generation (Optional):** If you're using migrations, EF Core will automatically detect your seed data and generate the necessary SQL statements to insert the data into your database when you apply the migration.
4. **Direct Seeding (Optional):** You can also choose to directly seed your database by calling EnsureCreated on your DbContext or using custom code to insert the data.

**Code Example**

1. // PersonsDbContext.cs
2. using System;
3. using System.Collections.Generic;
4. using Microsoft.EntityFrameworkCore;
5. using Entities;
7. namespace Entities
8. {
9. public class PersonsDbContext : DbContext
10. {
11. public PersonsDbContext(DbContextOptions options) : base(options) { }
12. public DbSet<Country> Countries { get; set; }
13. public DbSet<Person> Persons { get; set; }
15. protected override void OnModelCreating(ModelBuilder modelBuilder)
16. {
17. base.OnModelCreating(modelBuilder);
19. modelBuilder.Entity<Country>().ToTable("Countries");
20. modelBuilder.Entity<Person>().ToTable("Persons");
22. // Seed Data for Countries
23. string countriesJson = System.IO.File.ReadAllText("countries.json"); // Read country data
24. List<Country> countries = System.Text.Json.JsonSerializer.Deserialize<List<Country>>(countriesJson);
25. foreach (Country country in countries)
26. {
27. modelBuilder.Entity<Country>().HasData(country); // Add each country as seed data
28. }
30. // Seed Data for Persons
31. string personsJson = System.IO.File.ReadAllText("persons.json"); // Read person data
32. List<Person> persons = System.Text.Json.JsonSerializer.Deserialize<List<Person>>(personsJson);
34. foreach (Person person in persons)
35. {
36. modelBuilder.Entity<Person>().HasData(person); // Add each person as seed data
37. }
38. }
39. }
40. }

In this code:

* Countries and persons are read from external json files and seeded to database using HasData.
* HasData takes object of the specified entity type as parameter.

**Best Practices**

* **Separate Seed Data:** Store seed data in separate files (e.g., JSON, CSV) to keep your DbContext clean and maintainable.
* **Idempotent Seeds:** Design your seed data so that it can be applied multiple times without causing errors or duplicates.
* **Conditional Seeding:** Consider using environment checks to apply different seed data based on the environment (e.g., more comprehensive data for development).
* **Order of Seeding:** If you have relationships between entities, ensure the correct seeding order to avoid foreign key constraint violations.
* **Large Datasets:** For very large datasets, consider using bulk insert mechanisms for performance optimization.

***Code First Migrations***

Code First Migrations in EF Core provide a structured and automated way to manage changes to your database schema as your application evolves. They bridge the gap between your code-first entity models (C# classes) and the database structure, allowing you to keep them synchronized over time.

**Purpose**

* **Track Changes:** Migrations track the changes you make to your entity classes and generate migration scripts (C# code) that represent those changes.
* **Version Control:** Each migration has a unique version and can be tracked in source control, providing a clear history of your schema modifications.
* **Apply Changes:** You can use the dotnet ef command or the Package Manager Console to apply migrations to your database, updating the schema accordingly.
* **Rollbacks:** Migrations can be rolled back if needed, undoing previous schema changes.

**When to Use Code First Migrations**

* **Code First Approach:** Use migrations if you are following the Code First approach in EF Core, where you define your database model using C# classes and let EF Core create the database based on that model.
* **Evolving Schema:** Whenever you make changes to your entity classes (add properties, rename tables, modify relationships), you'll use migrations to apply those changes to your database.
* **Team Environments:** Migrations are essential for team collaboration, as they allow everyone to keep their databases in sync with the evolving codebase.

**Using Code First Migrations with the Package Manager Console**

1. **Enable Migrations:**
   1. Enable-Migrations

This command is usually only needed once to set up the migrations infrastructure in your project.

1. **Add a Migration:**
   1. Add-Migration <MigrationName>
   2. Replace <MigrationName> with a descriptive name for your migration (e.g., "AddProductsTable").
   3. EF Core will analyze your model changes and generate a migration file in the Migrations folder. This file contains Up and Down methods to apply and revert the changes, respectively.
2. **View Migration Details:**
   1. Get-Migrations

Lists all the migrations in your project, their versions, and whether they have been applied to the database.

1. **Update the Database:**
   1. Update-Database

Applies any pending migrations to your database, bringing it up to date with your model.

1. **Revert a Migration:**
   1. Update-Database –TargetMigration <MigrationName>

Rolls back the database to the specified migration.

**Important Considerations:**

* **Backup Your Database:** Always make a backup before applying migrations, especially in production environments.
* **Seed Data:** If you need to seed data, include that logic in your migrations or create a separate seeder class.
* **Complex Changes:** For complex schema changes that can't be easily automated by migrations, consider writing custom SQL scripts or using tools like the Entity Framework Power Tools.
* **Version Control:** Check in your migration files into source control so that the entire team can track schema changes.
* **Naming Conventions:** Use clear and descriptive names for your migrations to make it easier to understand the history of your database schema.

**Best Practices**

* **Small, Focused Migrations:** Create small, incremental migrations that focus on a single feature or change. This makes them easier to understand, review, and potentially rollback if needed.
* **Descriptive Names:** Use clear and descriptive names for your migrations to reflect the changes they contain (e.g., "AddProductTable," "RenameCustomerColumn").
* **Data Preservation:** When possible, design your migrations in a way that preserves existing data in the database. Avoid destructive changes like dropping tables or columns if you can modify them instead.
* **Review Migrations:** Always review the generated migration code before applying it to your database, especially in production environments. Make sure the changes are what you expect.
* **Automate in CI/CD:** Integrate migration execution into your continuous integration and deployment (CI/CD) pipeline to ensure that your database schema stays in sync with your application code.

***Controller Actions***

* **Index (Read):**
  + **Purpose:** Displays a list of Person entities, optionally filtered and sorted.
  + **Key Steps:**
    1. **Retrieval:** Gets filtered and sorted person data from the PersonsService.
    2. **ViewBag Preparation:**
       - Populates ViewBag with search field options (SearchFields), the currently applied search filter (CurrentSearchBy, CurrentSearchString), and sorting information (CurrentSortBy, CurrentSortOrder).
    3. **View Rendering:** Returns the Index view, passing the filtered and sorted person data as the model.
* **Create (Create):**
  + **Purpose:** Handles both the display of the create form (GET) and the processing of the form submission (POST).
  + **Key Steps (GET):**
    1. **Country List Retrieval:** Fetches countries from CountriesService and prepares a SelectList for the dropdown in the form.
    2. **View Rendering:** Returns the Create view.
  + **Key Steps (POST):**
    1. **Model Binding:** Binds the submitted form data to a PersonAddRequest object.
    2. **Validation:** Checks if the model state is valid (using data annotations).
    3. **Creation and Redirect (if valid):** Calls \_personsService.AddPerson to create the new person and redirects to the Index action.
    4. **Error Handling (if invalid):** Repopulates ViewBag with countries and error messages, then returns the Create view with the errors displayed.
* **Edit (Update):**
  + Similar to the Create action, it handles both GET (displaying the edit form) and POST (processing the form submission) requests.
  + Retrieves the person to edit from the database based on the personID route parameter.
  + Populates the form with the existing person's data.
  + Validates the form submission, updates the person if valid, and redirects to Index.
* **Delete (Delete):**
  + Similar to the Edit action, it also handles both GET and POST requests.
  + Retrieves the person to delete based on the personID route parameter.
  + Displays a confirmation view (GET) to the user.
  + If the user confirms, performs the deletion using \_personsService.DeletePerson (POST) and redirects to Index.

***Views***

* **Index.cshtml:**
  + Displays a table of persons with filtering, sorting, and links to edit/delete actions.
  + Employs a partial view (\_GridColumnHeader) to render sortable column headers.
  + Utilizes tag helpers for form creation and link generation.
* **Create.cshtml and Edit.cshtml:**
  + Render forms for creating/editing a person, using tag helpers (asp-for, asp-validation-for, etc.) for model binding and validation.
  + Includes a dropdown for country selection, populated from the ViewBag.Countries.
* **Delete.cshtml:**
  + Displays a confirmation message and a form with a hidden field for PersonID.

**Enabling Client-Side Validation**

* **Script Section:** The @section scripts block in Create.cshtml and Edit.cshtml includes scripts for jQuery, jQuery Validate, and jQuery Unobtrusive Validation.
* **Data Annotations:** The model classes (PersonAddRequest, PersonUpdateRequest) are decorated with data annotation attributes (e.g., [Required], [EmailAddress]) which are used by the client-side validation libraries to enforce the rules.

**How HttpPost Action Method Submission Works**

1. **Form Submission:** The user submits the form, triggering a POST request to the server.
2. **Model Binding:** ASP.NET Core's model binder extracts the data from the request and attempts to create an instance of the model specified in the action method parameter (e.g., PersonAddRequest).
3. **Model Validation:** The model binder runs the validation logic specified by data annotations and any custom validators.
4. **Action Execution (If Valid):** If ModelState.IsValid is true, the action method's logic executes (e.g., calling the \_personsService.AddPerson method).
5. **Result (If Invalid):** If ModelState.IsValid is false, the action returns the same view, including error messages in ViewBag.Errors.

**Key Points and Best Practices**

* **Strong Typing:** Always prefer using strongly typed views and view models.
* **Thin Controllers:** Keep controller actions concise and delegate business logic to services.
* **Dependency Injection:** Inject services into your controllers for loose coupling.
* **DTOs:** Use DTOs to prevent overposting vulnerabilities.
* **Validation:** Implement both server-side and client-side validation.
* **Error Handling:** Handle exceptions gracefully and return appropriate status codes and error messages.

Stored Procedures in EF Core

Stored procedures are precompiled SQL code blocks stored within the database. While EF Core primarily emphasizes a Code First approach with LINQ (Language Integrated Query), integrating stored procedures can offer performance benefits, leverage existing database logic, or provide a way to execute complex database operations not easily expressed in LINQ.

**Notes**

* **Execution:** EF Core allows you to execute stored procedures using FromSqlRaw (for queries) or ExecuteSqlRaw (for non-query commands).
* **Parameterization:** You must use parameterized queries to prevent SQL injection vulnerabilities.
* **Limitations:** EF Core doesn't fully support mapping stored procedure results to complex entities with relationships (use result classes or projection for those cases).
* **Creating Stored Procedures:** You typically create stored procedures directly in your database (e.g., using SQL Server Management Studio) rather than from within EF Core.

**Code Explanation**

1. // PersonsDbContext.cs
2. public class PersonsDbContext : DbContext
3. {
4. // ... DbSet properties and OnModelCreating ...
6. public List<Person> sp\_GetAllPersons()
7. {
8. return Persons.FromSqlRaw("EXECUTE [dbo].[GetAllPersons]").ToList();
9. }
11. public int sp\_InsertPerson(Person person)
12. {
13. SqlParameter[] parameters = new SqlParameter[]
14. {
15. new SqlParameter("@PersonID", person.PersonID),
16. // ... (Other parameters for PersonName, Email, etc.)
17. };
19. return Database.ExecuteSqlRaw("EXECUTE [dbo].[InsertPerson] @PersonID, @PersonName, @Email, @DateOfBirth, @Gender, @CountryID, @Address, @ReceiveNewsLetters", parameters);
20. }
21. }

In this code:

* **sp\_GetAllPersons() Method:**
  + Executes a stored procedure named GetAllPersons.
  + Uses FromSqlRaw to treat the stored procedure's result set as a queryable collection of Person entities.
  + Returns a list of Person objects retrieved from the stored procedure's result set.
* **sp\_InsertPerson() Method:**
  + Takes a Person object as input.
  + Creates an array of SqlParameter objects to pass values to the stored procedure.
  + Uses Database.ExecuteSqlRaw to execute the InsertPerson stored procedure, passing the parameterized values.
  + Returns the number of rows affected by the insert operation.

**Best Practices**

* **Parameterization:** Always parameterize your stored procedure calls to prevent SQL injection.
* **Result Classes (Optional):** If your stored procedure returns data that doesn't directly map to your entities, create separate result classes and use projection to map the data.
* **Naming:** Use a consistent naming convention for your stored procedure methods in the DbContext (e.g., the "sp\_" prefix).
* **Transactions (Optional):** Wrap multiple stored procedure calls in a transaction to ensure data consistency.
* **Logging:** Consider adding logging to track stored procedure execution and any errors that might occur.

***Fluent API***

In EF Core, the Fluent API provides an alternative to data annotations for configuring your domain model and how it maps to the database schema. It allows you to define complex relationships, constraints, and other database-specific details that might not be easily expressed using attributes alone.

**Why Use the Fluent API?**

* **Flexibility:** It offers a broader range of configuration options than data annotations, enabling you to tackle more intricate scenarios.
* **Separation of Concerns:** Keeps your entity classes clean and focused on their domain logic, without cluttering them with database-specific attributes.
* **Readability:** The fluent API's method chaining syntax can be more expressive and readable than attribute-based configuration.

**Using the Fluent API**

You define Fluent API configurations within the OnModelCreating method of your DbContext class. This method is called when EF Core builds your model, giving you the opportunity to customize how entities and their properties are mapped to the database.

**Important Fluent API Methods**

1. **Entity-Level Configuration:**
   * modelBuilder.Entity<TEntity>(): This method gets an EntityTypeBuilder for a specific entity type (TEntity). It's the starting point for configuring an entity.
   * ToTable(string tableName): Configures the name of the database table for the entity.
   * HasKey(e => e.Property): Specifies the primary key property for the entity.
   * HasAlternateKey(e => e.Property): Specifies an alternate key (unique constraint) for the entity.
   * Ignore(string propertyName): Excludes a property from being mapped to the database.
   * HasQueryFilter(Expression<Func<TEntity, bool>> filter): Applies a global filter to the entity.
2. **Property-Level Configuration:**
   * Property(e => e.Property): Gets a PropertyBuilder for a specific property of the entity.
   * HasColumnName(string columnName): Specifies the column name in the database for the property.
   * HasColumnType(string typeName): Sets the data type of the column (e.g., nvarchar, int, datetime2).
   * HasMaxLength(int maxLength): Sets the maximum length for a string property.
   * IsRequired(): Makes the property required in the database (not nullable).
   * HasDefaultValue(object value): Sets the default value for the property.
   * HasDefaultValueSql(string sql): Sets the default value using a SQL expression.
   * ValueGeneratedOnAdd() or ValueGeneratedNever(): Controls how the value is generated (automatic, never, on update).
3. **Relationship Configuration:**
   * HasOne(e => e.NavigationProperty): Configures a one-to-one relationship.
   * WithMany(e => e.NavigationProperty): Configures a one-to-many relationship.
   * HasForeignKey(e => e.Property): Specifies the foreign key property for the relationship.
   * HasPrincipalKey(e => e.Property): Specifies the principal key property for the relationship.
   * WithMany().HasForeignKey(e => e.Property): Configures a many-to-many relationship.
4. **Index and Constraint Configuration:**
   * HasIndex(e => e.Property): Creates an index on a property or properties.
   * HasCheckConstraint(string name, string sql): Adds a check constraint to the table.

**Code Example**

1. // PersonsDbContext.cs
2. protected override void OnModelCreating(ModelBuilder modelBuilder)
3. {
4. // ... table mappings and seed data ...
6. // Fluent API Configuration
7. modelBuilder.Entity<Person>()
8. .Property(temp => temp.TIN) // Configure the TIN property
9. .HasColumnName("TaxIdentificationNumber")
10. .HasColumnType("varchar(8)")
11. .HasDefaultValue("ABC12345");
13. // ... other Fluent API configurations ...
14. }

In this code:

1. modelBuilder.Entity<Person>(): Gets the entity type builder for the Person entity.
2. .Property(temp => temp.TIN): Gets the property builder for the TIN property.
3. .HasColumnName("TaxIdentificationNumber"): Sets the column name in the database to "TaxIdentificationNumber".
4. .HasColumnType("varchar(8)"): Sets the column's data type to varchar(8).
5. .HasDefaultValue("ABC12345"): Sets the default value for the TIN column to "ABC12345".
6. .HasCheckConstraint("CHK\_TIN", "len([TaxIdentificationNumber]) = 8"): This will apply a check constraint on the table, where the length of the Tax Identification number must be exactly 8.

**Referential Integrity, Primary Keys, and Foreign Keys**

* **Referential Integrity:** This is a database concept that ensures the consistency and validity of relationships between tables. It prevents actions that would break these relationships, such as deleting a record that is referenced by other records in another table.
* **Primary Key:** A unique identifier for each record in a table. It ensures that each row is uniquely identifiable and enforces entity integrity. Primary keys are typically of integer or GUID types.
  + In EF Core, you can mark a property as a primary key using the [Key] attribute or the Fluent API's HasKey() method.
* **Foreign Key:** A column (or set of columns) in a table that refers to the primary key of another table. Foreign keys establish relationships between tables and enforce referential integrity.
  + In EF Core, you define foreign keys using the [ForeignKey] attribute, the Fluent API's HasForeignKey() method, or by convention (if the property name follows a specific pattern).

**Managing Relationships in EF Core Models**

1. **Navigation Properties:**
   * These are properties in your entity classes that hold references to related entities.
   * They allow you to navigate from one entity to its related entities without writing explicit joins in your queries.
   * Declare navigation properties with the appropriate types: public virtual ICollection<Person>? Persons { get; set; } in the Country class.
2. **Fluent API:**
   * Use the Fluent API in your DbContext's OnModelCreating method to define relationships explicitly.
3. // PersonsDbContext.cs
4. modelBuilder.Entity<Person>(entity =>
5. {
6. entity.HasOne(p => p.Country)
7. .WithMany(c => c.Persons)
8. .HasForeignKey(p => p.CountryID);
9. });

* This configuration establishes a one-to-many relationship between Country and Person. A country can have many persons, and a person belongs to one country. The CountryID property in the Person class is the foreign key pointing to the CountryID primary key in the Country class.

**LINQ Queries with Table Relations**

You can use LINQ to query across relationships using navigation properties.

1. // Find all persons from the USA
2. var peopleFromUSA = \_dbContext.Persons
3. .Where(p => p.Country.CountryName == "USA")
4. .ToList();

**Include() Method in LINQ Queries**

The Include() method allows you to eagerly load related entities in a single query. This avoids the N+1 query problem, where you would otherwise have to make separate queries to fetch related data for each entity.

1. // Find all persons from the USA, including their country details
2. var peopleFromUSA = \_dbContext.Persons
3. .Include(p => p.Country) // Eagerly load the Country entity
4. .Where(p => p.Country.CountryName == "USA")
5. .ToList();

**Best Practices**

* **Choose the Right Relationship:** Carefully consider the nature of your data to select the correct relationship type (one-to-one, one-to-many, many-to-many).
* **Cascading Behavior:** Decide how you want EF Core to handle cascading actions (e.g., when deleting a country, should it delete the associated persons?). You can configure this in the Fluent API using options like OnDelete.
* **Performance Considerations:** Avoid overusing Include() if you don't need the related data in your current operation. It can lead to fetching more data than necessary.
* **Explicit Loading:** If you need to load related data only in certain cases, use explicit loading (Load() method) instead of Include().

**Things to Avoid**

* **Lazy Loading (Default in EF Core):** By default, EF Core enables lazy loading, which means related entities are loaded on demand when you first access their navigation properties. This can lead to performance issues if you're not careful. You can disable lazy loading if it doesn't fit your needs.
* **Ignoring Referential Integrity:** Improperly configured relationships can lead to data inconsistency and unexpected behavior.

***CRUD Operations with Entity Framework Core***

EF Core, as an Object-Relational Mapper (ORM), simplifies database interactions by allowing you to work with data as C# objects (entities). Let's see how this translates into implementing CRUD operations within your controllers.

**Controller Actions**

* **Index (Read):**
  + **Purpose:** Display a list of entities.
  + **Data Source:** Retrieves Person entities using \_personsService.GetAllPersons(), applying filters and sorting based on query parameters if provided.
  + **ViewBag:** Populates ViewBag with:
    - Search fields and their display names.
    - The current search and sort criteria for display in the view.
  + **View:** Returns the "Index" view with the retrieved and processed data.
  + **Error Handling:** None in this example, but ideally, you'd handle exceptions from the service and potentially display error messages in the view.
* **Create (Create):**
  + **Purpose:**
    - **(GET)** Displays a form for creating a new person.
    - **(POST)** Processes the submitted form data to add a new person.
  + **Data Source (GET):** Retrieves countries from \_countriesService.GetAllCountries() to populate a country dropdown.
  + **Model Binding (POST):** Binds the incoming form data to a PersonAddRequest object.
  + **Validation:**
    - **Server-Side:** Checks if ModelState.IsValid.
    - **Client-Side:** Uses jQuery Validation and Unobtrusive Validation to provide immediate feedback in the browser.
  + **Logic:**
    - **(POST-Valid):** Calls \_personsService.AddPerson to create the new person and redirects to the Index action.
    - **(POST-Invalid):** Repopulates the ViewBag (countries and errors) and re-renders the Create view with validation errors.
* **Edit (Update):**
  + **Purpose:**
    - **(GET)** Displays a form for editing an existing person.
    - **(POST)** Processes the submitted form data to update the person's details.
  + **Data Source (GET):**
    - Fetches the person to edit based on personID from the PersonsService.
    - Retrieves countries from \_countriesService.GetAllCountries() for the dropdown.
  + **Model Binding (POST):** Binds the form data to a PersonUpdateRequest object.
  + **Validation & Logic:** Same as in the Create action.
* **Delete (Delete):**
  + **Purpose:**
    - **(GET):** Displays a confirmation page for deleting a person.
    - **(POST):** Deletes the person.
  + **Data Source (GET):** Fetches the person to delete based on personID.
  + **Model Binding (POST):** Binds only the PersonID from the form.
  + **Logic (POST):** Calls \_personsService.DeletePerson and redirects to the Index action.

**EF Core CRUD Operations (in the PersonsService):**

* **AddPerson:**
  + Adds a new Person entity to the Persons DbSet of the DbContext.
  + Calls \_db.SaveChanges() to persist the changes to the database.
* **GetAllPersons:** Retrieves all Person entities from the database using \_db.Persons.Include("Country").ToListAsync(). The .Include("Country") ensures eager loading of the related Country entity for each person.
* **GetPersonByPersonID:** Retrieves a specific person based on their ID using \_db.Persons.FirstOrDefaultAsync(temp => temp.PersonID == personID).
* **UpdatePerson:** Updates the properties of an existing person and calls \_db.SaveChanges() to save the changes.
* **DeletePerson:** Removes a person from the database and calls \_db.SaveChanges() to persist the deletion.

**Best Practices**

* **Asynchronous Operations:** The service methods in your example correctly use async and await for database operations, which helps to avoid blocking the main thread and improves the responsiveness and scalability of your application.
* **Dependency Injection:** The services (IPersonsService, ICountriesService) are injected into the controller, following the Dependency Inversion Principle (DIP) and making the code more testable.
* **Data Transfer Objects (DTOs):** The use of PersonAddRequest, PersonResponse, etc. helps to keep your domain model (the Person class) separate from your presentation layer, preventing overposting vulnerabilities and improving the maintainability of your code.
* **Validation:** Both client-side (jQuery Validate) and server-side (model state validation in the controller) are used to ensure data integrity.
* **Error Handling:** Exceptions are caught, and appropriate error messages or redirections are provided.

***Generating PDFs in ASP.NET Core MVC***

Creating PDF files directly within your ASP.NET Core MVC applications is a valuable feature for generating reports, invoices, tickets, or any other documents you need in a portable and widely supported format. Several libraries exist to simplify this process, and Rotativa is one popular choice.

**Rotativa: Leveraging Wkhtmltopdf for PDF Generation**

Rotativa is a .NET library that wraps the wkhtmltopdf tool, a command-line utility that converts HTML content into PDF documents. This makes it remarkably simple to generate PDFs in ASP.NET Core by leveraging your existing Razor views.

**Notes About Rotativa**

* **Installation:** Install the Rotativa.AspNetCore NuGet package.
* **ViewAsPdf:** Rotativa provides an ViewAsPdf action result that you can return from your controller actions. This action result takes your view name, model data, and optionally, custom settings.
* **Customization:** You can customize various aspects of the PDF, including margins, page orientation, header/footer content, and more.
* **Dependency on Wkhtmltopdf:** Rotativa depends on the wkhtmltopdf executable, which needs to be installed on your system (or accessible in your deployment environment).

**Code Example:**

**Controller Action (PersonsController.cs)**

1. [Route("PersonsPDF")]
2. public async Task<IActionResult> PersonsPDF()
3. {
4. // Get list of persons
5. List<PersonResponse> persons = await \_personsService.GetAllPersons();
7. // Return view as pdf
8. return new ViewAsPdf("PersonsPDF", persons, ViewData) // Render the "PersonsPDF" view as a PDF
9. {
10. PageMargins = { Top = 20, Right = 20, Bottom = 20, Left = 20 },
11. PageOrientation = Orientation.Landscape // Set landscape orientation
12. };
13. }
14. **Retrieves Data:** Fetches a list of PersonResponse objects from the \_personsService.
15. **ViewAsPdf Action Result:** Creates a ViewAsPdf action result:
    * "PersonsPDF": Specifies the name of the view to render as a PDF.
    * persons: Passes the list of persons as the model to the view.
    * ViewData: Passes the ViewData object containing the page title.
16. **Customization:** Configures the PDF's margins and orientation.

**View (PersonsPDF.cshtml)**

1. @model IEnumerable<PersonResponse>
2. @{
3. Layout = null; // Disable the layout for this view, since it is rendered as a PDF
4. }
6. <link href="@("http://" + Context.Request.Host.ToString() + "/Stylesheet.css")" rel="stylesheet" />
7. @\* http://localhost:port/StyleSheet.css \*@
9. <h1>Persons</h1>
11. <table class="table w-100 mt">
12. <thead>
13. <tr>
14. <th>Person Name</th>
15. <th>Email</th>
16. <th>Date of Birth</th>
17. <th>Age</th>
18. <th>Gender</th>
19. <th>Country</th>
20. <th>Address</th>
21. <th>Receive News Letters</th>
22. </tr>
23. </thead>
24. <tbody>
25. @foreach (PersonResponse person in Model)
26. {
27. <tr>
28. <td style="width:15%">@person.PersonName</td>
29. <td style="width:20%">@person.Email</td>
30. <td style="width:13%">@person.DateOfBirth?.ToString("dd MMM yyyy")</td>
31. <td style="width:9%">@person.Age</td>
32. <td style="width:9%">@person.Gender</td>
33. <td style="width:10%">@person.Country</td>
34. <td style="width:15%">@person.Address</td>
35. <td style="width:20%">@person.ReceiveNewsLetters</td>
36. </tr>
37. }
38. </tbody>
39. </table>

* The view's content is plain HTML, using a foreach loop and razor syntax to loop through the data and create a table to display the results.

**Best Practices**

* **Separate PDF Views:** Create dedicated views for PDF generation to avoid cluttering your regular views with PDF-specific styling or layout.
* **CSS for Styling:** Use CSS (either inline or linked) to style your PDF content.
* **wkhtmltopdf Options:** Familiarize yourself with the available wkhtmltopdf options to customize the generated PDF (headers, footers, page size, etc.).
* **Deployment:** Ensure that wkhtmltopdf is installed on your production server if you're using Rotativa.

**Alternative Libraries**

* **iTextSharp/iText7:** A powerful library for creating and manipulating PDF documents programmatically.
* **QuestPDF:** A modern, fluent library for generating PDFs from C# code.
* **IronPDF:** Allows you to convert HTML to PDF with ease.

***Generating CSV Files in ASP.NET Core MVC***

Comma-Separated Values (CSV) files are a simple and widely supported format for exporting tabular data. They're often used for data exchange between systems, bulk imports/exports, or providing data downloads for users. ASP.NET Core MVC makes it straightforward to generate CSV files from your data, especially with the help of the CsvHelper library.

**CsvHelper**

CsvHelper is a popular and well-maintained .NET library designed for reading and writing CSV files with ease. It handles tasks like:

* **Reading:** Parsing CSV files into strongly typed objects or dynamic collections.
* **Writing:** Generating CSV files from your data, customizing delimiters, headers, and formatting.
* **Mapping:** Mapping your class properties to CSV columns using conventions or explicit configuration.

**Notes About CsvHelper**

* **Installation:** Install the CsvHelper NuGet package.
* **CsvWriter and CsvReader:** These are the core classes for writing and reading CSV data.
* **Customization:** You can customize how your CSV data is read or written using configuration options and mapping strategies.
* **Flexibility:** CsvHelper supports various CSV formats, delimiters, and encoding options.

**Code Example:**

**Controller Action (PersonsController.cs)**

1. [Route("PersonsCSV")]
2. public async Task<IActionResult> PersonsCSV()
3. {
4. MemoryStream memoryStream = await \_personsService.GetPersonsCSV(); // Get CSV data from the service
5. return File(memoryStream, "application/octet-stream", "persons.csv");
6. }
7. **CSV Data Retrieval:** The action method calls \_personsService.GetPersonsCSV() to get a MemoryStream containing the CSV data. This method handles the logic of fetching data from the database, formatting it as CSV, and writing it to the memory stream.
8. **File Result:** The File() method is used to return a FileContentResult action result. The arguments include:
   * memoryStream: The stream containing the CSV data.
   * "application/octet-stream": The content type for CSV files (forces download).
   * "persons.csv": The suggested filename for the downloaded file.

**Service Method (PersonsService.GetPersonsCSV())**

1. public async Task<MemoryStream> GetPersonsCSV()
2. {
3. MemoryStream memoryStream = new MemoryStream();
4. StreamWriter streamWriter = new StreamWriter(memoryStream);
5. CsvWriter csvWriter = new CsvWriter(streamWriter, CultureInfo.InvariantCulture, leaveOpen: true);
7. csvWriter.WriteHeader<PersonResponse>(); // Write CSV headers based on the PersonResponse class
8. csvWriter.NextRecord();
10. List<PersonResponse> persons = \_db.Persons // Query persons from the database
11. .Include("Country")
12. .Select(temp => temp.ToPersonResponse()).ToList();
14. await csvWriter.WriteRecordsAsync(persons); // Write person data as CSV rows
16. memoryStream.Position = 0; // Reset the stream position
17. return memoryStream;
18. }
19. **Create Stream:** A MemoryStream is created to hold the CSV data.
20. **CSV Writer:** A CsvWriter is initialized, using the memory stream and specifying the culture info (to ensure consistent number and date formatting).
21. **Headers:** csvWriter.WriteHeader<PersonResponse>() writes the CSV header row using the property names of the PersonResponse class.
22. **Data Retrieval:** A LINQ query retrieves all Person entities along with their related Country information (eager loading).
23. **Data Writing:** csvWriter.WriteRecordsAsync(persons) writes each PersonResponse object as a row in the CSV file.
24. **Reset Stream Position:** The memoryStream.Position is reset to the beginning so that the controller action can read the entire CSV content.

**Best Practices**

* **Choose the Right Library:** CsvHelper is a great choice, but explore other libraries if you have specific requirements (e.g., FastCsvParser for large files).
* **Streaming:** For large datasets, consider streaming the CSV generation process to avoid loading all data into memory at once.
* **Customization:** Customize the CSV format (delimiter, headers, etc.) as needed.
* **Error Handling:** Handle potential errors during CSV generation (e.g., invalid data).
* **Security:** If you are including sensitive information in the CSV, consider encryption or other security measures.

***Key Points to Remember***

**Entity Framework Core (EF Core)**

* **Purpose:** Object-Relational Mapper (ORM) that simplifies database interaction in .NET.
* **Core Concepts:**
  + **DbContext:** A session with the database, tracks changes, handles queries.
  + **DbSet<T>:** Represents a collection of a specific entity type.
  + **Entities:** C# classes that model your database tables.
  + **Mapping:** Defines how entities and database tables/columns correspond.
  + **LINQ Queries:** Query the database using C#.
  + **Change Tracking:** EF Core tracks changes to entities for efficient updates.
  + **Migrations:** Manages changes to your database schema over time.

**EF Core Approaches**

* **Code First:** Define your model with C# classes, EF Core creates the database.
* **Database First:** Start with an existing database, EF Core generates entity classes.

**Fluent API**

* **Purpose:** Alternative to data annotations for configuring the model in code.
* **Key Methods:**
  + modelBuilder.Entity<T>(): Configures an entity.
  + ToTable(), HasKey(), HasAlternateKey(): Table and key configuration.
  + Property(): Configures a property's column name, type, constraints, etc.
  + HasOne(), WithMany(): Configures relationships.
  + HasIndex(), HasCheckConstraint(): Creates indexes and constraints.

**Relationships**

* **Types:** One-to-one, one-to-many, many-to-many.
* **Navigation Properties:** Properties in your entities that reference related entities.
* **Foreign Keys:** Define using [ForeignKey], fluent API, or convention.
* **LINQ Queries:** Use navigation properties for querying related data.
* **Include():** Eagerly load related entities in a single query.

**Code First Migrations**

* **Purpose:** Manage database schema changes as your model evolves.
* **Commands (Package Manager Console):**
  + Add-Migration "Name": Creates a new migration.
  + Update-Database: Applies pending migrations to the database.
  + Remove-Migration: Reverts the last migration.

**Seed Data**

* **Purpose:** Populate the database with initial data.
* **HasData() Method:** Used within OnModelCreating to seed data.

**Stored Procedures**

* **FromSqlRaw:** Executes a stored procedure and maps results to entities.
* **ExecuteSqlRaw:** Executes a stored procedure that doesn't return results.
* **Parameterization:** Always use parameters to prevent SQL injection.

**Async Operations**

* **ToListAsync(), FirstOrDefaultAsync(), SaveChangesAsync():** Asynchronous versions of common EF Core methods.
* **Benefits:** Improved scalability and responsiveness by avoiding blocking the main thread.

**Generating Files**

* **PDFs (e.g., Rotativa):**
  + Install the library.
  + Use ViewAsPdf to render a view as a PDF.
* **CSVs (e.g., CsvHelper):**
  + Install the library.
  + Use CsvWriter to write data to a CSV file or stream.

**Best Practices**

* **Repository Pattern:** Consider using it to abstract data access logic.
* **Unit of Work Pattern:** Group multiple database operations into a single transaction.
* **Connection Resiliency:** Implement strategies to handle transient errors when connecting to the database.
* **Caching:** Cache query results where appropriate to improve performance.

**Interview Tips**

* **Concepts:** Explain the core concepts of EF Core and the benefits of using an ORM.
* **Relationships:** Demonstrate how to define and work with relationships between entities.
* **Migrations:** Discuss the importance of migrations for managing schema changes.
* **Best Practices:** Showcase your knowledge of best practices like using the repository pattern, asynchronous operations, and handling errors.

***Fluent Assertions***

Fluent Assertions is a .NET library that supercharges your unit tests by providing a more fluent, natural language syntax for assertions. Instead of using traditional, sometimes cryptic assertions like Assert.Equal or Assert.True, you write assertions that closely resemble how you would express expectations in plain English.

**Benefits of Fluent Assertions**

* **Readability:** Tests become more self-explanatory and easier to understand, even for developers who are not familiar with the codebase.
* **Maintainability:** Changes to the underlying code often result in more understandable test failures due to the descriptive nature of the assertions.
* **Rich API:** Offers a vast collection of assertion methods covering various scenarios (collections, strings, exceptions, and more), making it easier to write comprehensive tests.
* **Extensibility:** Allows you to create custom assertions for specific needs.

Important Fluent Assertions Methods with Examples

* **Basic Assertions:**

1. result.Should().Be(5); // result should be equal to 5
2. result.Should().NotBe(10); // result should not be equal to 10
3. result.Should().BeTrue(); // result should be true
4. result.Should().BeFalse(); // result should be false
5. result.Should().BeNull(); // result should be null
6. result.Should().NotBeNull(); // result should not be null

* **Collection Assertions:**

1. list.Should().HaveCount(3); // list should have 3 elements
2. list.Should().Contain("apple"); // list should contain "apple"
3. list.Should().OnlyContain(x => x > 0); // all elements in list should be greater than 0
4. list.Should().BeEquivalentTo(new[] { 1, 2, 3 }); // lists should contain the same elements (order doesn't matter)

* **String Assertions:**

1. name.Should().StartWith("John"); // name should start with "John"
2. name.Should().EndWith("Doe"); // name should end with "Doe"
3. name.Should().Contain("Middle"); // name should contain "Middle"
4. name.Should().MatchRegex(@"\d{3}-\d{3}-\d{4}"); // name should match a phone number pattern

* **Exception Assertions:**

1. Action act = () => someMethod();
2. act.Should().Throw<ArgumentException>(); // should throw ArgumentException
3. act.Should().Throw<Exception>()
4. .WithMessage("Invalid operation"); // should throw an exception with a specific message

* **Type Assertions:**

1. object obj = new Person();
2. obj.Should().BeOfType<Person>(); // obj should be of type Person
3. obj.Should().BeAssignableTo<object>(); // obj should be assignable to object

AutoFixture

AutoFixture is another powerful library that helps with unit testing by automatically generating test data for your classes. It saves you time and effort in creating complex objects for your tests, especially when dealing with objects that have many properties or nested objects.

**Benefits of AutoFixture**

* **Test Data Generation:** Easily create instances of your classes with sensible default values for properties.
* **Customization:** You can customize the generated data to fit specific test scenarios.
* **Reduced Boilerplate:** Eliminates the need to manually create test data for each test.

**Integrating AutoFixture with xUnit in ASP.NET Core**

1. **Install Package:** Add the AutoFixture.Xunit2 NuGet package to your test project.
2. **Use the [AutoData] Attribute:** Decorate your test methods with [AutoData]. AutoFixture will automatically generate instances of the required types and pass them as arguments to your test methods.

**Example with AutoFixture**

1. public class PersonControllerTests
2. {
3. [Theory, AutoData] // AutoFixture will create a Person instance for the test
4. public void CreatePerson\_ValidPerson\_ReturnsOk(Person person, Mock<IPersonsService> mockPersonsService)
5. {
6. // ... (rest of your test)
7. }
8. }

***Mocking***

In unit testing, the goal is to test a specific unit of code (like a service class) in isolation from its dependencies. This helps you focus on the logic of the unit you're testing without worrying about external factors like database interactions or network calls. Mocking is a technique that enables this isolation.

Mocking involves creating substitute objects (mocks) that simulate the behavior of real dependencies. These mocks can be programmed to return specific data, throw exceptions, or track how they are used. This allows you to create controlled test scenarios and verify that your code interacts correctly with its dependencies.

***Moq***

Moq is a popular and intuitive mocking framework for .NET. It provides a fluent API to create mock objects easily.

**How Mocking Works Internally (with Moq)**

1. **Create a Mock:** You start by creating a mock object for the interface of the dependency you want to replace.
2. var mockPersonRepository = new Mock<IPersonsRepository>();
3. **Set Up Behavior:** You configure how the mock should behave when its methods are called. This typically involves specifying the return values, throwing exceptions, or verifying the arguments passed to the methods.
4. mockPersonRepository.Setup(repo => repo.GetAllPersons())
5. .ReturnsAsync(new List<Person> { /\* your test data \*/ });
6. **Inject the Mock:** You inject the mock object into the class you're testing, either through constructor injection or property injection.
7. **Exercise Your Code:** You call the methods of the class under test, which will interact with the mock object instead of the real dependency.
8. **Verify Interactions:** You use Moq's verification features to check if the mock's methods were called as expected and with the correct parameters.

**Code:**

1. // PersonsServiceTest.cs (Constructor)
2. public PersonsServiceTest(ITestOutputHelper testOutputHelper)
3. {
4. \_fixture = new Fixture(); // AutoFixture for test data generation
6. \_personRepositoryMock = new Mock<IPersonsRepository>();
7. \_personsRepository = \_personRepositoryMock.Object; // Get the mock object
9. // Create a mock DbContext using EntityFrameworkCoreMock
10. var dbContextMock = new DbContextMock<ApplicationDbContext>(
11. new DbContextOptionsBuilder<ApplicationDbContext>().Options
12. );
14. // Mock the Countries DbSet with initial data
15. dbContextMock.CreateDbSetMock(temp => temp.Countries, new List<Country> { });
17. // Mock the Persons DbSet with initial data
18. dbContextMock.CreateDbSetMock(temp => temp.Persons, new List<Person> { });
20. //Create services based on mocked DbContext object
21. \_countriesService = new CountriesService(dbContextMock.Object);
22. \_personService = new PersonsService(\_personsRepository); // Pass the mocked repository to your service
24. \_testOutputHelper = testOutputHelper;
25. }

This code:

1. Creates mock objects for the IPersonsRepository interface and the ApplicationDbContext class.
2. Uses EntityFrameworkCoreMock to configure mock DbSet objects.
3. Initializes your services, passing the mock repository (\_personsRepository) to your PersonsService.
4. //Example of setting up a mock method
5. \_personRepositoryMock
6. .Setup(temp => temp.AddPerson(It.IsAny<Person>()))
7. .ReturnsAsync(person);

This code configures the mock repository to return the person object whenever the AddPerson method is called with any Person object.

**Best Practices**

* **Focus on Behavior:** Mock only the interactions you need to control in your test. Avoid over-mocking.
* **Loose Coupling:** Design your classes with dependency injection in mind, making it easy to swap out real dependencies for mocks.
* **Verification (Optional):** Use Verify to ensure that your code interacts with the mock as expected.
* **Readability:** Strive for clear and expressive setup and verification code.

**Things to Avoid**

* **Mocking Everything:** Don't mock classes that you are testing directly. The goal is to isolate the unit under test, not eliminate all dependencies.
* **Excessive Setup:** Avoid overly complex setups that obscure the intent of your tests.
* **Verifying Implementation Details:** Focus on verifying behavior, not specific implementation details.

***Integration Tests***

While unit tests focus on individual units in isolation, integration tests examine how different parts of your application work together. In ASP.NET Core MVC, this typically involves testing the interaction between controllers, views, services, and sometimes even external dependencies like databases or APIs.

**Why Integration Tests Matter**

* **Real-World Scenarios:** Integration tests simulate real user interactions, revealing potential issues that might not be caught by unit tests.
* **End-to-End Testing:** They help you verify that the entire flow of a request, from routing to model binding, validation, service calls, and view rendering, works correctly.
* **Database Interaction Testing:** Integration tests can test how your application interacts with a real (or in-memory) database, ensuring data persistence and retrieval are accurate.
* **Confidence in Deployment:** A strong suite of integration tests boosts your confidence when deploying your application, reducing the likelihood of unexpected errors in production.

**Key Elements of Integration Tests with xUnit**

* **Test Server:** You create a test server instance using a custom WebApplicationFactory, which allows you to simulate your application's behavior in a test environment.
* **HTTP Client:** You use an HttpClient to send HTTP requests to the test server, mimicking how a real client (like a browser) would interact with your application.
* **Assertions:** Use assertions (e.g., from FluentAssertions or xUnit's built-in assertions) to validate the responses received from the server.

**Best Practices**

* **Focus on Integration:** Test the interactions between components, not the isolated behavior of individual units.
* **Database:**
  + **In-Memory:** Use an in-memory database (e.g., UseInMemoryDatabase) for faster tests and data isolation.
  + **Real Database (Optional):** For more realistic testing, use a test database with a separate schema or dataset.
* **Test Environment:** Configure your test server to use a "Test" environment to avoid accidentally affecting your development or production databases.
* **Clean Up:** If you're using a real database, ensure you clean up the test data after each test or test class to maintain data consistency.
* **Avoid External Dependencies:** If your application relies on external APIs or services, consider mocking or stubbing them for integration tests to avoid network dependencies and keep tests fast and reliable.
* **Clear Test Names:** Use descriptive names that explain the purpose and expected behavior of each test.

**Code**

**CustomWebApplicationFactory:**

1. public class CustomWebApplicationFactory : WebApplicationFactory<Program>
2. {
3. protected override   1. github.com
4. github.com
5. void ConfigureWebHost(IWebHostBuilder builder)
6. {
7. base.ConfigureWebHost(builder);
9. builder.UseEnvironment("Test");   1. www.nuget.org
10. www.nuget.org
11. // Set the environment to "Test"
13. builder.ConfigureServices(services => {
14. // Replace the default DbContext configuration with an in-memory database
15. var descriptor = services.SingleOrDefault(temp => temp.ServiceType == typeof(DbContextOptions<ApplicationDbContext>));
17. if (descriptor != null)
18. {
19. services.Remove(descriptor);   1. github.com
20. MIT github.com
22. }
23. services.AddDbContext<ApplicationDbContext>(options =>
24. {
25. options.UseInMemoryDatabase("DatbaseForTesting");   1. github.com
26. github.com
28. });
29. });
30. }
31. }

This class sets up a customized WebApplicationFactory for your integration tests:

1. **Inherits from WebApplicationFactory<Program>:** This base class provides the core functionality for creating a test server instance.
2. **ConfigureWebHost Override:** You override this method to customize the configuration of the test server.
3. **UseEnvironment("Test"):** Sets the ASPNETCORE\_ENVIRONMENT variable to "Test", ensuring that the application loads any test-specific configuration settings from appsettings.Test.json.
4. **ConfigureServices:** Replaces the default database context configuration with an in-memory database provider for testing.

**PersonsControllerIntegrationTest:**

1. public class PersonsControllerIntegrationTest : IClassFixture<CustomWebApplicationFactory>
2. {
3. private readonly HttpClient \_client;   1. github.com
4. github.com

7. // Constructor injection of the custom factory
8. public PersonsControllerIntegrationTest(CustomWebApplicationFactory factory)
9. {
10. \_client = factory.CreateClient(); // Create an HttpClient to interact with the test server
11. }
13. #region Index
15. [Fact]
16. public async Task Index\_ToReturnView()
17. {
18. // Act: Send a GET request to the "/Persons/Index" endpoint
19. HttpResponseMessage response = await \_client.GetAsync("/Persons/Index");
21. // Assert:
22. // 1. Check if the response was successful (status code 2xx)
23. response.Should().BeSuccessful();
25. // 2. Read the response content as a string
26. string responseBody = await response.Content.ReadAsStringAsync();
28. // 3. Parse the HTML content using HtmlAgilityPack
29. HtmlDocument html = new HtmlDocument();
30. html.LoadHtml(responseBody);
31. var document = html.DocumentNode;
33. // 4. Assert that the response contains a table with the class "persons"
34. document.QuerySelectorAll("table.persons").Should().NotBeNull();
35. }
37. #endregion
38. }

This test class uses the custom CustomWebApplicationFactory to create a test server instance.

1. **IClassFixture<CustomWebApplicationFactory>:** This interface tells xUnit to create a single instance of CustomWebApplicationFactory and share it among all tests in this class. This ensures that the test server is created only once, improving performance.
2. **Constructor Injection:** The constructor receives the factory and uses it to create an HttpClient that can send requests to the test server.
3. **Index\_ToReturnView Test:**
   * **Act:** Sends a GET request to the Persons/Index endpoint.
   * **Assert:**
     + Checks if the response status code indicates success (2xx).
     + Parses the HTML response body using HtmlAgilityPack.
     + Asserts that the response contains a <table> element with the class "persons". This verifies that the Index view is rendering correctly.

**Notes**

* **Purpose:** Integration tests verify interactions between components, not isolated unit behavior.
* **Test Server:** Use WebApplicationFactory to create a test server instance.
* **In-Memory Database:** Use an in-memory database for testing to isolate data and improve speed.
* **Test Environment:** Set the environment to "Test" for test-specific configurations.
* **Clean Up:** Ensure proper cleanup of test data (especially if using a real database).
* **Mocking:** Consider mocking external dependencies for faster and more reliable tests.

***Key Points to Remember***

**xUnit Advanced Topics**

* **[Theory] and [InlineData]:**
  + [Theory] marks a test method that should be executed with multiple data sets.
  + [InlineData(...)] provides the data sets to use for the test.
* **[ClassFixture]:**
  + Shares a fixture instance (e.g., a test database connection) across all tests in a class.
  + Improves performance by avoiding redundant setup/teardown.
* **Custom Assertions:** Create your own assertions by extending the Xunit.Assert class.
* **Test Collections:** Group related tests using [Collection] and [CollectionDefinition] attributes.
* **Parallelization:** xUnit can run tests in parallel to improve execution speed.

**Mocking (Moq)**

* **Purpose:** Isolate the unit under test by simulating the behavior of dependencies.
* **Key Methods:**
  + Setup(expression): Configures how a mock method should behave.
  + Returns(value) or ReturnsAsync(value): Specifies the return value.
  + Throws(exception) or ThrowsAsync(exception): Simulates an exception being thrown.
  + Verify(expression, times): Ensures a method was called the expected number of times.
* **Best Practices:**
  + Mock only what's necessary.
  + Design for dependency injection.
  + Use clear and expressive setup and verification code.

**AutoFixture**

* **Purpose:** Automatically generates test data for your classes.
* **Key Features:**
  + [AutoData] attribute: Provides auto-generated instances to your test methods.
  + Customization: Control how data is generated using customizations and builders.
* **Benefits:**
  + Saves time writing test data.
  + Encourages testing with a variety of inputs.

**FluentAssertions**

* **Purpose:** Provides a more fluent and readable syntax for assertions.
* **Key Features:**
  + Method chaining for expressive assertions (e.g., result.Should().Be(5);)
  + Rich API with assertions for various scenarios (collections, exceptions, strings, etc.).

**Repository Implementation & Unit Testing**

* **Purpose:** Repositories handle data access logic (interaction with the database).
* **Interfaces:** Define interfaces (e.g., IPersonsRepository) to abstract data access and facilitate mocking.
* **Unit Tests:**
  + Focus on testing the repository's logic in isolation.
  + Use mocks for database interactions.
  + Cover all CRUD operations and edge cases.

**Controller Unit Testing**

* **Purpose:** Test controller actions and their interactions with services and models.
* **Mock Services:** Use mocks to isolate controllers from external dependencies.
* **Test Scenarios:**
  + Verify correct action results are returned (views, JSON data, redirects, etc.).
  + Check if the controller interacts with services as expected.
  + Test model validation and error handling.

**Integration Tests**

* **Purpose:** Test how multiple components (controllers, views, services, and sometimes even a real database) work together.
* **WebApplicationFactory:** Create a test server instance to simulate real requests.
* **HttpClient:** Use an HTTP client to send requests to the test server.
* **In-Memory Database:** Often use an in-memory database for testing.
* **Test Environment:** Set the ASPNETCORE\_ENVIRONMENT to "Test" for test-specific configuration.

**Interview Tips**

* **Demonstrate Understanding:** Explain the purpose and benefits of each tool and technique.
* **Code Examples:** Be prepared to write or analyze code snippets showcasing these concepts.
* **Best Practices:** Discuss the best practices for each topic and common pitfalls to avoid.
* **Real-World Scenarios:** Connect these concepts to real-world testing challenges and how you would solve them.

#### Logging in ASP.NET Core

Logging is an indispensable tool for monitoring, troubleshooting, and gaining insights into your ASP.NET Core application's behavior. It serves as a window into your application's runtime events, allowing you to track everything from routine operations to critical errors.

#### *ILogger*

At the core of ASP.NET Core's logging infrastructure is the ILogger interface. It provides a standardized way to emit log messages, warnings, errors, and other diagnostic information from your application code. Let's explore its key aspects:

**1. Abstraction**

* **Flexibility:** ILogger is an interface, meaning you can plug in various logging providers (e.g., console, file, database, cloud-based services) without changing your application code.
* **Adaptability:** This abstraction layer allows you to switch logging providers or modify their configurations seamlessly, adapting to different deployment environments or monitoring needs.

**2. Log Levels**

* **Severity Categories:** ILogger supports a hierarchy of log levels, representing the severity of log events:
  + Trace: Very fine-grained, detailed diagnostic events. Usually only enabled during development or for in-depth troubleshooting.
  + Debug: Debugging information that's less verbose than trace-level logs.
  + Information: Informational messages about normal application behavior.
  + Warning: Events that might indicate potential issues but don't necessarily disrupt the application.
  + Error: Errors or exceptions that have occurred and might impact the user experience.
  + Critical: Critical errors or failures that require immediate attention.
* **Filtering:** You can configure logging providers to filter out log messages based on their level. This helps control the amount of log data generated, ensuring that only relevant information is recorded.

**3. Structured Logging**

* **Beyond Plain Text:** Structured logging goes beyond simple text messages by incorporating key-value pairs (properties) into your log events.
* **Enhanced Analysis:** This structure makes it significantly easier to filter, search, and analyze log data using tools like Seq or Elasticsearch.
* **Example:** Instead of logging "User 'JohnDoe' logged in", you can log an event with properties:
  + EventName: "UserLogin"
  + UserName: "JohnDoe"

**4. Dependency Injection**

* **Seamless Access:** You typically acquire an ILogger instance using dependency injection. This allows the DI container to provide the correct implementation based on your configuration.
* **Controller Example:**

1. public class PersonsController : Controller
2. {
3. private readonly ILogger<PersonsController> \_logger; // Injected logger
5. public PersonsController(ILogger<PersonsController> logger)
6. {
7. \_logger = logger;
8. }
9. }

* **Generic Type Argument:** The generic type parameter (e.g., ILogger<PersonsController>) specifies the category name for the logger, which is often the class name where the logger is being used. This allows you to configure logging levels and filtering rules for specific parts of your application.

#### *Logging Configuration*

* **appsettings.json:** The default configuration file where you specify your logging preferences.
* **LogLevel Section:** Within the Logging section, you control the minimum log levels for different categories and providers.

1. // appsettings.json
2. {
3. "Logging": {
4. "LogLevel": {
5. "Default": "Information", // Default log level for most categories
6. "Microsoft.AspNetCore": "Warning" // More specific setting for ASP.NET Core logs
7. }
8. }
9. }

* **Filtering:** Use the Filter section to define more granular rules for excluding or including specific categories or log levels.

#### *Logging Providers*

* **Built-in Providers:** ASP.NET Core includes several logging providers out of the box:
  + Console: Logs to the console.
  + Debug: Logs to the Visual Studio debugger output window.
  + EventSource: Logs structured events for consumption by Event Tracing for Windows (ETW).
  + EventLog (Windows only): Logs to the Windows Event Log.
* **Third-Party Providers:**
  + **Serilog:** A highly recommended option for its powerful structured logging capabilities and extensive collection of sinks (output targets).
  + **NLog, log4net:** Other well-established logging frameworks.

#### HTTP Logging

ASP.NET Core provides built-in middleware for logging HTTP requests and responses. This is useful for:

* **Troubleshooting:** Tracking the flow of requests and responses.
* **Performance Analysis:** Identifying slow requests or bottlenecks.
* **Security Audits:** Logging request details for security analysis.
* **UseHttpLogging() Middleware:**
  + **Purpose:** Adds middleware to the pipeline to log HTTP request and response information.
  + **Placement:** Add this middleware early in your Program.cs to capture all subsequent requests.
* **HttpLoggingOptions:**
  + **Purpose:** Allows you to customize what gets logged.
  + **Key Options:**
    - LoggingFields: Control which fields are logged (e.g., request path, method, status code, headers).
    - RequestHeaders, ResponseHeaders: Specify which headers to include.

**Code Example: Program.cs**

1. if (builder.Environment.IsDevelopment())
2. {
3. app.UseDeveloperExceptionPage();
4. }
6. app.UseHttpLogging(); // Enable HTTP logging
8. // ... other middleware and routing ...

* **UseDeveloperExceptionPage():** This middleware is used in development environments to display a detailed error page when exceptions occur.
* **UseHttpLogging():** This middleware enables basic HTTP logging.

#### *Controller*

In your PersonsController:

* **ILogger<PersonsController> \_logger:** The controller receives an ILogger instance through constructor injection. The generic type PersonsController sets the category name for the logger, allowing you to configure logging behavior specifically for this controller.

**appsettings.json**

* **LogLevel Configuration:**
  + "Default": "Information": Sets the default log level for most categories to Information.
  + "Microsoft.AspNetCore": "Warning": Sets the log level for ASP.NET Core-related logs to Warning (meaning only warnings and more severe events will be logged for this category).

**Notes**

* **ILogger Interface:** The core of logging in ASP.NET Core.
* **Log Levels:** Use appropriate levels to categorize the severity of events.
* **Structured Logging:** Include key-value pairs for better analysis.
* **Configuration:** Control log levels and filtering in appsettings.json.
* **Providers:** Choose the right provider for your needs (e.g., Serilog for structured logging).
* **HTTP Logging:** Use UseHttpLogging() to track requests and responses.
* **Dependency Injection:** Obtain ILogger instances through DI.

#### *HTTP Logging*

ASP.NET Core offers built-in middleware to capture and record the intricacies of HTTP requests and responses. This treasure trove of information aids in:

* **Troubleshooting:** Tracing the path of requests and responses, unraveling potential issues and bottlenecks.
* **Performance Analysis:** Pinpointing sluggish requests or performance hurdles.
* **Security Scrutiny:** Preserving request details for meticulous security audits and threat detection.
* **UseHttpLogging() Middleware:**
  + **Function:** Injects middleware into the pipeline to capture and log HTTP request and response specifics.
  + **Strategic Placement:** Incorporate this middleware early in your Program.cs to comprehensively capture all incoming requests and their corresponding responses.
* **HttpLoggingOptions:**
  + **Customization Power:** A gateway to fine-tuning your HTTP logging experience.
  + **Key Options:**
    - LoggingFields: Precisely control which data points are logged (e.g., request path, method, status code, headers).
    - RequestHeaders, ResponseHeaders: Dictate which specific headers are included in the logs.

**Code Walkthrough: Program.cs**

1. // Program.cs
3. // ...
5. builder.Host.UseSerilog((HostBuilderContext context, IServiceProvider services, LoggerConfiguration loggerConfiguration) => {
7. loggerConfiguration
8. .ReadFrom.Configuration(context.Configuration)   1. github.com
9. github.com
10. // Extracts logging configuration from appsettings.json
11. .ReadFrom.Services(services); // Injects services (like IWebHostEnvironment) into Serilog's context for enriching logs
12. } );
14. // ...
16. var app = builder.Build();
18. app.UseSerilogRequestLogging(); // Enable Serilog's request logging middleware
20. if (builder.Environment.IsDevelopment())
21. {
22. app.UseDeveloperExceptionPage();
23. }
25. app.UseHttpLogging(); // Enable basic HTTP logging
27. // ...

* **UseSerilog() (Host Level):** Configures Serilog as the logging provider for the application, reading settings from appsettings.json and injecting services.
* **UseSerilogRequestLogging():** Enables Serilog's request logging middleware to capture detailed information about HTTP requests.
* **UseDeveloperExceptionPage():** This middleware is tailored for development environments, presenting a detailed error page when exceptions arise, facilitating efficient debugging.
* **UseHttpLogging():** Activates basic HTTP logging functionality.

**Controller: Leveraging the Injected Logger**

In your PersonsController:

* **ILogger<PersonsController> \_logger;:** An instance of ILogger is gracefully injected into the controller via its constructor. The type parameter PersonsController designates the category for log messages emitted from this controller, enabling tailored configuration.

**appsettings.json**

* **LogLevel Configuration:**
  + "Default": "Information": Establishes the baseline log level as "Information" for the majority of categories.
  + "Microsoft.AspNetCore": "Warning": Fine-tunes the log level for ASP.NET Core-related messages to "Warning," capturing only warnings and events of higher severity for this category.

#### Key Points to Remember

**Logging in ASP.NET Core**

* **ILogger Interface:** The foundation for structured logging in ASP.NET Core. Provides methods for logging messages at different levels (Trace, Debug, Information, Warning, Error, Critical).
* **Dependency Injection:** Obtain ILogger instances through constructor injection in your classes (controllers, services, etc.).
* **Configuration:** Control log levels and filtering rules in appsettings.json (or other configuration sources).
* **Logging Providers:**
  + **Built-in:** Console, Debug, EventSource, EventLog (Windows only).
  + **Third-party:** Serilog, NLog, log4net.

**Serilog: Structured Logging Powerhouse**

* **Benefits:**
  + **Structured Logging:** Log events as key-value pairs for easier searching and filtering.
  + **Flexibility:** Supports various sinks (output targets) and is highly extensible.
* **Key Concepts:**
  + **Sinks:** Destinations for your logs (console, file, database, Seq, etc.).
  + **Enrichers:** Add context to your log events (e.g., user ID, machine name).
  + **IDiagnosticContext:** Attach temporary properties to log events (e.g., transaction IDs).
  + **Serilog Timings:** Measure and log the duration of operations.

**Important Serilog Components**

* **File Sink:** Writes logs to text files, supports rolling files.
* **Database Sink:** Stores logs in a relational database.
* **Seq Sink:** Sends logs to Seq, a centralized log management platform.
* **RequestId Enricher:** Adds a unique request ID to each log event.

**Code Snippets**

* **Configuring Serilog in Program.cs:**

1. builder.Host.UseSerilog((ctx, services, config) => config
2. .ReadFrom.Configuration(ctx.Configuration)
3. .ReadFrom.Services(services));

* **Logging in a Controller:**

1. \_logger.LogInformation("User {UserName} logged in", user.UserName);

**Best Practices**

* **Choose Wisely:** Select the right logging provider(s) for your needs.
* **Configure Sensibly:** Adjust log levels based on the environment.
* **Structured Logging:** Embrace structured logging for powerful analysis.
* **Sensitive Data:** Never log sensitive information directly.
* **Centralized Logging:** Use a centralized log management system like Seq for better insights.
* **Performance:** Be mindful of logging overhead, especially in production.

**Interview Tips**

* **Explain the Why:** Articulate the benefits of logging and the problems it solves.
* **Structured Logging:** Highlight the advantages of structured logging over plain text logging.
* **Serilog:** Showcase your knowledge of Serilog's features and sinks.
* **Best Practices:** Discuss the importance of proper configuration, security considerations, and performance optimization in logging.

***Filters in ASP.NET Core MVC***

Filters are powerful components in ASP.NET Core MVC that allow you to intercept and execute code before, after, or even around the execution of your controller actions or Razor Pages. They provide a clean and modular way to implement cross-cutting concerns like:

* **Authentication:** Verifying user identities before granting access to certain actions.
* **Authorization:** Checking if a user is authorized to perform a specific action.
* **Caching:** Caching responses to improve performance.
* **Error Handling:** Handling exceptions and generating appropriate error responses.
* **Logging:** Recording information about requests and responses.
* **Action Filtering:** Modifying action parameters or results.

**Purpose of Filters**

* **Encapsulation:** Filters encapsulate reusable logic that can be applied to multiple actions or controllers, reducing code duplication and promoting maintainability.
* **Clean Separation:** They help keep your controller actions focused on their core responsibility of handling requests and generating responses, while delegating cross-cutting concerns to filters.
* **Extensibility:** ASP.NET Core MVC provides a framework for creating custom filters tailored to your application's specific needs.

**Best Practices**

* **Choose the Right Filter Type:** Select the appropriate filter type (action, authorization, resource, exception, result) based on the desired interception point and the kind of logic you want to implement.
* **Dependency Injection (DI):** Leverage DI to inject services and dependencies into your filters, ensuring loose coupling and testability.
* **Keep Filters Small and Focused:** Each filter should have a single, well-defined responsibility. Avoid putting too much logic into a single filter.
* **Consider Performance:** Be mindful of the potential performance impact of filters, especially if you have many filters or complex logic within them.
* **Order Matters:** The order in which filters are executed is important. Understand the default order and how to customize it using the Order property if necessary.

***Action Filters***

Action filters, implemented using the IActionFilter interface, are invoked before and after an action method executes. They provide hooks where you can:

* **Pre-Action Logic (OnActionExecuting):**
  + Inspect and modify the action arguments or the ActionExecutingContext object.
  + Short-circuit the action execution (e.g., by setting the Result property of the context).
* **Post-Action Logic (OnActionExecuted):**
  + Inspect and modify the action result or the ActionExecutedContext object.
  + Log information about the action's execution.

**ViewData in Action Filters**

While not as common as using strongly typed models or view models, you can use the ViewData dictionary within action filters to pass additional data to your views.

* **Setting Values:** In the OnActionExecuting method, you can add data to the ViewData dictionary using context.Controller.ViewData["key"] = value.
* **Accessing in Views:** This data will then be available in the corresponding view.

**Serilog Structured Logging in Filters**

Serilog, with its emphasis on structured logging, integrates seamlessly with filters, allowing you to capture valuable contextual information about the action's execution.

* **Inject ILogger:** Use dependency injection to get an ILogger instance in your filter.
* **Log Messages:** Use \_logger.LogInformation, \_logger.LogWarning, etc., to log messages with structured data (key-value pairs).

**Code Explanation**

1. // PersonsListActionFilter.cs (Action Filter)
2. public class PersonsListActionFilter : IActionFilter
3. {
4. private readonly ILogger<PersonsListActionFilter> \_logger; // Injected logger
6. public PersonsListActionFilter(ILogger<PersonsListActionFilter> logger)
7. {
8. \_logger = logger;
9. }
11. public void OnActionExecuted(ActionExecutedContext
12. context)
13. {
14. \_logger.LogInformation("PersonsListActionFilter.OnActionExecuted method");
15. }
17. public void OnActionExecuting(ActionExecutingContext context)
18. {
19. \_logger.LogInformation("PersonsListActionFilter.OnActionExecuting method");
21. }
22. }

In this action filter:

1. **ILogger Injection:** The constructor receives an ILogger instance through dependency injection. The generic type parameter PersonsListActionFilter specifies the category name for the logger, allowing for targeted configuration.
2. **OnActionExecuting and OnActionExecuted:**
   * These methods are called before and after the action method executes, respectively.
   * In this simple example, they just log informational messages using the injected logger.

**Applying the Filter**

You can apply this filter in a few ways:

* **Globally:** Register the filter in Program.cs (or Startup.cs) to apply it to all controllers and actions in your application.
* **Controller-Level:** Apply the [PersonsListActionFilter] attribute to your controller class to apply it to all actions within that controller.
* **Action-Level:** Apply the [PersonsListActionFilter] attribute to specific action methods to filter only those actions.

**Example Usage**

1. // PersonsController.cs
2. [Route("[controller]")]
3. [PersonsListActionFilter] // Apply the filter to the entire controller
4. public class PersonsController : Controller
5. {
6. // ... your actions ...
7. }

In this scenario, the PersonsListActionFilter will be executed before and after every action method within the PersonsController.

Remember that you can enhance this action filter by adding more meaningful logic to the OnActionExecuting and OnActionExecuted methods, such as:

* **OnActionExecuting:**
  + Checking authorization or authentication.
  + Validating or modifying action parameters.
  + Setting up logging context or other data.
* **OnActionExecuted:**
  + Logging the outcome of the action.
  + Modifying the action result (if needed).
  + Performing cleanup or other post-processing tasks.

***Filter Arguments***

Filters often require additional data or configuration to perform their tasks effectively. You can provide this information through *filter arguments*.

* **How to Pass Arguments:**
  + When applying a filter using the [TypeFilter] or [ServiceFilter] attributes, you can specify an Arguments property, which takes an array of objects.
* **Example:**

1. [TypeFilter(typeof(ResponseHeaderActionFilter), Arguments = new object[] { "My-Key-From-Action", "My-Value-From-Action", 1 })]

In this example, the ResponseHeaderActionFilter receives three arguments: a key, a value, and an order number.

***Global Filters***

Global filters are applied to all controllers and actions in your ASP.NET Core MVC application. They are useful for implementing cross-cutting concerns that need to be enforced consistently throughout your application.

* **How to Register Global Filters:**
  + In Program.cs (or Startup.cs in older versions), add your filter to the Filters collection within the MvcOptions configuration:
  + builder.Services.AddControllersWithViews(options => {
  + // ...
  + // Registering a global filter
  + options.Filters.Add(new ResponseHeaderActionFilter(logger, "My-Key-From-Global", "My-Value-From-Global", 2));
  + });
* **Example:**
  + A global authorization filter that requires users to be authenticated for all actions except those explicitly marked with [AllowAnonymous].
  + A global exception filter that logs all unhandled exceptions.

**Custom Order of Filters: Controlling Execution Sequence**

By default, ASP.NET Core executes filters in a predefined order. However, you can customize this order to suit your application's needs.

* **Order Property:**
  + Both the [TypeFilter] and [ServiceFilter] attributes have an Order property that you can use to specify the execution order of your filter.
  + Filters with lower Order values are executed first.
* **IOrderedFilter Interface:**
  + For more fine-grained control over filter ordering, implement the IOrderedFilter interface in your filter class.
  + This interface requires you to implement the Order property, which returns an integer value representing the filter's order.

**Code Explanation**

Let's break down the relevant parts of your code:

**PersonsListActionFilter**

1. // ...
3. public void OnActionExecuting(ActionExecutingContext context)
4. {
5. // ...
7. if (context.ActionArguments.ContainsKey("searchBy"))
8. {
9. string? searchBy = Convert.ToString(context.ActionArguments["searchBy"]);

12. if (!string.IsNullOrEmpty(searchBy))
14. {
15. // ... (validation logic to ensure 'searchBy' is valid) ...
16. }
17. }
18. }
20. public void OnActionExecuted(ActionExecutedContext context)
21. {
22. // ...
24. // Accessing arguments passed to the action method using HttpContext.Items
25. IDictionary<string, object?>? parameters = (IDictionary<string, object?>?)context.HttpContext.Items["arguments"];
27. if (parameters != null)
28. {
29. // ... (logic to populate ViewData with the action arguments)
30. }
32. // ... (populating ViewBag.SearchFields) ...
33. }

* **OnActionExecuting:**
  + It stores the ActionArguments (parameters passed to the action) in HttpContext.Items so they can be accessed later in OnActionExecuted.
  + It also validates the searchBy parameter to ensure it's one of the allowed values.
* **OnActionExecuted:**
  + Retrieves the action arguments from HttpContext.Items.
  + Populates ViewData with the values of the action arguments (if present).
  + Sets up ViewBag.SearchFields with a dictionary of search options.

**ResponseHeaderActionFilter**

1. public class ResponseHeaderActionFilter : IActionFilter, IOrderedFilter
2. {
3. // ...
5. public int Order { get; } // Implementing IOrderedFilter
7. public ResponseHeaderActionFilter(ILogger<ResponseHeaderActionFilter> logger, string key, string value, int order)
8. {
9. // ...
10. Order = order; // Set the order of the filter
11. }
13. // ... (OnActionExecuting and OnActionExecuted methods)
14. }

* **IOrderedFilter Implementation:** This filter implements IOrderedFilter, allowing you to explicitly control its execution order.
* **Order Property:** The Order property is set in the constructor and determines the filter's position in the execution sequence.

**PersonsController**

1. [Route("[controller]")]
2. [TypeFilter(typeof(ResponseHeaderActionFilter), Arguments = new object[] { "My-Key-From-Controller", "My-Value-From-Controller", 3 }, Order
3. = 3)]
4. public class PersonsController : Controller
6. {
7. // ...
9. [Route("[action]")]
10. [Route("/")]
11. [TypeFilter(typeof(PersonsListActionFilter), Order = 4)] // Applied to Index action with Order = 4
12. [TypeFilter(typeof(ResponseHeaderActionFilter), Arguments = new object[] { "MyKey-FromAction", "MyValue-From-Action", 1 }, Order = 1)]
14. public async Task<IActionResult> Index(string searchBy, string? searchString, string sortBy = nameof(PersonResponse.PersonName), SortOrderOptions sortOrder = SortOrderOptions.ASC)
16. {
17. // ...
18. }
20. // ... (other actions) ...
21. }

* **Controller-level filter:** The ResponseHeaderActionFilter is applied at the controller level with Order = 3. It will be executed for all actions in this controller.
* **Action-level filters:** The Index action has two filters applied:
  + PersonsListActionFilter with Order = 4.
  + Another instance of ResponseHeaderActionFilter with Order = 1.

**Filter Execution Order**

For the Index action, the filters will be executed in the following order:

1. ResponseHeaderActionFilter (from action, Order = 1)
2. ResponseHeaderActionFilter (from controller, Order = 3)
3. PersonsListActionFilter (Order = 4)

**Notes**

* **ActionArguments vs. ViewData:**
  + ActionArguments represent the original input parameters to the action method.
  + ViewData is used to pass data from the controller (or filters) to the view.
* **HttpContext.Items:** This dictionary is a useful way to pass data between different middleware components or filters within the same request.
* **Serilog:** Use structured logging to capture valuable context information in your filters (e.g., action name, parameter values).
* **Testability:** Write unit tests for your filters to ensure they behave correctly in isolation.

***Asynchronous Filters***

In the realm of modern web development, asynchronous operations (e.g., database calls, API requests) are prevalent. ASP.NET Core MVC filters support asynchronous execution through the IAsyncActionFilter and IAsyncResultFilter interfaces. These interfaces allow you to perform asynchronous tasks within your filter logic, making your code more efficient and responsive.

* **IAsyncActionFilter:**
  + **Methods:**
    - OnActionExecutionAsync(ActionExecutingContext context, ActionExecutionDelegate next)
  + **Purpose:** Intercepts the action execution pipeline asynchronously.
  + **Notes:**
    - The next delegate now returns a Task that represents the execution of the rest of the filter pipeline and the action method.
    - You can await this task to wait for the subsequent operations to complete.
    - You can perform asynchronous tasks within the filter's logic and await their completion before or after calling next.
* **IAsyncResultFilter:**
  + **Methods:**
    - OnResultExecutionAsync(ResultExecutingContext context, ResultExecutionDelegate next)
  + **Purpose:** Intercepts the result execution pipeline asynchronously.
  + **Notes:**
    - Similar to IAsyncActionFilter, but it operates on the action result rather than the action itself.
    - You can use it for asynchronous tasks related to transforming or modifying the result before it's sent to the client.

***Short-Circuiting Action Filters***

Short-circuiting is a technique where an action filter can decide to terminate the filter pipeline early and directly return a result without invoking the action method or any subsequent filters. This can be useful for:

* **Validation:** If model validation fails, you can short-circuit and return a validation error response immediately.
* **Authentication/Authorization:** If a user isn't authenticated or authorized, you can short-circuit and return an appropriate response.
* **Caching:** If a cached response is available, you can short-circuit and return it directly.
* **How to Short-Circuit:**
  + In an IActionFilter, set the context.Result property to an IActionResult.
  + In an IAsyncResultFilter, set the context.Cancel property to true and provide a new context.Result.

**Code Explanation: PersonCreateAndEditPostActionFilter**

1. // PersonCreateAndEditPostActionFilter.cs (Async Action Filter)
2. public class PersonCreateAndEditPostActionFilter : IAsyncActionFilter
3. {
4. // ... (\_countriesService injection)
6. public async Task OnActionExecutionAsync(ActionExecutingContext context, ActionExecutionDelegate next)
7. {
8. // ... (potential before logic, not shown in this example)
10. if (context.Controller is PersonsController personsController)
11. {
12. if (!personsController.ModelState.IsValid)
13. {
14. // ... (Prepare countries for ViewBag) ...
15. // ... (Populate ViewBag.Errors with validation errors) ...
17. var personRequest = context.ActionArguments["personRequest"];
18. context.Result = personsController.View(personRequest); // Short-circuit
20. }
21. else
22. {
23. await next(); // Continue the pipeline if model is valid
24. }
25. }
26. else
27. {
28. await next();
29. }
31. // ... (potential after logic, not shown in this example)
32. }
33. }

In this code:

1. **IAsyncActionFilter Implementation:** The filter implements the IAsyncActionFilter interface for asynchronous operation.
2. **OnActionExecutionAsync:** This method is called asynchronously during the action execution pipeline.
3. **Controller Check:** It checks if the controller is of type PersonsController.
4. **Model State Validation:** If the ModelState is invalid, it prepares the necessary data for the view (ViewBag.Countries, ViewBag.Errors) and short-circuits the pipeline by setting context.Result to the View result with the original request data (personRequest).
5. **Continue Pipeline:** If the model state is valid or the controller is not PersonsController, it calls await next() to proceed with the action method and subsequent filters.

**Notes**

* **Async Filters:** Use IAsyncActionFilter or IAsyncResultFilter when you need to perform asynchronous tasks within your filters.
* **Short-Circuiting:** Use context.Result or context.Cancel to terminate the filter pipeline early if certain conditions are met.
* **HttpContext.Items:** This is a useful dictionary for passing data between middleware components or filters within the same request.
* **ActionArguments vs. ViewData:**
  + ActionArguments are the original input parameters passed to the action.
  + ViewData is used to pass additional data from the controller or filters to the view.
* **Testing:** Remember to write unit tests for your filters, including scenarios that test short-circuiting behavior.

**Result Filters**

Result filters, implemented by the IResultFilter or IAsyncResultFilter interfaces, are triggered just before and after the execution of an action result (the IActionResult returned by the action method). They give you the opportunity to:

* **Inspect and Modify the Result:** You can examine and potentially modify the result before it is sent to the client. This is useful for adding headers, transforming the result's content, or making other adjustments based on specific conditions.
* **Perform Post-Processing:** After the result has been executed (sent to the client), you can carry out tasks like logging or cleaning up resources.
* **IResultFilter:**
  + **Methods:** OnResultExecuting(ResultExecutingContext context) (before), OnResultExecuted(ResultExecutedContext context) (after)
  + **Synchronous execution:** Best suited for synchronous operations on the result.
* **IAsyncResultFilter:**
  + **Methods:** OnResultExecutionAsync(ResultExecutingContext context, ResultExecutionDelegate next)
  + **Asynchronous execution:** Enables asynchronous operations on the result using await.

**Resource Filters**

Resource filters, implementing IResourceFilter or IAsyncResourceFilter, are executed before and after model binding and action execution. They are ideal for tasks related to resource access and management.

* **Methods:**
  + IResourceFilter: OnResourceExecuting(ResourceExecutingContext context), OnResourceExecuted(ResourceExecutedContext context)
  + IAsyncResourceFilter: OnResourceExecutionAsync(ResourceExecutingContext context, ResourceExecutionDelegate next)
* **Common Use Cases:**
  + **Caching:** Implement caching logic to avoid unnecessary action execution.
  + **Performance Monitoring:** Measure the execution time of actions.
  + **Resource Cleanup:** Release resources acquired during action execution.

**Authorization Filters: Guarding Your Actions**

Authorization filters, implementing the IAuthorizationFilter interface, are responsible for determining whether a user is allowed to access a particular action method. They run before model binding and action execution.

* **Method:** OnAuthorization(AuthorizationFilterContext context)
* **Purpose:** Check authentication and authorization policies.
* **Short-Circuiting:** If authorization fails, you typically set context.Result to an appropriate result (e.g., 401 Unauthorized or a redirect to the login page).

Exception Filters

Exception filters, implemented through the IExceptionFilter interface, handle exceptions thrown during the execution of action methods or other filters.

* **Method:** OnException(ExceptionContext context)
* **Purpose:** Log exceptions, create custom error responses, or perform other error-handling tasks.
* **Short-Circuiting:** By setting context.ExceptionHandled = true and providing a new context.Result, you can prevent the exception from propagating further and control the error response sent to the client.

**Impact of Short-Circuiting**

* **Action Filters:** Short-circuiting an action filter prevents the action method and any subsequent action filters from executing. Control is transferred directly to the result execution pipeline.
* **Result Filters:** Short-circuiting a result filter bypasses the execution of any subsequent result filters. Control is returned to the previous filter or the MVC framework.
* **Resource Filters:** Short-circuiting a resource filter prevents the action method, action filters, and result filters from executing. The response is generated based on the IActionResult set in the context.Result.
* **Authorization Filters:** Short-circuiting an authorization filter prevents all subsequent steps in the pipeline, including model binding, action execution, and result execution.

**Code Explanation**

Let's analyze the filters in your code:

1. **TokenAuthorizationFilter:**
   * An authorization filter that checks for the presence and validity of an "Auth-Key" cookie.
   * If the cookie is missing or invalid, it short-circuits the pipeline and returns a 401 Unauthorized status code.
2. **HandleExceptionFilter:**
   * An exception filter that logs errors and, in development environments, returns a ContentResult with the exception message and a 500 Internal Server Error status code.
3. **FeatureDisabledResourceFilter:**
   * A resource filter that checks if a feature is disabled.
   * If disabled, it short-circuits the pipeline and returns a 501 Not Implemented status code.
4. **PersonsListResultFilter:**
   * A result filter that adds a "Last-Modified" header to the response after the action result has been executed.
5. **TokenResultFilter:**
   * A result filter that appends an "Auth-Key" cookie to the response before it is sent to the client.

**Notes**

* **Filter Types:** Understand the different filter types and when to use each one.
* **Async Filters:** Use async filters for asynchronous operations within your filter logic.
* **Short-Circuiting:** Use this technique to control the filter pipeline and return early responses.
* **Order of Execution:** Be aware of the default filter execution order and how to customize it using the Order property or IOrderedFilter.
* **Dependency Injection:** Utilize DI to inject services and dependencies into your filters.

***IAlwaysRunResultFilter***

The IAlwaysRunResultFilter interface inherits from the standard IResultFilter interface and introduces a crucial distinction: its methods (OnResultExecuting and OnResultExecuted) are **guaranteed to execute** even if another filter in the pipeline short-circuits the result. This makes it an indispensable tool for scenarios where you need to perform actions or modifications on the response regardless of whether the action method or other filters completed successfully.

**Notes:**

* **Inheritance:** IAlwaysRunResultFilter extends IResultFilter, inheriting its two methods:
  + OnResultExecuting(ResultExecutingContext context): Called before the action result is executed.
  + OnResultExecuted(ResultExecutedContext context): Called after the action result has been executed.
* **Guaranteed Execution:**
  + The core feature of IAlwaysRunResultFilter is that its methods are always invoked, even if:
    - An exception occurs in the action method or a previous filter.
    - Another filter short-circuits the pipeline by setting context.Cancel = true and providing a new context.Result.
    - The action method itself returns a result that short-circuits the pipeline (e.g., return new EmptyResult();).
* **Use Cases:**
  + **Logging:** Log the final outcome of the request, including any exceptions or short-circuited results.
  + **Response Modification:** Apply modifications to the response headers or content, even if the action was not executed.
  + **Cleanup:** Perform essential cleanup tasks or release resources, regardless of the action's success or failure.

**Code Explanation**

1. // PersonAlwaysRunResultFilter.cs
2. public class PersonAlwaysRunResultFilter : IAlwaysRunResultFilter
3. {
4. // (You might inject dependencies here if needed)
6. public void OnResultExecuted(ResultExecutedContext context)
7. {
8. // Logic to execute after the result has been executed (sent to the client)
9. }
11. public void OnResultExecuting(ResultExecutingContext context)
12. {
13. // Logic to execute before the result is executed
14. }
15. }

* **Empty Implementation:** In this example, the OnResultExecuted and OnResultExecuting methods are empty. You would replace these placeholders with your actual filter logic.

**Applying the Filter**

1. // PersonsController.cs (HttpPost Edit action)
2. [HttpPost]
3. [Route("[action]/{personID}")]
4. [TypeFilter(typeof(PersonCreateAndEditPostActionFilter))]
5. [TypeFilter(typeof(TokenAuthorizationFilter))]
6. [TypeFilter(typeof(PersonAlwaysRunResultFilter))]
8. // Apply the filter
9. public async Task<IActionResult> Edit(PersonUpdateRequest personRequest)
10. {
11. // ...
12. }

The PersonAlwaysRunResultFilter is applied to the Edit (POST) action method using the [TypeFilter] attribute.

**Example Scenarios**

1. **Logging the Final Response:** Even if an exception occurs within the action method or a previous filter, the OnResultExecuted method of PersonAlwaysRunResultFilter will still be called, allowing you to log the final status code and any error details.
2. **Adding Headers:** You could use OnResultExecuting to add custom headers to the response, ensuring they are included even if the action is short-circuited.
3. **Resource Cleanup:** If your action acquires resources (e.g., database connections, file handles), you can use OnResultExecuted to release them reliably, even if an exception occurs.

**Caveats**

* **Can't Change the Result:** While IAlwaysRunResultFilter guarantees execution, it cannot change the IActionResult once it has been set by another filter or the action method itself. Its primary purpose is to observe or modify the response or perform cleanup tasks.
* **Order:** IAlwaysRunResultFilter is executed at the very end of the result filter pipeline, after all other result filters, regardless of their specified order.

***Filter Overrides***

In ASP.NET Core MVC, filter overrides empower you to selectively disable or alter the behavior of filters on a per-action or per-controller basis. This granular control is essential for situations where you need to:

* **Bypass a Filter:** Skip the execution of a specific filter for a particular action or controller.
* **Modify Filter Behavior:** Change the arguments or settings of a filter for a specific action or controller.

**Key Mechanisms for Filter Overrides**

1. **[NonAction] Attribute:**
   * **Purpose:** Prevents a method from being treated as an action method by the MVC framework. This effectively bypasses all filters (action filters, result filters, etc.) that would otherwise be applied to the method.
   * **Usage:** Apply this attribute to methods within your controller that you don't want to be considered action methods.
2. **[SkipFilter] Attribute (Custom):**
   * **Purpose:** A custom attribute that allows you to skip the execution of a specific filter or a group of filters for a particular action or controller.
   * **Implementation:** In your code example, the SkipFilter attribute implements the IFilterMetadata interface, which is a marker interface used to identify filter attributes.
3. **Overriding Filter Arguments:**
   * **Purpose:** Modify the arguments passed to a filter for a specific action or controller.
   * **Mechanism:** When applying the filter attribute, provide the updated arguments.

**Code Explanation**

**SkipFilter Attribute**

1. // SkipFilter.cs
2. public class SkipFilter : Attribute, IFilterMetadata
3. {
4. }

This simple attribute acts as a marker that you can apply to actions or controllers to indicate that you want to skip specific filters.

**PersonAlwaysRunResultFilter with Override Logic**

1. // PersonAlwaysRunResultFilter.cs
2. public void OnResultExecuting(ResultExecutingContext context)
3. {
4. if (context.Filters.OfType<SkipFilter>().Any())
5. {
6. return; // Skip this filter if the SkipFilter attribute is present
7. }
9. // ... Your filter logic here ...
10. }

In this modified filter:

1. **Check for SkipFilter:** The OnResultExecuting method checks if the context.Filters collection contains any instances of the SkipFilter attribute.
2. **Skip if Present:** If SkipFilter is found, the filter's logic is bypassed by simply returning from the method.
3. **Execute Otherwise:** If SkipFilter is not present, the filter proceeds with its normal execution.

**Applying the SkipFilter Attribute**

1. // In your controller
2. [SkipFilter] // Skip specific filters for this action
3. public IActionResult SomeAction()
4. {
5. // ...
6. }

By applying the SkipFilter attribute to an action method, you instruct any filters that check for this attribute (like the modified PersonAlwaysRunResultFilter) to bypass their logic for that specific action.

**Notes**

* **[NonAction]:** Use to completely exclude a method from being treated as an action.
* **Custom Attributes:** Create custom attributes like SkipFilter to provide more fine-grained control over filter execution.
* **Override Arguments:** Modify filter behavior by providing different arguments when applying the filter attribute.
* **Flexibility:** Filter overrides allow you to adapt your filter pipeline to specific actions or controllers, enhancing your control and customization options.

***Service Filters***

Service filters, applied using the [ServiceFilter] attribute, offer a powerful mechanism for injecting dependencies directly into your filters. This is essential when your filters require access to services like loggers, configuration settings, or data repositories to perform their tasks effectively.

* **[ServiceFilter] Attribute:**
  + **Purpose:** Instructs ASP.NET Core MVC to resolve the filter instance from the dependency injection (DI) container.
  + **Usage:** Apply this attribute to controllers or actions, specifying the type of the filter you want to inject.
  + **Benefits:**
    - Promotes loose coupling and testability by allowing filters to receive their dependencies through constructor injection.
    - Enables you to manage filter lifetimes (transient, scoped, singleton) using the DI container.

**Filter Attribute Classes: Encapsulating Filter Metadata**

Filter attribute classes serve as a convenient way to package metadata about a filter and apply it declaratively to controllers or actions. They typically inherit from the Attribute class and implement one or more filter interfaces (e.g., IActionFilter, IAuthorizationFilter, etc.).

* **Purpose:**
  + Provide a concise and readable way to apply filters.
  + Encapsulate filter-specific settings or configurations within the attribute's properties.
* **Example:**

1. public class MyActionFilterAttribute : Attribute, IActionFilter
2. {
3. // Filter properties (e.g., configuration settings)
4. public string SomeSetting { get; set; }
6. // ... implementation of IActionFilter methods ...
7. }

***IFilterFactory Interface***

The IFilterFactory interface allows you to create filter instances dynamically at runtime, offering flexibility and customization beyond what's possible with simple attribute classes.

* **IsReusable Property:** Indicates whether the created filter instance can be reused across multiple requests (if true) or should be a new instance for each request (if false).
* **CreateInstance(IServiceProvider serviceProvider) Method:** This method is responsible for creating the actual filter instance. It receives an IServiceProvider which you can use to resolve dependencies from the DI container.

**Code Explanation**

Let's break down the relevant filter-related code in your examples:

**PersonsListActionFilter**

* This is a standard action filter (IActionFilter) that performs some logic before and after the action method executes.
* It utilizes an ILogger (injected through the constructor) for logging and modifies the ViewData in the OnActionExecuted method.

**ResponseHeaderFilterFactoryAttribute and ResponseHeaderActionFilter**

* **ResponseHeaderFilterFactoryAttribute:**
  + Implements the IFilterFactory interface.
  + IsReusable is set to false, meaning a new filter instance will be created for each request.
  + The CreateInstance method:
    1. Resolves the ResponseHeaderActionFilter from the DI container.
    2. Sets the Key, Value, and Order properties of the filter based on the attribute's constructor arguments.
    3. Returns the configured filter instance.
* **ResponseHeaderActionFilter:**
  + An async action filter (IAsyncActionFilter) that adds a custom header to the response after the action method executes.
  + Its Key, Value, and Order properties are set by the ResponseHeaderFilterFactoryAttribute.

**PersonsController (Filter Application)**

1. [Route("[action]")]
2. [Route("/")]
3. [ServiceFilter(typeof(PersonsListActionFilter), Order = 4)]
4. [ResponseHeaderFilterFactory("MyKey-FromAction", "MyValue-FromAction",  1)] // Using the filter factory
5. [TypeFilter(typeof(PersonsListResultFilter))]
6. [SkipFilter]
7. public async Task<IActionResult> Index(string searchBy, string? searchString, string sortBy = nameof(PersonResponse.PersonName), SortOrderOptions sortOrder = SortOrderOptions.ASC)
8. {
9. // ...
10. }

In the Index action:

* [ServiceFilter(typeof(PersonsListActionFilter))]: Applies the PersonsListActionFilter, resolving it from the DI container.
* [ResponseHeaderFilterFactory(...)]: Uses the filter factory to create and apply an instance of ResponseHeaderActionFilter with the specified arguments.
* [SkipFilter]: This custom attribute is used to skip specific filters that check for its presence (as demonstrated in a previous example).

**Notes**

* **ServiceFilter:** Use for filters that require dependencies from the DI container.
* **Filter Attribute Classes:** A convenient way to encapsulate filter metadata and apply filters declaratively.
* **IFilterFactory:** Enables dynamic filter creation and customization.
* **IsReusable:** Control whether filter instances are reused or created anew for each request.
* **CreateInstance:** Implement this method to create and configure your filter instances.

***Key Points to Remember***

**Filters - Core Concepts**

* **Purpose:** Intercept and execute code before, after, or around controller actions or Razor Pages.
* **Benefits:**
  + Modularize cross-cutting concerns (auth, logging, caching, etc.)
  + Clean separation of concerns
  + Reusability
  + Extensibility
* **Types:**
  + IActionFilter: Before and after action execution.
  + IAuthorizationFilter: Authorization checks before action execution.
  + IResourceFilter: Before and after model binding and action execution.
  + IExceptionFilter: Handles exceptions.
  + IResultFilter: Before and after action result execution.

**Key Filter Interfaces and Attributes**

* **IActionFilter, IAsyncResultFilter:** Intercept action execution (sync and async).
* **IAuthorizationFilter:** Perform authorization checks.
* **IResourceFilter, IAsyncResourceFilter:** Manage resource access and lifecycle (sync and async).
* **IExceptionFilter:** Handle exceptions gracefully.
* **IResultFilter, IAsyncResultFilter:** Work with the action result (sync and async).
* **IAlwaysRunResultFilter:** Guaranteed execution, even if other filters short-circuit.
* **[TypeFilter]:** Apply a filter by its type, with optional arguments.
* **[ServiceFilter]:** Resolve a filter from the DI container.

**Filter Overrides**

* **[NonAction]:** Exclude a method from being treated as an action (bypasses filters).
* **Custom Attributes:** Create your own attributes to skip or modify filter behavior.

**Filter Factories**

* **IFilterFactory Interface:** Create filter instances dynamically at runtime.
* **IsReusable Property:** Control whether the filter instance can be reused.
* **CreateInstance Method:** Implement to create and configure filter instances.

**Short-Circuiting**

* **Action Filters:** Set context.Result to bypass the action and subsequent filters.
* **Result Filters:** Set context.Cancel = true and provide a new context.Result.
* **Resource Filters:** Set context.Result to bypass action execution and result filters.
* **Authorization Filters:** Set context.Result to bypass the entire pipeline (including model binding).

**Best Practices**

* **Choose the Right Filter:** Select the appropriate filter type for your needs.
* **Dependency Injection:** Use DI to inject services into your filters.
* **Keep Filters Small and Focused:** Each filter should have a single responsibility.
* **Performance:** Be mindful of the potential performance impact of filters.
* **Order Matters:** Understand the default filter execution order and how to customize it.

**Interview Tips**

* **Explain Filter Types:** Clearly articulate the purpose and use cases for each filter type.
* **Short-Circuiting:** Demonstrate how and when to use short-circuiting effectively.
* **Custom Filters:** Be prepared to discuss scenarios where you would create custom filters and how you would implement them.
* **Filter Ordering:** Explain the default order and how to customize it if needed.
* **Best Practices:** Showcase your knowledge of filter best practices and common pitfalls.

#### *Error Handling in ASP.NET Core MVC*

Error handling is a crucial aspect of building robust and user-friendly web applications. In ASP.NET Core MVC, it involves gracefully handling exceptions, providing informative feedback to users, and ensuring the application continues to function smoothly even when unexpected errors occur.

#### *Exception Handling Middleware*

Exception handling middleware is a type of custom middleware in ASP.NET Core that catches exceptions thrown during the request processing pipeline. This middleware allows you to:

* **Centralize Error Handling:** Implement a single point where you can catch and handle exceptions from different parts of your application.
* **Custom Error Responses:** Generate appropriate error responses (HTML pages, JSON messages) for different types of exceptions.
* **Logging:** Log exceptions and their details for troubleshooting and analysis.

#### *Custom Exceptions*

In some scenarios, you might want to define your own custom exceptions to represent specific error conditions in your application. This allows you to:

* **Provide Context:** Include additional information in the exception object that helps you understand the root cause of the error.
* **Categorization:** Differentiate between different types of errors based on their exception types.
* **Error Handling Logic:** Implement custom logic in your exception handling middleware to respond to specific custom exceptions differently.

#### *UseExceptionHandler Middleware*

The UseExceptionHandler middleware is a built-in middleware component in ASP.NET Core that handles unhandled exceptions in your application. It provides a centralized way to control the error response sent to the client.

* **Custom Error Pages:** You can configure UseExceptionHandler to redirect to a specific error page or endpoint (e.g., /Error) when an exception occurs. This allows you to present a user-friendly error message or provide additional information to help users understand what happened.
* **Development vs. Production:** In development environments, you often use UseDeveloperExceptionPage to display a detailed error page with stack traces and other diagnostic information. In production, you should use UseExceptionHandler to hide those sensitive details and provide a more generic error message.

**Code Example**

1. // ExceptionHandlingMiddleware.cs
2. public class ExceptionHandlingMiddleware
3. {
4. private readonly RequestDelegate \_next;
5. private readonly ILogger<ExceptionHandlingMiddleware> \_logger;
6. // Injected logger
7. private readonly IDiagnosticContext \_diagnosticContext; // For enriching Serilog logs
9. // Constructor injection
10. public ExceptionHandlingMiddleware(RequestDelegate next, ILogger<ExceptionHandlingMiddleware> logger, IDiagnosticContext diagnosticContext)
12. {
13. \_next = next; // Represents the next middleware in the pipeline
14. \_logger = logger;
15. \_diagnosticContext = diagnosticContext;
16. }
18. public async Task Invoke(HttpContext httpContext)
19. {
20. try
21. {
22. await \_next(httpContext);
23. // Invoke the next middleware
24. }
25. catch (Exception ex)
26. {
27. // Log the inner exception if present, otherwise log the original exception
28. if (ex.InnerException != null)
29. {
30. \_logger.LogError("{ExceptionType} {ExceptionMessage}", ex.InnerException.GetType().ToString(), ex.InnerException.Message);
31. }
32. else
33. {
34. \_logger.LogError("{ExceptionType} {ExceptionMessage}", ex.GetType().ToString(), ex.Message);
36. }
38. // (Optional) You can customize the error response here
39. // httpContext.Response.StatusCode = 500;
40. // await httpContext.Response.WriteAsync("Error occurred");
42. throw; // Re-throw the exception for further handling (e.g., by UseExceptionHandler)
43. }
44. }
45. }
47. // Extension method for easy registration
48. public static class ExceptionHandlingMiddlewareExtensions
49. {
50. public static IApplicationBuilder UseExceptionHandlingMiddleware(this IApplicationBuilder builder)
51. {
52. return builder.UseMiddleware<ExceptionHandlingMiddleware>();
54. }
55. }

* **Purpose:** This custom middleware catches exceptions and logs them using Serilog.
* **Constructor Injection:** It receives the RequestDelegate (\_next), an ILogger, and an IDiagnosticContext (used for adding contextual information to Serilog logs) through constructor injection.
* **Invoke Method:**
  1. await \_next(httpContext);: Invokes the next middleware in the pipeline.
  2. try-catch Block: Catches any exceptions thrown during the execution of subsequent middleware or the action method.
  3. **Logging:** Logs the exception details using Serilog, including the exception type and message. If there's an inner exception, it logs that instead.
  4. **Re-throwing:** The throw; statement re-throws the exception, allowing it to be handled further up the pipeline, potentially by the UseExceptionHandler middleware.

**Program.cs**

1. // ... (other configuration) ...
3. var app = builder.Build();
5. if (app.Environment.IsDevelopment())
6. {
7. app.UseDeveloperExceptionPage(); // Detailed error page in development
8. }
9. else
10. {
11. app.UseExceptionHandler("/Error"); // Redirect to a custom error page in other environments
12. app.UseExceptionHandlingMiddleware(); // Use the custom exception handling middleware
13. }
15. // ... (other middleware and routing) ...

* **UseDeveloperExceptionPage():** This middleware is enabled only in the Development environment to provide detailed error information for debugging.
* **UseExceptionHandler("/Error"):** In non-development environments, this middleware redirects to the "/Error" endpoint (which you'll need to define in your controllers) when an unhandled exception occurs.
* **UseExceptionHandlingMiddleware():** This registers your custom exception handling middleware, which will catch and log exceptions before they reach UseExceptionHandler.

**Notes**

* **Centralized Error Handling:** Use exception handling middleware or UseExceptionHandler to create a single point for managing exceptions.
* **Environment-Specific Behavior:** Provide detailed error information in development, but use generic error pages in production for security.
* **Custom Exceptions:** Consider creating custom exceptions to convey specific error conditions in your application.
* **Logging:** Always log exceptions and their details for troubleshooting and analysis.
* **User-Friendly Error Messages:** Provide clear and informative error messages to users, guiding them on how to resolve the issue.
* **Testing:** Write unit tests for your exception handling middleware and custom exception classes to ensure they work as expected.

#### *Key Points to Remember*

**Goals**

* **Graceful Recovery:** Handle exceptions and errors smoothly, preventing application crashes.
* **User Experience:** Provide informative and helpful error messages to users.
* **Security:** Avoid exposing sensitive information in error responses.
* **Maintainability:** Centralize error handling logic for easier maintenance.

**Key Techniques**

* **Exception Handling Middleware:**
  + Custom middleware that catches exceptions during the request pipeline.
  + Centralizes error handling logic.
  + Can generate custom error responses or log exceptions.
* **UseExceptionHandler Middleware:**
  + Built-in middleware for handling unhandled exceptions.
  + Redirects to a specific error page or endpoint (e.g., /Error).
  + Useful for providing user-friendly error messages in production.
* **UseDeveloperExceptionPage Middleware:**
  + Displays a detailed error page with stack trace and other diagnostic information.
  + **Only for development environments.**
* **Custom Exceptions:**
  + Create your own exception classes to represent specific error conditions.
  + Add contextual information to the exception object.
  + Can be used to trigger specific error handling logic.

**Best Practices**

* **Centralized Handling:** Use exception handling middleware or UseExceptionHandler to manage exceptions in one place.
* **Environment-Specific Errors:**
  + **Development:** Use UseDeveloperExceptionPage for detailed errors.
  + **Production:** Use UseExceptionHandler for generic error pages, avoid exposing sensitive details.
* **Custom Exceptions:** Create custom exceptions for specific error scenarios.
* **Logging:** Always log exceptions with relevant details for troubleshooting.
* **User-Friendly Messages:** Provide clear and helpful error messages to users.
* **HTTP Status Codes:** Use appropriate status codes to indicate the type of error (e.g., 400 Bad Request, 404 Not Found, 500 Internal Server Error).

**Interview Tips**

* **Explain the Flow:** Articulate how exceptions are handled in ASP.NET Core MVC and the role of middleware.
* **Custom Middleware:** Discuss scenarios where you would create custom exception handling middleware.
* **Custom Exceptions:** Explain when and how to create custom exception classes.
* **Security:** Emphasize the importance of protecting sensitive information in error responses.
* **User Experience:** Highlight the need for user-friendly error messages.

#### *SOLID Principles*

SOLID is an acronym representing five key principles of object-oriented design:

1. **Single Responsibility Principle (SRP)**
   * A class should have only one reason to change.
   * Promotes focused and maintainable classes.
2. **Open/Closed Principle (OCP)**
   * Software entities should be open for extension but closed for modification.
   * Encourage adding new features without changing existing code.
3. **Liskov Substitution Principle (LSP)**
   * Objects of a derived class should be substitutable for objects of the base class without affecting the correctness of the program.
   * Ensures that inheritance relationships are used appropriately.
4. **Interface Segregation Principle (ISP)**
   * Clients should not be forced to depend on interfaces they do not use.
   * Promotes smaller, more focused interfaces.
5. **Dependency Inversion Principle (DIP)**
   * High-level modules should not depend on low-level modules. Both should depend on abstractions.
   * Abstractions should not depend on details. Details should depend on abstractions.
   * Encourages loose coupling and flexibility.

#### *Benefits of SOLID Principles*

* **Maintainability:** Makes your code easier to understand, modify, and extend.
* **Testability:** Promotes writing unit tests by encouraging loose coupling and dependency injection.
* **Flexibility:** Makes your code adaptable to changes in requirements.
* **Reusability:** Encourages the creation of reusable components.

**Interview Tips**

* **Understanding:** Be able to explain each principle clearly and concisely.
* **Examples:** Provide real-world or code examples that demonstrate how to apply each principle.
* **Benefits:** Articulate the advantages of adhering to SOLID principles.
* **Trade-offs:** Acknowledge that there might be trade-offs and complexities in applying these principles in certain situations.
* **Practical Application:** Discuss how you have used or would use SOLID principles in your own projects.

**Example Code (Conceptual)**

1. // SRP (Single Responsibility Principle)
2. public class ProductService
3. {
4. // Handles product-related logic, like adding or retrieving products.
5. }

8. public class OrderService
9. {
10. // Handles order-related logic, like creating or processing orders.
11. }

14. // OCP (Open/Closed Principle)
15. public interface IPaymentProcessor
16. {
17. void ProcessPayment(PaymentDetails details);
18. }

21. public class CreditCardPaymentProcessor : IPaymentProcessor { /\* ... \*/ }
22. public class PayPalPaymentProcessor : IPaymentProcessor { /\* ... \*/ }
24. // LSP (Liskov Substitution Principle)
25. public class Rectangle
26. {
27. public virtual int Width { get; set; }
28. public virtual int Height { get; set; }
29. // ...
30. }

33. public class Square : Rectangle
34. // Violates LSP
35. {
36. public override int Width
37. {
38. get => base.Width;
39. set
40. {
41. base.Width = value;
42. base.Height = value; // Setting width also sets height
43. }
44. }
46. public override int Height
47. {
48. get => base.Height;
49. set
50. {
51. base.Height = value;
52. base.Width = value; // Setting height also sets width
53. }
54. }
55. }

58. // ISP (Interface Segregation Principle)
59. public interface IPrinter
60. {
61. void Print();
62. }
64. public interface IScanner
65. {
66. void Scan();
67. }
69. public class PrintScanMachine : IPrinter, IScanner { /\* ... \*/ }
71. // DIP (Dependency Inversion Principle)
72. public class OrderProcessor
73. {
74. private readonly IPaymentProcessor \_paymentProcessor;
76. public OrderProcessor(IPaymentProcessor paymentProcessor)
77. {
78. \_paymentProcessor = paymentProcessor;
80. }
82. // ...
83. }

#### *Clean Architecture in ASP.NET Core*

Clean Architecture, also known as Onion Architecture, is a software design principle that emphasizes separation of concerns, testability, and maintainability. It achieves this by organizing your application into layers, with each layer having a specific responsibility and dependency direction.

**Core Layers**

1. **Domain Layer (Core)**
   * **Purpose:** The heart of your application, containing your business rules and domain models.
   * **Contents:**
     + Entities: Represent the core concepts of your domain (e.g., Person, Order, Product).
     + Value Objects: Immutable objects representing concepts like Money, Address, or EmailAddress.
     + Domain Services: Encapsulate complex business logic or operations that involve multiple entities.
     + Interfaces (Contracts): Define the contracts for repositories and other dependencies.
   * **Dependencies:** None. The domain layer is independent of any external infrastructure or frameworks.
2. **Application Layer**
   * **Purpose:** Orchestrates the use cases of your application.
   * **Contents:**
     + Use Cases (Application Services): Implement the high-level use cases or operations of your system (e.g., CreatePerson, GetPersonById).
     + DTOs (Data Transfer Objects): Represent data structures used for communication between layers.
     + Interfaces (Contracts): Define the contracts for infrastructure services (e.g., repositories, email services).
   * **Dependencies:** Depends on the Domain Layer.
3. **Infrastructure Layer**
   * **Purpose:** Implements the technical details of how your application interacts with external systems (databases, file systems, email services, etc.).
   * **Contents:**
     + Repositories: Implement the data access logic for your entities.
     + Services: Implement the interfaces defined in the application layer for interacting with external systems (e.g., EmailService, FileStorageService).
   * **Dependencies:** Depends on the Application Layer and any external libraries or frameworks needed for infrastructure tasks.
4. **Presentation Layer (UI)**
   * **Purpose:** Handles user interaction and presentation logic.
   * **Contents:**
     + Controllers: Handle HTTP requests, interact with use cases, and return views or API responses.
     + Views: Render the user interface.
     + View Models: Shape data for presentation in views.
   * **Dependencies:** Depends on the Application Layer.
5. **Tests**
   * **Purpose:** Ensures the correctness of your application's behavior.
   * **Contents:**
     + Unit Tests: Test individual units of code (e.g., domain models, services) in isolation.
     + Integration Tests: Test the interaction between multiple components.
     + End-to-End Tests: Test the entire application flow from the user's perspective.

**Dependency Direction:**

* **Inner Layers to Outer Layers:** Dependencies flow from the inner layers (Domain) to the outer layers (Presentation).
* **Abstraction:** Outer layers depend on abstractions (interfaces) defined in the inner layers. This allows you to easily swap implementations in the outer layers without affecting the core business logic.

**Sample Code Implementation (Persons Records Management)**

Let's illustrate Clean Architecture using a simplified example of managing person records.

1. // Domain Layer (Core)
2. public class Person
3. {
4. public Guid PersonId { get; set; }
5. public string Name { get; set; }
6. // ... other properties
7. }
9. public interface IPersonsRepository
10. {
11. Task<Person> AddPerson(Person person);
12. Task<List<Person>> GetAllPersons();
13. // ... other CRUD operations ...
14. }
16. // Application Layer
17. public class PersonDto { /\* ... \*/ } // DTO for transferring person data
19. public interface IPersonsService
20. {
21. Task<PersonDto> CreatePerson(PersonDto personDto);
22. Task<List<PersonDto>> GetAllPersons();
23. // ... other operations ...
24. }
26. public class PersonsService : IPersonsService
27. {
28. private readonly IPersonsRepository \_personsRepository;
30. public PersonsService(IPersonsRepository personsRepository)
31. {
32. \_personsRepository = personsRepository;
33. }
35. public async Task<PersonDto> CreatePerson(PersonDto personDto)
36. {
37. // Validation, mapping, etc.
38. var person = new Person { /\* ... map from DTO ... \*/ };
39. var createdPerson = await \_personsRepository.AddPerson(person);
40. return createdPerson.ToDto(); // Map back to DTO
41. }
43. // ... other methods ...
44. }
46. // Infrastructure Layer
47. public class PersonsRepository : IPersonsRepository
48. {
49. private readonly MyDbContext \_dbContext;
51. public PersonsRepository(MyDbContext dbContext)
52. {
53. \_dbContext = dbContext;
54. }
56. public async Task<Person> AddPerson(Person person)
57. {
58. \_dbContext.Persons.Add(person);
59. await \_dbContext.SaveChangesAsync();
60. return person;
61. }
63. // ... other methods ...
64. }
66. // Presentation Layer (UI) - Controller
67. public class PersonsController : Controller
68. {
69. private readonly IPersonsService \_personsService;
71. public PersonsController(IPersonsService personsService)
72. {
73. \_personsService = personsService;
74. }
76. [HttpPost]
77. public async Task<IActionResult> Create(PersonDto personDto)
78. {
79. if (!ModelState.IsValid)
80. {
81. return BadRequest(ModelState);
82. }
84. var createdPerson = await \_personsService.CreatePerson(personDto);
85. return CreatedAtAction(nameof(GetPersonById), new { id = createdPerson.PersonId }, createdPerson);
86. }
88. // ... other actions ...
89. }

**Explanation:**

* The Domain layer defines the core Person entity and the IPersonsRepository interface.
* The Application layer defines the IPersonsService interface and the PersonsService implementation that uses the repository to perform CRUD operations.
* The Infrastructure layer contains the PersonsRepository that implements the repository interface and interacts with the database.
* The Presentation layer has the PersonsController that handles requests, uses the PersonsService, and returns appropriate responses.

**Notes**

* **Separation of Concerns:** Each layer has a distinct responsibility.
* **Dependency Direction:** Dependencies flow inwards, towards the Domain layer.
* **Abstractions:** Outer layers depend on abstractions (interfaces) defined in inner layers.
* **Testability:** Each layer can be tested in isolation using mocks or stubs for its dependencies.
* **Maintainability:** Changes to one layer have minimal impact on other layers.
* **Flexibility:** You can easily swap out implementations in the outer layers (e.g., change the database provider) without affecting the core business logic.

#### *Key points to remember*

**Clean Architecture in ASP.NET Core**

* **Separation of Concerns:** Decouples the different parts of your application into well-defined layers.
* **Dependency Inversion Principle (DIP):** Inner layers define abstractions (interfaces), outer layers depend on these abstractions, leading to loose coupling.
* **Testability:** Each layer can be tested in isolation using mocks or stubs.
* **Maintainability:** Easier to modify and extend the application as requirements evolve.
* **Flexibility:** You can swap out implementations in outer layers without affecting the core business logic.

**Layers**

1. **Domain (Core):**
   * Contains entities, value objects, and domain services.
   * Defines interfaces for repositories and other dependencies.
   * **No external dependencies.**
2. **Application:**
   * Contains use cases (application services) that orchestrate business logic.
   * Defines DTOs (Data Transfer Objects) for communication between layers.
   * Defines interfaces for infrastructure services (e.g., repositories).
   * **Depends on the Domain layer.**
3. **Infrastructure:**
   * Contains implementations of repositories, services for interacting with external systems (e.g., email, database).
   * **Depends on the Application layer and external libraries/frameworks.**
4. **Presentation (UI):**
   * Contains controllers, views, and view models.
   * Handles user interaction and presentation logic.
   * **Depends on the Application layer.**
5. **Tests:**
   * Contains unit tests, integration tests, and end-to-end tests.
   * Ensures the correctness of each layer and the entire application.

**Benefits**

* **Improved Maintainability:** Changes are isolated to specific layers.
* **Testability:** Each layer is easily testable in isolation.
* **Flexibility:** Swapping implementations in outer layers doesn't affect the core.
* **Focus on Business Logic:** The domain layer is at the center, emphasizing the core of your application.

**Interview Tips**

* **Explain the Layers:** Be able to clearly explain the purpose of each layer and how they interact.
* **Dependency Direction:** Emphasize that dependencies flow inwards towards the Domain layer.
* **Abstractions:** Highlight the importance of using interfaces to achieve loose coupling.
* **Real-World Scenarios:** Discuss how you've used or would use Clean Architecture in a project.
* **Benefits:** Articulate the advantages of Clean Architecture in terms of maintainability, testability, and flexibility.

**Remember:**

* **Trade-offs:** Clean Architecture adds some complexity, so consider if it's appropriate for your project's size and requirements.
* **Focus on the Domain:** The domain layer should be the most important and stable part of your application.
* **Continuous Refactoring:** As your application evolves, continuously refactor to maintain the separation of concerns and keep your code clean.

#### ASP.NET Core Identity & Authorization

ASP.NET Core Identity is a robust and flexible membership system that enables you to add authentication and authorization features to your web applications. It provides essential building blocks for managing user accounts, passwords, roles, claims, tokens, and more.

**Purpose and When to Use**

* **User Authentication:** Verify user identities and control access to protected resources.
* **User Management:** Handle user registration, login, logout, password reset, and profile management.
* **Role-Based Authorization:** Restrict access to specific actions or features based on user roles.
* **Claims-Based Authorization:** Make authorization decisions based on claims (attributes) associated with a user.
* **External Login Providers:** Integrate with external authentication providers (Google, Facebook, etc.).
* **Two-Factor Authentication (2FA):** Add an extra layer of security to your login process.

**Key Concepts**

* **Identity Models:**
  + **ApplicationUser:** Extends the IdentityUser class to represent your application's users. It can include additional properties like PersonName (in your example).
  + **ApplicationRole:** Extends the IdentityRole class to define roles within your application.
* **UserManager<TUser>:** A core service for managing user accounts (creating, deleting, finding, updating).
* **SignInManager<TUser>:** Handles user sign-in and sign-out operations.
* **RoleManager<TRole>:** Manages roles and their assignments to users.

**Detailed Code Explanation**

**AccountController:**

* **Constructor:** The constructor injects the UserManager, SignInManager, and RoleManager services.
* **Register (GET):** Displays the registration form.
* **Register (POST):**
  1. **Model Validation:** Checks if the submitted RegisterDTO is valid.
  2. **User Creation:** Creates an ApplicationUser based on the RegisterDTO data.
  3. **Role Handling:**
     + Creates the Admin or User role if it doesn't exist.
     + Assigns the user to the selected role.
  4. **Sign-In:** Signs the user in upon successful registration.
  5. **Redirect:** Redirects to the PersonsController.Index action.
  6. **Error Handling:** If user creation fails, adds errors to the ModelState and re-renders the Register view.
* **Login (GET):** Displays the login form.
* **Login (POST):**
  1. **Model Validation:** Checks if the submitted LoginDTO is valid.
  2. **Sign-In Attempt:** Attempts to sign in the user using \_signInManager.PasswordSignInAsync.
  3. **Redirect (if successful):**
     + Redirects to the Admin area's Home/Index if the user is an admin.
     + Redirects to the ReturnUrl (if provided and valid) or to PersonsController.Index otherwise.
  4. **Error Handling:** If sign-in fails, adds an error to the ModelState and re-renders the Login view.
* **Logout:**
  1. **[Authorize]:** Ensures the user is authenticated before accessing this action.
  2. **Signs the user out:** Uses \_signInManager.SignOutAsync.
  3. **Redirect:** Redirects to PersonsController.Index.
* **IsEmailAlreadyRegistered:**
  1. **[AllowAnonymous]:** Allows anonymous users to access this action (useful for client-side validation).
  2. **Checks for Existing User:** Uses \_userManager.FindByEmailAsync to see if a user with the given email already exists.
  3. **Returns JSON:** Returns true if the email is available (no user found) and false otherwise.

**Program.cs:**

* **AddControllersWithViews():** Enables MVC controllers and views.
* **AddIdentity<ApplicationUser, ApplicationRole>:** Configures ASP.NET Core Identity with your custom user and role types.
  + options.Password: Sets password complexity requirements.
* **AddEntityFrameworkStores<ApplicationDbContext>:** Configures EF Core to store Identity data in your ApplicationDbContext.
* **AddDefaultTokenProviders():** Adds default token providers for features like password reset and two-factor authentication.
* **AddUserStore, AddRoleStore:** Configures specific stores for user and role data.
* **AddAuthorization():** Sets up authorization policies.
  + FallbackPolicy: Default policy applied if no specific policy is specified.
  + AddPolicy("NotAuthorized", ...): Custom policy to allow only unauthenticated users.
* **ConfigureApplicationCookie():** Customizes the cookie authentication options, setting the login path.
* **AddHttpLogging():** Enables HTTP logging with specified fields.

**Notes:**

* **IdentityUser and IdentityRole:** Extend these base classes for your custom user and role models.
* **UserManager, SignInManager, RoleManager:** Core services for managing users, sign-in/out, and roles.
* **[Authorize]:** Attribute to restrict access to authenticated users.
* **[AllowAnonymous]:** Attribute to allow anonymous access.
* **Authorization Policies:** Use AddAuthorization to define custom policies.
* **Password Complexity:** Configure password requirements in AddIdentity.
* **Tag Helpers:** In views, use tag helpers like asp-controller, asp-action, asp-for, and asp-validation-for.
* **Client-Side Validation:** You can enhance user experience by adding client-side validation using JavaScript libraries.
* **ReturnUrl:** Used to redirect users back to their original destination after logging in.
* **Remote Validation:** Allows for server-side validation of user input on the client-side using AJAX.
* **Areas:** Organize large applications into logical areas, each with its own set of controllers, views, and models.
* **[Area] Attribute:** Use to associate controllers with specific areas.
* **HTTPS:** Enable HTTPS in production for secure communication.
* **XSRF (Cross-Site Request Forgery) Protection:** Use [ValidateAntiForgeryToken] and tag helpers in forms to prevent CSRF attacks.

#### Key Points to Remember

**ASP.NET Core Identity**

* **Purpose:** Robust membership system for user authentication and authorization.
* **Key Features:**
  + User registration, login, logout
  + Password management (hashing, reset)
  + Role-based and claims-based authorization
  + External login providers (Google, Facebook, etc.)
  + Two-factor authentication (2FA)

**Identity Models**

* **ApplicationUser:** Extends IdentityUser to represent your app's users.
* **ApplicationRole:** Extends IdentityRole to define roles in your app.

**Key Services**

* **UserManager<TUser>:** Manages user accounts (create, delete, find, update).
* **SignInManager<TUser>:** Handles user sign-in and sign-out.
* **RoleManager<TRole>:** Manages roles and their assignments to users.

**Views and Controllers**

* **Login and Logout Buttons:** Use asp-controller and asp-action tag helpers to create login/logout links.
* **Active Nav Link:** Use a custom tag helper or CSS classes to highlight the active navigation link.
* **Remote Validation:** Use [Remote] attribute on model properties for server-side validation during form input.
* **Conventional Routing:** Use route attributes ([Route]) to define routes for actions like Register and Login.

**Security**

* **Password Complexity:** Configure password requirements in AddIdentity (e.g., length, special characters).
* **Authorization Policies:** Use [Authorize] and Authorize(policyName) to protect actions and define custom policies.
* **ReturnUrl:** In login forms, use ReturnUrl to redirect users back to their original destination.
* **HTTPS:** **Always enable HTTPS in production** to encrypt sensitive data.
* **XSRF (Cross-Site Request Forgery) Protection:**
  + Use [ValidateAntiForgeryToken] in actions and @Html.AntiForgeryToken() in forms to prevent CSRF attacks.

**Additional Concepts**

* **User Roles:** Assign users to roles to control access to features.
* **Areas:** Organize large applications into logical areas, each with its own set of controllers and views.
* **Claims-Based Authorization:** Make authorization decisions based on claims associated with the user.

**Code Snippets**

* **Registering a user:**

1. ApplicationUser user = new ApplicationUser() { /\* ... \*/ };
2. IdentityResult result = await \_userManager.CreateAsync(user, registerDTO.Password);

* **Signing in a user:**

1. var result = await \_signInManager.PasswordSignInAsync(loginDTO.Email, loginDTO.Password, isPersistent: false, lockoutOnFailure: false);

* **Checking user roles:**

1. if (await \_userManager.IsInRoleAsync(user, "Admin")) { /\* ... \*/ }

**Interview Tips**

* **Concepts:** Explain authentication vs. authorization, role-based vs. claims-based authorization.
* **Implementation:** Demonstrate how you would set up user registration, login, and logout.
* **Security:** Emphasize the importance of security best practices (HTTPS, XSRF protection, password hashing).
* **Customization:** Discuss how you would customize Identity (e.g., adding user profile fields, creating custom authorization policies).

***ASP.NET Core Web API and RESTful Principles***

1. **Understanding Web API**

ASP.NET Core Web API allows developers to create HTTP services that can be consumed by a variety of clients, including browsers, mobile applications, and other services. Web APIs are lightweight, stateless, and can be consumed by any device capable of making HTTP requests.

**Key Concepts:**

* **Stateless Communication**: Each request from a client must contain all the information needed for the server to understand and process the request.
* **JSON/XML Format**: ASP.NET Core Web API primarily communicates using JSON, but it can also support other formats like XML.

2. **RESTful Architecture**

REST (Representational State Transfer) is an architectural style that defines constraints and principles to create web services. RESTful APIs follow these principles to ensure scalability, simplicity, and performance.

**RESTful Principles:**

* **Client-Server Architecture**: Separation of concerns between the client and server. The client is responsible for the user interface, while the server handles data storage and processing.
* **Statelessness**: Every interaction between the client and server is independent. The server does not store the client's state.
* **Cacheability**: Responses must explicitly indicate whether caching is allowed. Caching improves performance by reducing the need to repeat requests.
* **Uniform Interface**: All requests are made to a single, well-defined interface using standard HTTP methods such as GET, POST, PUT, and DELETE.
* **Resource Identification**: Resources (data) are identified using URIs (Uniform Resource Identifiers), and they are acted upon using HTTP methods.

3. **RESTful Constraints in Web API**

* **Resources and URIs**: REST revolves around resources, which can be anything such as a user, product, or order. A resource is identified by a URI.

Example:

* 1. GET /api/products/12345

In this example, the resource is product and 12345 is the identifier (ID) for a specific product.

* **Statelessness**: Each HTTP request contains all necessary information, such as headers, request body, etc. The server doesn’t store any session data.
* **HTTP Methods in REST**:
  1. GET: Retrieve data.
  2. POST: Create a new resource.
  3. PUT: Update an existing resource.
  4. DELETE: Remove a resource.

4. **Implementing a Simple Web API with REST Principles**

To get started, we’ll implement a simple API following RESTful principles. In this example, we’ll build a ProductsController to handle a list of products.

**Step 1: Create a New ASP.NET Core Web API Project**

1. dotnet new webapi -n ProductApi

**Step 2: Define the Product Model** In ASP.NET Core, resources are often represented by models. For our API, a Product model might look like this:

1. public class Product
2. {
3. public int Id { get; set; }
4. public string Name { get; set; }
5. public decimal Price { get; set; }
6. public string Description { get; set; }
7. }

**Step 3: Create a ProductsController** Controllers in ASP.NET Core Web API are the entry points for handling HTTP requests.

1. [Route("api/[controller]")]
2. [ApiController]
3. public class ProductsController : ControllerBase
4. {
5. private static List<Product> products = new List<Product>
6. {
7. new Product { Id = 1, Name = "Laptop", Price = 999.99m, Description = "A high-performance laptop" },
8. new Product { Id = 2, Name = "Smartphone", Price = 499.99m, Description = "A flagship smartphone" },
9. };
11. // GET: api/products
12. [HttpGet]
13. public ActionResult<IEnumerable<Product>> GetProducts()
14. {
15. return products;
16. }
18. // GET: api/products/1
19. [HttpGet("{id}")]
20. public ActionResult<Product> GetProduct(int id)
21. {
22. var product = products.FirstOrDefault(p => p.Id == id);
23. if (product == null)
24. {
25. return NotFound();
26. }
27. return product;
28. }
30. // POST: api/products
31. [HttpPost]
32. public ActionResult<Product> CreateProduct(Product newProduct)
33. {
34. newProduct.Id = products.Max(p => p.Id) + 1;
35. products.Add(newProduct);
36. return CreatedAtAction(nameof(GetProduct), new { id = newProduct.Id }, newProduct);
37. }
39. // PUT: api/products/1
40. [HttpPut("{id}")]
41. public IActionResult UpdateProduct(int id, Product updatedProduct)
42. {
43. var product = products.FirstOrDefault(p => p.Id == id);
44. if (product == null)
45. {
46. return NotFound();
47. }
49. product.Name = updatedProduct.Name;
50. product.Price = updatedProduct.Price;
51. product.Description = updatedProduct.Description;
53. return NoContent(); // 204 No Content
54. }
56. // DELETE: api/products/1
57. [HttpDelete("{id}")]
58. public IActionResult DeleteProduct(int id)
59. {
60. var product = products.FirstOrDefault(p => p.Id == id);
61. if (product == null)
62. {
63. return NotFound();
64. }
66. products.Remove(product);
67. return NoContent();
68. }
69. }

Explanation of Code:

1. **[Route("api/[controller]")]**: This defines the base route for the controller. api/products would map to ProductsController.
2. **[HttpGet]**: Handles HTTP GET requests. GetProducts() returns all products, and GetProduct(int id) retrieves a specific product based on its ID.
3. **[HttpPost]**: Handles HTTP POST requests. CreateProduct() adds a new product to the collection.
4. **[HttpPut("{id}")]**: Handles HTTP PUT requests to update an existing product.
5. **[HttpDelete("{id}")]**: Handles HTTP DELETE requests to remove a product.

5. **HTTP Status Codes**

In a RESTful API, it's essential to return proper HTTP status codes that indicate the result of the operation:

* **200 OK**: The request was successful (e.g., for GET requests).
* **201 Created**: A resource was successfully created (e.g., for POST requests).
* **204 No Content**: The request was successful, but there is no content to return (e.g., for PUT or DELETE requests).
* **404 Not Found**: The resource was not found (e.g., when requesting a product that doesn't exist).
* **400 Bad Request**: The request was malformed or invalid.

***Key Points to Remember:***

* ASP.NET Core Web API allows building lightweight, stateless HTTP services that can be consumed by various clients.
* REST is an architectural style that emphasizes scalability, simplicity, and performance through statelessness and resource identification.
* HTTP methods (GET, POST, PUT, DELETE) define operations on resources, and each method has a specific use in REST.
* Controllers in ASP.NET Core Web API handle incoming requests and map them to actions that perform business logic.
* Always return appropriate HTTP status codes to inform clients about the result of their request.

***Web API Controllers***

In ASP.NET Core, **Web API Controllers** serve as the backbone for handling HTTP requests. Controllers define a set of actions (methods) that respond to HTTP verbs like GET, POST, PUT, and DELETE. These actions interact with the data model and return responses to the client.

1. **What is a Web API Controller?**

A Web API controller is a class that handles HTTP requests and generates appropriate HTTP responses. It inherits from the ControllerBase class (which we’ll cover later) and uses attributes to define routing, HTTP methods, and input/output handling.

**Basic Structure of a Web API Controller:**

1. [ApiController]
2. [Route("api/[controller]")]
3. public class ProductsController : ControllerBase
4. {
5. // Example action methods
6. }

* **[ApiController]**: This attribute makes it easier to build a Web API by handling things like automatic model state validation, binding, and responses.
* **[Route]**: Defines the URI path for the controller. Here, [controller] will automatically be replaced by the controller's name (e.g., ProductsController → api/products).

2. **Action Methods in Web API Controllers**

Action methods in a controller handle specific HTTP requests (GET, POST, etc.) and correspond to operations on resources.

Example: CRUD Operations for a Products API

Here’s a more detailed example of how each action method maps to an HTTP verb:

1. [ApiController]
2. [Route("api/[controller]")]
3. public class ProductsController : ControllerBase
4. {
5. private static List<Product> products = new List<Product>();
7. // GET: api/products
8. [HttpGet]
9. public ActionResult<IEnumerable<Product>> GetProducts()
10. {
11. return Ok(products); // Return 200 OK with product list
12. }
14. // GET: api/products/1
15. [HttpGet("{id}")]
16. public ActionResult<Product> GetProduct(int id)
17. {
18. var product = products.FirstOrDefault(p => p.Id == id);
19. if (product == null)
20. {
21. return NotFound(); // Return 404 if not found
22. }
23. return Ok(product); // Return 200 OK with the product
24. }
26. // POST: api/products
27. [HttpPost]
28. public ActionResult<Product> CreateProduct(Product newProduct)
29. {
30. newProduct.Id = products.Count + 1;
31. products.Add(newProduct);
32. return CreatedAtAction(nameof(GetProduct), new { id = newProduct.Id }, newProduct);
33. }
35. // PUT: api/products/1
36. [HttpPut("{id}")]
37. public IActionResult UpdateProduct(int id, Product updatedProduct)
38. {
39. var product = products.FirstOrDefault(p => p.Id == id);
40. if (product == null)
41. {
42. return NotFound();
43. }
45. product.Name = updatedProduct.Name;
46. product.Price = updatedProduct.Price;
47. product.Description = updatedProduct.Description;
49. return NoContent(); // 204 No Content, indicating success
50. }
52. // DELETE: api/products/1
53. [HttpDelete("{id}")]
54. public IActionResult DeleteProduct(int id)
55. {
56. var product = products.FirstOrDefault(p => p.Id == id);
57. if (product == null)
58. {
59. return NotFound();
60. }
62. products.Remove(product);
63. return NoContent();
64. }
65. }

*Explanation of the Code:*

1. **[HttpGet]**:
   * The GetProducts() method responds to HTTP GET requests to api/products.
   * The GetProduct(int id) method responds to GET requests for a specific product (api/products/1).
   * Returns the products or a 404 response if the product isn’t found.
2. **[HttpPost]**:
   * The CreateProduct() method responds to HTTP POST requests to api/products.
   * It creates a new product and returns a 201 (Created) status along with the newly created product.
3. **[HttpPut]**:
   * The UpdateProduct() method responds to HTTP PUT requests to api/products/{id}.
   * Updates an existing product and returns a 204 (No Content) response if the update was successful.
4. **[HttpDelete]**:
   * The DeleteProduct() method responds to HTTP DELETE requests to api/products/{id}.
   * Deletes a product and returns a 204 (No Content) response.

3. **Attribute Routing**

Routing in ASP.NET Core Web API can be done using **attribute routing**, which allows developers to define routes directly on action methods and controllers.

1. [HttpGet("search/{name}")]
2. public ActionResult<IEnumerable<Product>> SearchProducts(string name)
3. {
4. var matchedProducts = products.Where(p => p.Name.Contains(name, StringComparison.OrdinalIgnoreCase)).ToList();
5. if (!matchedProducts.Any())
6. {
7. return NotFound();
8. }
9. return Ok(matchedProducts);
10. }

Here, the [HttpGet("search/{name}")] attribute defines a custom route. This method allows users to search for products by name using the endpoint api/products/search/{name}.

4. **Binding Data to Controllers**

Controllers often need to bind incoming HTTP data to method parameters. ASP.NET Core provides several ways to achieve this:

* **From Route**: Bind data from the route parameters.
* **From Query**: Bind data from query strings.
* **From Body**: Bind data from the request body (usually JSON).

Example: **Data Binding**

1. // Bind id from the route and search from the query string
2. [HttpGet("{id}")]
3. public ActionResult<Product> GetProduct(int id, [FromQuery] string search)
4. {
5. // logic...
6. }

In this example:

* The id is automatically bound from the route (api/products/1).
* The search parameter is bound from the query string (api/products/1?search=laptop).

5. **Validation in Web API Controllers**

Validation ensures that incoming data is correct before performing any business logic. ASP.NET Core provides a built-in validation system through **Data Annotations**.

Example: Validating a Product Model

1. public class Product
2. {
3. public int Id { get; set; }
5. [Required(ErrorMessage = "Name is required.")]
6. [MaxLength(50)]
7. public string Name { get; set; }
9. [Range(0.01, 9999.99, ErrorMessage = "Price must be between 0.01 and 9999.99.")]
10. public decimal Price { get; set; }
12. [StringLength(200)]
13. public string Description { get; set; }
14. }

***Validating in the Controller***

1. [HttpPost]
2. public ActionResult<Product> CreateProduct(Product newProduct)
3. {
4. if (!ModelState.IsValid)
5. {
6. return BadRequest(ModelState); // Return 400 with validation errors
7. }
9. newProduct.Id = products.Count + 1;
10. products.Add(newProduct);
11. return CreatedAtAction(nameof(GetProduct), new { id = newProduct.Id }, newProduct);
12. }

* **[Required]**: Ensures that the Name property cannot be empty.
* **[MaxLength]** and **[StringLength]**: Restrict the length of strings.
* **[Range]**: Ensures that Price is within a specific range.

If the validation fails, the controller will return a 400 Bad Request response with detailed error messages.

6. **Dependency Injection in Web API Controllers**

ASP.NET Core provides built-in **Dependency Injection (DI)**, making it easier to manage dependencies, such as services and data repositories.

Example: Injecting a Service into a Controller

Define a service:

1. public interface IProductService
2. {
3. IEnumerable<Product> GetProducts();
4. }
6. public class ProductService : IProductService
7. {
8. public IEnumerable<Product> GetProducts()
9. {
10. // Logic to retrieve products
11. }
12. }

In the controller, inject the service via the constructor:

1. [ApiController]
2. [Route("api/[controller]")]
3. public class ProductsController : ControllerBase
4. {
5. private readonly IProductService \_productService;
7. public ProductsController(IProductService productService)
8. {
9. \_productService = productService;
10. }
12. [HttpGet]
13. public ActionResult<IEnumerable<Product>> GetProducts()
14. {
15. return Ok(\_productService.GetProducts());
16. }
17. }

In Program.cs, register the service:

1. eservices.AddScoped<IProductService, ProductService>();

Dependency injection helps in writing testable, maintainable code and keeps concerns separated.

***Key Points to Remember:***

* Web API Controllers handle HTTP requests and send responses. Each action method corresponds to an HTTP verb (GET, POST, PUT, DELETE).
* The [ApiController] attribute adds several helpful features, such as automatic model validation and response handling.
* Routing in Web API can be handled using attribute routing. Custom routes can be defined with parameters.
* ASP.NET Core automatically binds data from the route, query string, and request body to action method parameters.
* Validation can be performed using **Data Annotations**. If validation fails, the controller returns a 400 Bad Request with details.
* ASP.NET Core has built-in dependency injection, which helps to manage services and dependencies cleanly.

***API Controllers vs. MVC Controllers***

In ASP.NET Core, both **API controllers** and **MVC controllers** are foundational components for handling requests, but they have distinct purposes and are used in different scenarios. Understanding the differences between them helps in choosing the right controller type for specific needs.

1. **Overview of API Controllers**

API controllers are specialized controllers designed to build RESTful APIs. They primarily handle data exchanges over HTTP using JSON or XML formats. Typically, API controllers are used when the client is a mobile app, a web frontend consuming APIs (like Angular or React), or when the goal is to build a service-oriented architecture.

1. [ApiController]
2. [Route("api/[controller]")]
3. public class ProductsController : ControllerBase
4. {
5. [HttpGet]
6. public ActionResult<IEnumerable<Product>> GetProducts()
7. {
8. // Return JSON data
9. return Ok(new List<Product>());
10. }
11. }

* **[ApiController]** attribute is used to facilitate Web API-specific behavior.
* API controllers return serialized data (JSON or XML) rather than HTML views.

2. **Overview of MVC Controllers**

MVC controllers are used to handle both requests for HTML pages and data-driven requests in traditional web applications. The MVC (Model-View-Controller) pattern separates concerns by having controllers handle the request, the view render the HTML, and the model represent the data.

1. public class HomeController : Controller
2. {
3. public IActionResult Index()
4. {
5. // Return an HTML view
6. return View();
7. }
8. }

* **[Controller]** base class is used, and action methods typically return View() to render HTML views.
* MVC controllers are used in server-rendered applications (like Razor Pages or ASP.NET MVC).

3. **Differences Between API and MVC Controllers**

**Base Class**:  
API controllers inherit from ControllerBase, which is specifically designed for APIs. It provides core features for handling HTTP requests without view support. On the other hand, MVC controllers inherit from Controller, which includes all the features of ControllerBase plus additional methods for handling views, making it suitable for traditional web applications.

**Return Types**:  
API controllers typically return data in formats like JSON or XML. They often use ActionResult or ActionResult<T> to provide flexible HTTP responses. In contrast, MVC controllers generally return HTML views using the View() method, or other specific formats like PartialView().

**[ApiController] Attribute**:  
API controllers use the [ApiController] attribute, which enhances Web API behavior by adding features like automatic model validation and automatic BadRequest responses. MVC controllers do not use this attribute, as it is tailored to APIs and not needed for rendering views.

**View Support**:  
API controllers do not support returning views such as Razor or cshtml files. They are focused on handling and returning data. MVC controllers, on the other hand, are built to return views (HTML) and handle server-side rendering of web pages.

**Purpose**:  
API controllers are designed for building RESTful services that return data, which is typically consumed by front-end applications or other services. MVC controllers are used for traditional web applications where the server generates HTML views that are sent to the client.

**Automatic Model Validation**:  
In API controllers, model validation is automatic. When the [ApiController] attribute is used, the framework automatically checks the validity of the model and returns a 400 Bad Request if validation fails. In MVC controllers, however, you need to manually check the model’s validity by using ModelState.IsValid.

4. **ControllerBase vs. Controller**

The **ControllerBase** class is a base class for API controllers that provides core features, but **without view support**. On the other hand, **Controller** inherits from ControllerBase and includes additional functionalities for MVC features like views and Razor Pages.

ControllerBase (for API Controllers):

* Focused on returning data (JSON, XML).
* Doesn’t include methods for rendering views (View(), PartialView()).
* Recommended for building RESTful services or Web APIs.

1. public class ProductsController : ControllerBase
2. {
3. [HttpGet]
4. public ActionResult<IEnumerable<Product>> GetAllProducts()
5. {
6. return Ok(new List<Product>());
7. }
8. }

Controller (for MVC Controllers):

* Inherits all the features of ControllerBase but adds methods for working with views (View(), PartialView()).
* Used for server-side rendering of HTML pages.

1. public class HomeController : Controller
2. {
3. public IActionResult Index()
4. {
5. return View(); // Renders the Index.cshtml view
6. }
7. }

5. **Return Types in API Controllers vs. MVC Controllers**

The return types differ significantly between the two controllers:

In API Controllers:

* **JSON or XML**: API controllers typically return data serialized in JSON or XML.
* **ActionResult<T>**: Introduced in ASP.NET Core 2.1, it provides type safety while allowing flexible HTTP responses.

Example:

* 1. [HttpGet]
  2. public ActionResult<IEnumerable<Product>> GetProducts()
  3. {
  4. return Ok(new List<Product>());
  5. }

In MVC Controllers:

* **View**: MVC controllers often return View() for HTML page rendering.

Example:

* 1. public IActionResult Index()
  2. {
  3. return View(); // Returns an HTML view
  4. }

6. **Automatic Model Validation in API Controllers**

When the [ApiController] attribute is applied, ASP.NET Core automatically validates incoming data models before calling the action method. If validation fails, a 400 Bad Request response is returned with validation error details. This behavior simplifies model validation in API controllers.

1. [ApiController]
2. [Route("api/[controller]")]
3. public class ProductsController : ControllerBase
4. {
5. [HttpPost]
6. public IActionResult CreateProduct([FromBody] Product product)
7. {
8. // No need to manually check ModelState; API controller does it automatically
9. return CreatedAtAction(nameof(GetProducts), new { id = product.Id }, product);
10. }
11. }

In MVC controllers, you have to explicitly check ModelState.IsValid before processing the model.

1. public IActionResult SaveProduct(Product product)
2. {
3. if (!ModelState.IsValid)
4. {
5. return View(product); // Return view with validation errors
6. }
8. // Save the product and return a success view
9. return RedirectToAction("Index");
10. }

7. **RESTful API vs MVC**

* **RESTful API**: Focuses on exposing resources (like Product, Order, etc.) over HTTP. It deals with data and operations related to resources (e.g., GET all products, POST new product).
  + Operates with different HTTP methods (GET, POST, PUT, DELETE).
  + Returns data in JSON or XML format.
  + Typically consumed by front-end applications (React, Angular) or other services.
* **MVC (Model-View-Controller)**: Primarily for server-side rendered web applications.
  + The controller handles requests and returns views (HTML pages).
  + The model represents the data, and the view is the rendered HTML.

***When to Use API Controllers vs. MVC Controllers***

* **Use API Controllers** when:
  + You are building a RESTful API.
  + The primary client is a mobile app, a SPA (Single Page Application), or other services consuming JSON/XML.
  + You don’t need to return views or HTML content.
* **Use MVC Controllers** when:
  + You are building a server-rendered web application.
  + You need to return HTML views along with data.
  + You are building a traditional web application with Razor pages.

***Key Points to Remember:***

1. **API Controllers** are designed for building RESTful services, and they typically return data like JSON or XML.
2. **MVC Controllers** are meant for rendering HTML views in traditional web applications.
3. **[ApiController] Attribute**: Adds useful features like automatic model validation and automatic response handling for Web API controllers.
4. **ControllerBase** is used for API controllers and does not support views. **Controller** is used in MVC applications where views are needed.
5. **Automatic Model Validation**: API controllers automatically validate models and return a 400 Bad Request if validation fails, while MVC controllers require manual model validation using ModelState.IsValid.
6. **API Controllers** are often consumed by front-end frameworks like Angular or React, or other systems that expect JSON/XML responses.

***Entity Framework Core with Web API***

**Entity Framework Core (EF Core)** is an object-relational mapper (ORM) for .NET that enables developers to work with databases using .NET objects. It abstracts away much of the boilerplate code for database operations like queries, inserts, updates, and deletes. Integrating EF Core with a Web API allows your API to interact with databases in a clean, maintainable way.

In this part, we'll explore how EF Core can be used with a Web API to manage data, focusing on creating, reading, updating, and deleting records (commonly known as CRUD operations).

1. **Setup EF Core in an ASP.NET Core Web API**

Before using EF Core in a Web API project, you need to add the necessary NuGet packages and configure the database context.

**Step 1: Add EF Core NuGet Packages**

You need to install the following NuGet packages:

* **Microsoft.EntityFrameworkCore**
* **Microsoft.EntityFrameworkCore.SqlServer** (or another provider like MySQL, PostgreSQL, etc.)

You can install them using the .NET CLI:

1. dotnet add package Microsoft.EntityFrameworkCore
2. dotnet add package Microsoft.EntityFrameworkCore.SqlServer

**Step 2: Define the Database Context**

In EF Core, the **DbContext** class represents a session with the database. It is used to configure the database connection and expose DbSet properties, which represent tables in the database.

1. public class AppDbContext : DbContext
2. {
3. public AppDbContext(DbContextOptions<AppDbContext> options) : base(options)
4. {
5. }
7. // Define a DbSet for the 'Products' table
8. public DbSet<Product> Products { get; set; }
9. }

* The AppDbContext class inherits from DbContext.
* The Products DbSet represents the Products table in the database.

**Step 3: Configure the Database Connection in appsettings.json**

You configure the database connection string in the appsettings.json file:

1. {
2. "ConnectionStrings": {
3. "DefaultConnection": "Server=localhost;Database=ecommerce\_db;Trusted\_Connection=True;"
4. }
5. }

**Step 4: Register the DbContext in Program.cs**

In the Program.cs file (depending on your ASP.NET Core version), register the DbContext to enable dependency injection.

1. var builder = WebApplication.CreateBuilder(args);
3. // Register the AppDbContext with the connection string
4. builder.Services.AddDbContext<AppDbContext>(options =>
5. options.UseSqlServer(builder.Configuration.GetConnectionString("DefaultConnection")));
7. var app = builder.Build();

2. **Create the Model**

A model in EF Core is a class that maps to a database table. EF Core uses **convention-based mapping**, but you can also configure it explicitly using data annotations or Fluent API.

Here’s an example of a simple Product model:

1. public class Product
2. {
3. public int Id { get; set; }
4. public string Name { get; set; }
5. public decimal Price { get; set; }
6. public int Stock { get; set; }
7. }

* Id: Primary key for the table. By convention, EF Core will treat any property named Id or <ClassName>Id as the primary key.
* Other properties like Name, Price, and Stock map to columns in the Products table.

3. **CRUD Operations in Web API with EF Core**

Now that the model and DbContext are set up, let's implement the standard CRUD operations (Create, Read, Update, and Delete) in a Web API controller using EF Core.

**Step 1: Create the API Controller**

1. [ApiController]
2. [Route("api/[controller]")]
3. public class ProductsController : ControllerBase
4. {
5. private readonly AppDbContext \_context;
7. public ProductsController(AppDbContext context)
8. {
9. \_context = context;
10. }
11. }

Here, the AppDbContext is injected into the ProductsController through the constructor, allowing it to be used for database operations.

**Step 2: Create a Product (POST)**

1. [HttpPost]
2. public async Task<ActionResult<Product>> CreateProduct([FromBody] Product product)
3. {
4. // Add the product to the DbSet
5. \_context.Products.Add(product);
7. // Save changes asynchronously
8. await \_context.SaveChangesAsync();
10. return CreatedAtAction(nameof(GetProductById), new { id = product.Id }, product);
11. }

* The [HttpPost] attribute specifies that this method handles POST requests.
* The CreatedAtAction method returns a 201 status code with the location of the created resource.

**Step 3: Read (GET) All Products**

1. [HttpGet]
2. public async Task<ActionResult<IEnumerable<Product>>> GetProducts()
3. {
4. var products = await \_context.Products.ToListAsync();
5. return Ok(products);
6. }

* The [HttpGet] attribute specifies that this method handles GET requests.
* The ToListAsync method retrieves all the products from the database asynchronously.

**Step 4: Read (GET) Product by ID**

1. [HttpGet("{id}")]
2. public async Task<ActionResult<Product>> GetProductById(int id)
3. {
4. var product = await \_context.Products.FindAsync(id);
6. if (product == null)
7. {
8. return NotFound();
9. }
11. return Ok(product);
12. }

* The {id} route parameter captures the product ID from the URL.
* The FindAsync method fetches the product with the given ID.
* If the product is not found, it returns a 404 status code.

**Step 5: Update a Product (PUT)**

1. [HttpPut("{id}")]
2. public async Task<IActionResult> UpdateProduct(int id, [FromBody] Product product)
3. {
4. if (id != product.Id)
5. {
6. return BadRequest();
7. }
9. \_context.Entry(product).State = EntityState.Modified;
10. await \_context.SaveChangesAsync();
12. return NoContent(); // Return 204 No Content on successful update
13. }

* The [HttpPut] attribute specifies that this method handles PUT requests.
* The Entry method is used to mark the product entity as modified in the context.
* The method returns a 204 No Content response when the update is successful.

**Step 6: Delete a Product (DELETE)**

1. [HttpDelete("{id}")]
2. public async Task<IActionResult> DeleteProduct(int id)
3. {
4. var product = await \_context.Products.FindAsync(id);
6. if (product == null)
7. {
8. return NotFound();
9. }
11. \_context.Products.Remove(product);
12. await \_context.SaveChangesAsync();
14. return NoContent();
15. }

* The [HttpDelete] attribute specifies that this method handles DELETE requests.
* If the product is found, it is removed from the Products DbSet and the changes are saved.
* The method returns a 204 No Content response when the deletion is successful.

4. **Migration: Creating the Database**

EF Core uses **migrations** to keep the database schema in sync with the data model. To create the initial database schema, follow these steps:

**Step 1: Add Migration**

Run the following command in the terminal to create a migration based on the model:

1. dotnet ef migrations add InitialCreate

This command creates a migration script that includes the schema changes (e.g., creating the Products table).

**Step 2: Update the Database**

Run the following command to apply the migration and update the database:

1. dotnet ef database update

This will create the database (if it doesn't exist) and apply the migration to generate the necessary tables.

5. **Using EF Core in Production**

For production environments, ensure the following:

* Use appropriate database providers and connection strings for cloud services (e.g., Azure SQL).
* Implement **caching** strategies to reduce the load on the database for frequently accessed data.
* Use **transactions** when performing multiple related database operations to ensure consistency.

***Key Points to Remember:***

1. **DbContext** represents the session with the database and is the main class for interacting with data using EF Core.
2. **DbSet<T>** represents a table in the database, and each DbSet in the DbContext is mapped to a model class.
3. Use **[FromBody]** to bind the incoming JSON data to the model when creating or updating records.
4. The **SaveChangesAsync** method persists changes to the database.
5. **Migrations** help in syncing the database schema with your model. Use dotnet ef migrations add and dotnet ef database update to manage database updates.
6. API controllers with EF Core use asynchronous methods (like ToListAsync, FindAsync) to ensure non-blocking I/O operations, which is crucial for scalability in web applications.

***Different Return Types of Web API Action Methods***

In ASP.NET Core Web APIs, action methods (or controller methods) can return different types of results depending on the scenario. Understanding the various return types helps in providing meaningful HTTP responses for different situations (success, failure, errors, etc.). The choice of return type depends on whether the action method will return data, status codes, or a combination of both.

Let’s explore the most commonly used return types in Web API:

1. **Void**

A method can return nothing if no data or status needs to be explicitly returned. This is mostly used for operations like logging where no client feedback is necessary.

1. [HttpPost]
2. public void LogActivity([FromBody] Activity activity)
3. {
4. // Log activity without returning anything
5. \_logger.Log(activity);
6. }

* **Use case**: This return type is rare in Web APIs, as APIs generally need to communicate results back to the client.
* **Implicit response**: The response will still return a status code like 200 OK.

2. **Primitive Types (e.g., int, string, bool)**

Action methods can return simple primitive types, like integers, strings, or booleans. This is useful when you want to send back basic data without a complex structure.

1. [HttpGet("{id}")]
2. public int GetUserId(int id)
3. {
4. return id;
5. }

* **Use case**: Return basic data, such as an ID, a confirmation message, or a flag (true/false).
* **Default response**: The response type will be a JSON representation of the primitive type.

3. **IEnumerable<T> or List<T>**

When retrieving a collection of items, it’s common to return an IEnumerable<T> or List<T>. This is used for operations like GET /products where multiple items are fetched.

1. [HttpGet]
2. public IEnumerable<Product> GetProducts()
3. {
4. return \_context.Products.ToList();
5. }

* **Use case**: Return lists or collections of objects (e.g., products, users).
* **Default response**: A JSON array of objects is returned to the client.

4. **Object**

You can return a custom object that represents a specific model or entity. This is ideal when returning structured data such as a single resource (e.g., a product, user, etc.).

1. [HttpGet("{id}")]
2. public Product GetProduct(int id)
3. {
4. return \_context.Products.Find(id);
5. }

* **Use case**: Return a single item or structured data object.
* **Default response**: A JSON object is returned with the properties of the entity.

5. **Task / Task<T> (Asynchronous Methods)**

In modern web applications, it is common to use asynchronous methods that return a Task or Task<T>. Asynchronous programming helps prevent blocking of threads and allows more efficient use of resources.

1. [HttpGet("{id}")]
2. public async Task<Product> GetProductAsync(int id)
3. {
4. return await \_context.Products.FindAsync(id);
5. }

* **Use case**: Async methods for database operations, HTTP calls, or other I/O-bound tasks.
* **Default response**: A JSON response wrapped in a Task for asynchronous execution.

6. **ActionResult<T>**

This is a flexible return type that allows you to return either a specific type (like an object) or an HTTP response (like NotFound, BadRequest, etc.). ActionResult<T> is a combination of both ActionResult and the specific return type T.

1. [HttpGet("{id}")]
2. public async Task<ActionResult<Product>> GetProduct(int id)
3. {
4. var product = await \_context.Products.FindAsync(id);
6. if (product == null)
7. {
8. return NotFound();
9. }
11. return product;
12. }

* **Use case**: Allows returning either an object (successful response) or an error status (failure response) in the same method.
* **Default response**: If the result is successful, it returns the object in JSON format. If not, it can return a specific status code like 404 Not Found.

7. **IActionResult**

IActionResult is a more generic return type that allows you to return any kind of HTTP response (success, error, redirect, etc.). It does not specify the actual type of the returned data, allowing full control over the response.

1. [HttpDelete("{id}")]
2. public async Task<IActionResult> DeleteProduct(int id)
3. {
4. var product = await \_context.Products.FindAsync(id);
6. if (product == null)
7. {
8. return NotFound();
9. }
11. \_context.Products.Remove(product);
12. await \_context.SaveChangesAsync();
14. return NoContent(); // Return 204 No Content
15. }

* **Use case**: Gives you the flexibility to return HTTP status codes or formatted results (e.g., JSON).
* **Default response**: You can specify the response format by using methods like Ok(), BadRequest(), NotFound(), or NoContent().

8. **Custom Response Wrappers**

In some cases, you might want to return a custom response format, which could include both data and metadata such as status, message, or pagination info.

1. public class ApiResponse<T>
2. {
3. public bool Success { get; set; }
4. public T Data { get; set; }
5. public string Message { get; set; }
6. }
8. [HttpGet("{id}")]
9. public async Task<ActionResult<ApiResponse<Product>>> GetProduct(int id)
10. {
11. var product = await \_context.Products.FindAsync(id);
13. if (product == null)
14. {
15. return new ApiResponse<Product>
16. {
17. Success = false,
18. Message = "Product not found"
19. };
20. }
22. return new ApiResponse<Product>
23. {
24. Success = true,
25. Data = product,
26. Message = "Product retrieved successfully"
27. };
28. }

* **Use case**: When you need a consistent response structure across the entire API.
* **Default response**: A custom JSON response with fields like Success, Data, and Message.

9. **FileResult / PhysicalFileResult**

When returning files (such as PDFs, images, or CSVs), you can use the FileResult or PhysicalFileResult return types.

1. [HttpGet("download/{fileName}")]
2. public IActionResult DownloadFile(string fileName)
3. {
4. var filePath = Path.Combine("wwwroot/files", fileName);
5. var fileBytes = System.IO.File.ReadAllBytes(filePath);
7. return File(fileBytes, "application/octet-stream", fileName);
8. }

* **Use case**: When you need to return a file (e.g., downloading reports, images).
* **Default response**: A file download prompt is shown to the user.

***Key Points to Remember:***

1. **Primitive Types**: Suitable for returning simple data like strings or numbers. The data will be automatically serialized to JSON.
2. **IEnumerable<T> or List<T>**: Ideal for returning collections of data, such as lists of products or users.
3. **Object**: When you need to return a single entity (e.g., a product or user), use an object return type.
4. **ActionResult<T>**: Provides flexibility, allowing you to return either a specific result or an error status code (like 404 NotFound).
5. **IActionResult**: The most flexible return type, giving you full control over the HTTP response (e.g., Ok, BadRequest, NotFound).
6. **Task / Task<T>**: Use for asynchronous operations to prevent blocking threads in I/O-bound operations (common in database and network calls).
7. **FileResult**: Use when you need to return files from your Web API (e.g., for file downloads).
8. **Custom Wrappers**: Can be used to return consistent response formats, which include data and additional metadata such as success status and error messages.

ControllerBase

ControllerBase is a foundational class in ASP.NET Core MVC and Web API applications. It provides a base class for controllers that handle HTTP requests and responses. While ControllerBase is primarily used for Web API controllers, it is essential to understand its purpose and capabilities as it forms the core of how APIs are structured and function.

**Overview of ControllerBase**

ControllerBase is part of the Microsoft.AspNetCore.Mvc namespace and serves as the base class for Web API controllers. Unlike Controller, which is used for MVC (Model-View-Controller) applications that involve views, ControllerBase is tailored for building APIs without views.

***Key Features:***

* **Action Methods**: ControllerBase provides methods that handle HTTP requests and respond with results. These methods are often decorated with HTTP attribute annotations like [HttpGet], [HttpPost], [HttpPut], and [HttpDelete].
* **Response Types**: It includes methods for returning various HTTP responses, including JSON content, status codes, and more.
* **Dependency Injection**: ControllerBase supports dependency injection, allowing you to inject services like repositories or application services directly into the controller.
* **Model Binding and Validation**: It provides built-in support for model binding and validation, making it easy to work with data coming from HTTP requests.

**Example Usage:**

Here’s a simple example of how ControllerBase is used in a Web API controller:

1. using Microsoft.AspNetCore.Mvc;
2. using System.Collections.Generic;
3. using System.Linq;
5. namespace MyApi.Controllers
6. {
7. [ApiController]
8. [Route("api/[controller]")]
9. public class ProductsController : ControllerBase
10. {
11. private readonly ApplicationDbContext \_context;
13. public ProductsController(ApplicationDbContext context)
14. {
15. \_context = context;
16. }
18. [HttpGet]
19. public ActionResult<IEnumerable<Product>> GetProducts()
20. {
21. var products = \_context.Products.ToList();
22. return Ok(products); // Returns a 200 OK response with the list of products
23. }
25. [HttpGet("{id}")]
26. public ActionResult<Product> GetProduct(int id)
27. {
28. var product = \_context.Products.Find(id);
29. if (product == null)
30. {
31. return NotFound(); // Returns a 404 Not Found response
32. }
33. return Ok(product); // Returns a 200 OK response with the product
34. }
36. [HttpPost]
37. public ActionResult<Product> CreateProduct(Product product)
38. {
39. \_context.Products.Add(product);
40. \_context.SaveChanges();
41. return CreatedAtAction(nameof(GetProduct), new { id = product.Id }, product); // Returns a 201 Created response
42. }
43. }
44. }

***Explanation of Key Elements:***

1. **Attributes**:
   * [ApiController]: Indicates that the controller responds to Web API requests.
   * [Route("api/[controller]")]: Defines the base route for the controller’s endpoints. [controller] is replaced with the controller’s name (e.g., Products).
2. **Dependency Injection**:
   * The constructor accepts an ApplicationDbContext instance, demonstrating how services are injected into controllers.
3. **Action Methods**:
   * GetProducts(): Returns a list of products with a 200 OK response.
   * GetProduct(int id): Retrieves a specific product by ID. If not found, it returns a 404 Not Found response.
   * CreateProduct(Product product): Adds a new product to the database and returns a 201 Created response with the newly created product.

**Key Methods of ControllerBase:**

* **Ok()**: Returns a 200 OK response with optional content.
* **CreatedAtAction()**: Returns a 201 Created response, typically used after a resource has been created.
* **NotFound()**: Returns a 404 Not Found response when a resource is not found.
* **BadRequest()**: Returns a 400 Bad Request response, often used when the client sends invalid data.
* **NoContent()**: Returns a 204 No Content response, used for successful requests that don’t return data.

**Advantages of Using ControllerBase:**

* **No View Support**: Ideal for Web APIs as it does not include view-related features, which are not needed for APIs.
* **Focus on API Responses**: It focuses on handling HTTP requests and responses, making it straightforward for API development.
* **Dependency Injection**: Seamlessly integrates with ASP.NET Core’s dependency injection system for service management.

***Key Points to Remember:***

1. **Purpose**: ControllerBase is used as the base class for Web API controllers, providing essential methods for handling HTTP requests and responses without view support.
2. **Action Methods**: Used to handle various HTTP operations (GET, POST, PUT, DELETE) and return appropriate responses.
3. **Response Methods**: Includes methods like Ok(), NotFound(), BadRequest(), NoContent() for standard HTTP responses.
4. **Dependency Injection**: Supports injection of services (e.g., repositories) directly into controllers.
5. **No View Support**: Focuses on APIs and does not support views, unlike the Controller class used in MVC applications.

**Summary**

In this section, we’ve covered several foundational concepts related to ASP.NET Core Web API development, including RESTful principles, the role of Web API controllers, differences between API and MVC controllers, integration with Entity Framework Core, return types for Web API methods, and the use of IActionResult vs ActionResult<T>.

Here’s a consolidated overview of each concept:

**1. ASP.NET Core Web API and RESTful Principles**

* **RESTful Principles**: REST (Representational State Transfer) is an architectural style for designing networked applications. RESTful APIs use HTTP requests to perform CRUD operations and follow principles such as statelessness, resource-based URIs, and standard HTTP methods (GET, POST, PUT, DELETE).
* **Resource-Based**: Resources are entities that APIs expose (e.g., products, users). URIs should represent resources, and actions should be performed using HTTP methods.
* **Stateless**: Each request from a client must contain all necessary information for the server to fulfill the request. The server does not store client state between requests.
* **Uniform Interface**: A consistent, standard way to interact with resources across the API. This includes using standard HTTP methods and status codes.

**2. Web API Controllers**

* **Purpose**: Web API controllers are responsible for handling HTTP requests and returning responses in the form of JSON or XML data. They inherit from ControllerBase and are typically decorated with [ApiController] to enable Web API-specific features.
* **Attributes**: [Route] defines the route template for the controller, and [ApiController] enables automatic model validation and binding.

**3. API Controllers vs MVC Controllers**

* **API Controllers**:
  + Inherit from ControllerBase.
  + Designed for handling HTTP requests and returning data (usually in JSON format).
  + Do not include support for rendering views.
* **MVC Controllers**:
  + Inherit from Controller.
  + Designed for handling requests that involve rendering views.
  + Include support for view-related features, such as returning HTML content and using Razor views.

**4. Entity Framework Core with Web API**

* **Purpose**: EF Core is an Object-Relational Mapper (ORM) that provides a way to interact with databases using .NET objects. It abstracts database operations and enables CRUD operations through LINQ queries.
* **Integration**: Typically involves setting up a DbContext class to manage entities and configure relationships. Controllers use dependency injection to access the DbContext for data operations.

**5. Different Return Types of Web API Action Methods**

* **IActionResult**:
  + Provides flexibility to return various types of responses and HTTP status codes.
  + Example: Ok(), NotFound(), BadRequest(), Redirect(), File().
* **ActionResult<T>**:
  + Combines IActionResult with a specific return type, allowing you to return both data and status codes from the same action method.
  + Example: Returning a Product object with Ok(product).

**6. IActionResult vs ActionResult<T>**

* **IActionResult**:
  + Provides control over different HTTP responses and status codes.
  + Suitable for scenarios requiring diverse response types.
* **ActionResult<T>**:
  + Simplifies returning data and status codes together.
  + Ideal for methods returning a specific type along with potential status codes.

**7. ControllerBase**

* **Purpose**: Serves as the base class for Web API controllers, focusing on handling HTTP requests and responses without view support.
* **Key Methods**: Includes methods like Ok(), NotFound(), BadRequest(), NoContent(), and CreatedAtAction().
* **Dependency Injection**: Supports injecting services into controllers for data operations and business logic.

Key Points to Remember

1. **RESTful Principles**: Focus on resource-based URIs, stateless communication, and uniform interfaces for API design.
2. **Web API Controllers**: Inherit from ControllerBase, handle HTTP requests, and return data responses.
3. **API vs MVC Controllers**: API controllers handle data responses without views, while MVC controllers manage both data and view rendering.
4. **Entity Framework Core**: Used for ORM in ASP.NET Core, enabling CRUD operations and data management.
5. **Return Types**: IActionResult provides flexible responses, while ActionResult<T> combines data and status codes.
6. **ControllerBase**: Core class for Web API controllers, focusing on HTTP request handling and response generation.

***Swagger / OpenAPI***

**Swagger** (now known as **OpenAPI**) is a framework for API documentation and specification. It allows you to describe your RESTful API in a machine-readable format, providing a way to generate interactive documentation, client SDKs, and server stubs. This makes APIs easier to understand, use, and test.

***Overview of Swagger / OpenAPI***

**OpenAPI Specification (OAS)** is a standard for defining RESTful APIs. It provides a way to describe the endpoints, request/response formats, parameters, authentication methods, and more.

**Swagger** tools are used to generate interactive documentation and client libraries based on the OpenAPI specification.

**Setting Up Swagger in ASP.NET Core**

**1. Install Swagger NuGet Packages**

To use Swagger in an ASP.NET Core application, you need to install the Swashbuckle.AspNetCore NuGet package, which provides the Swagger generator and UI.

1. dotnet add package Swashbuckle.AspNetCore

**2. Configure Swagger in Program.cs**

In your Program.cs file, you need to add Swagger services and configure the Swagger middleware.

**ConfigureServices Method**:

1. public void ConfigureServices(IServiceCollection services)
2. {
3. services.AddControllers();
5. // Register Swagger services
6. services.AddSwaggerGen(c =>
7. {
8. c.SwaggerDoc("v1", new OpenApiInfo { Title = "My API", Version = "v1" });
9. // Optionally, include XML comments for richer documentation
10. // var xmlFile = $"{Assembly.GetExecutingAssembly().GetName().Name}.xml";
11. // var xmlPath = Path.Combine(AppContext.BaseDirectory, xmlFile);
12. // c.IncludeXmlComments(xmlPath);
13. });
14. }

**Configure Method**:

1. public void Configure(IApplicationBuilder app, IWebHostEnvironment env)
2. {
3. if (env.IsDevelopment())
4. {
5. app.UseDeveloperExceptionPage();
6. }
7. else
8. {
9. app.UseExceptionHandler("/Home/Error");
10. app.UseHsts();
11. }
13. app.UseHttpsRedirection();
14. app.UseStaticFiles();
15. app.UseRouting();
16. app.UseAuthorization();
18. // Use Swagger
19. app.UseSwagger();
21. // Use Swagger UI
22. app.UseSwaggerUI(c =>
23. {
24. c.SwaggerEndpoint("/swagger/v1/swagger.json", "My API V1");
25. c.RoutePrefix = string.Empty; // Set Swagger UI at the app's root (optional)
26. });
28. app.UseEndpoints(endpoints =>
29. {
30. endpoints.MapControllers();
31. });
32. }

**3. XML Comments for Enhanced Documentation**

To enhance the documentation, you can include XML comments. This requires enabling XML documentation in your project file and configuring Swagger to include these comments.

**Project File (.csproj)**:

1. <PropertyGroup>
2. <GenerateDocumentationFile>true</GenerateDocumentationFile>
3. <NoWarn>1591</NoWarn> <!-- Suppress missing XML comment warnings -->
4. </PropertyGroup>

**Update Swagger Configuration**:

1. c.IncludeXmlComments(Path.Combine(AppContext.BaseDirectory, "MyApi.xml"));

**4. Testing the API Documentation**

Once configured, run your application and navigate to the Swagger UI (usually at /swagger or the root if configured) to see the interactive API documentation. Swagger UI allows you to explore and test your API endpoints directly from the browser.

**Detailed Explanation of Code**

* **AddSwaggerGen Method**: Registers the Swagger generator with default settings. You can provide additional options such as custom filters or document settings.
* **SwaggerDoc Method**: Defines a Swagger document with a title and version. You can create multiple versions if needed.
* **UseSwagger and UseSwaggerUI Methods**: Middleware components to serve the Swagger JSON endpoint and the interactive UI, respectively. SwaggerEndpoint specifies the path to the Swagger JSON file.
* **XML Comments**: Provides additional metadata for API methods and models, which is displayed in Swagger UI.

***Content Negotiation***

**Content negotiation** is a mechanism in HTTP that allows clients and servers to agree on the format of the response data. In ASP.NET Core, content negotiation determines how the response should be formatted based on the client's request headers and available formatters.

**Overview of Content Negotiation**

When a client sends a request, it may specify the desired response format through the Accept header. The server processes this header and selects the appropriate formatter to serialize the response data into the requested format (e.g., JSON, XML).

**How Content Negotiation Works**

1. **Client Request**: The client sends an HTTP request with the Accept header specifying the desired media type (e.g., application/json, application/xml).
2. **Server Response**: The server uses formatters to serialize the response data into the specified format. If the requested format is not supported or available, the server may return a default format or an error.

***Configuring Formatters in ASP.NET Core***

ASP.NET Core provides built-in formatters for JSON and XML. You can configure these formatters in the Program.cs file.

**1. JSON Formatter**

By default, ASP.NET Core includes the JSON formatter via System.Text.Json. You can also use Newtonsoft.Json if you prefer.

**Example Configuration with System.Text.Json**:

1. services.AddControllers()
2. .AddJsonOptions(options =>
3. {
4. options.JsonSerializerOptions.PropertyNamingPolicy = null; // Disable camel casing
5. });

**Example Configuration with Newtonsoft.Json**:

First, install the Microsoft.AspNetCore.Mvc.NewtonsoftJson NuGet package:

1. dotnet add package Microsoft.AspNetCore.Mvc.NewtonsoftJson

Then configure it in Program.cs:

1. services.AddControllers()
2. .AddNewtonsoftJson(options =>
3. {
4. options.SerializerSettings.ContractResolver = new CamelCasePropertyNamesContractResolver();
5. });

**2. XML Formatter**

To enable XML formatting, you need to add the AddXmlSerializerFormatters method.

**Example Configuration**:

1. services.AddControllers()
2. .AddXmlSerializerFormatters(); // Add XML formatter

**3. Custom Formatters**

You can create custom formatters if you need to support additional formats.

**Example of a Custom Formatter**:

Create a custom OutputFormatter:

1. public class CustomXmlOutputFormatter : TextOutputFormatter
2. {
3. public CustomXmlOutputFormatter()
4. {
5. SupportedMediaTypes.Add(MediaTypeHeaderValue.Parse("application/custom-xml"));
6. }
8. public override bool CanWriteResult(OutputFormatterCanWriteContext context)
9. {
10. return context.ContentType.Equals(MediaTypeHeaderValue.Parse("application/custom-xml"));
11. }
13. public override Task WriteResponseBodyAsync(OutputFormatterWriteContext context, Encoding selectedEncoding)
14. {
15. // Implement custom XML serialization logic here
16. }
17. }

Register the custom formatter:

1. services.AddControllers(options =>
2. {
3. options.OutputFormatters.Add(new CustomXmlOutputFormatter());
4. });

**Detailed Explanation of Code**

* **AddJsonOptions**: Configures JSON serialization settings, such as property naming policies.
* **AddNewtonsoftJson**: Adds support for JSON serialization using Newtonsoft.Json, allowing for more advanced configuration.
* **AddXmlSerializerFormatters**: Enables XML serialization using the XML serializer.
* **Custom Formatters**: Allow you to create formatters for unsupported media types or customize serialization logic.

**Testing Content Negotiation**

You can test content negotiation by sending requests with different Accept headers using tools like Postman or curl.

**Example Request with curl**:

1. curl -H "Accept: application/json" https://localhost:5001/api/products
2. curl -H "Accept: application/xml" https://localhost:5001/api/products

**Example Request with Postman**:

* Set the Accept header to application/json or application/xml in Postman and observe the response format.

***Key Points to Remember***

1. **Content Negotiation**: Determines the format of the response based on the client's Accept header.
2. **Built-in Formatters**: ASP.NET Core provides JSON and XML formatters out of the box.
3. **Custom Formatters**: You can create custom formatters to support additional media types.
4. **Configuration**: Use AddJsonOptions, AddNewtonsoftJson, and AddXmlSerializerFormatters to configure formatters.
5. **Testing**: Use tools like Postman or curl to test different response formats.

***API Versions***

**API versioning** is crucial for managing changes in your API while keeping backward compatibility. With the deprecation of the Microsoft.AspNetCore.Mvc.Versioning package, you should use the new Asp.Versioning.Mvc package for implementing API versioning in ASP.NET Core.

**Overview of API Versioning**

API versioning allows you to introduce new features or changes in your API without breaking existing clients. It helps maintain multiple versions of an API simultaneously.

**Implementing API Versioning with Asp.Versioning.Mvc**

**1. Install the New API Versioning NuGet Package**

Install the Asp.Versioning.Mvc package to use the new API versioning library.

1. dotnet add package Asp.Versioning.Mvc

**2. Configure API Versioning in Program.cs**

Add and configure the API versioning services using the new package in the ConfigureServices method.

**Example Configuration**:

1. services.AddControllers();
3. // Add API versioning
4. services.AddApiVersioning(options =>
5. {
6. options.ReportApiVersions = true; // Include API versions in response headers
7. options.AssumeDefaultVersionWhenUnspecified = true; // Assume default version if none specified
8. options.DefaultApiVersion = new ApiVersion(1, 0); // Set default API version
9. options.ApiVersionReader = new HeaderApiVersionReader("api-version"); // Read version from header
10. });

**3. Define API Versions in Controllers**

Use the [ApiVersion] attribute to specify which versions a controller or action method supports.

**Example**:

1. [ApiController]
2. [Route("api/[controller]")]
3. public class ProductsController : ControllerBase
4. {
5. [HttpGet]
6. [ApiVersion("1.0")]
7. public IActionResult GetV1()
8. {
9. return Ok("API Version 1.0");
10. }
12. [HttpGet]
13. [ApiVersion("2.0")]
14. [Route("v2")]
15. public IActionResult GetV2()
16. {
17. return Ok("API Version 2.0");
18. }
19. }

**4. Specify API Versions in Routes**

You can include the API version in the route to differentiate between versions.

**Example**:

1. [ApiController]
2. [Route("api/v{version:apiVersion}/[controller]")]
3. public class ProductsController : ControllerBase
4. {
5. [HttpGet]
6. public IActionResult Get()
7. {
8. // Handle request for the specified API version
9. return Ok("API Versioned");
10. }
11. }

**5.  Use URL or Query String Versioning**

Besides headers, you can use URL segments or query strings for versioning.

**Example of URL Versioning**:

1. [ApiController]
2. [Route("api/v{version:apiVersion}/products")]
3. public class ProductsController : ControllerBase
4. {
5. [HttpGet]
6. public IActionResult Get()
7. {
8. // Handle request for the specified API version
9. return Ok("API Versioned via URL");
10. }
11. }

**Example of Query String Versioning**:

1. public void ConfigureServices(IServiceCollection services)
2. {
3. services.AddApiVersioning(options =>
4. {
5. options.ApiVersionReader = new QueryStringApiVersionReader("api-version"); // Read version from query string
6. });
7. }
9. [ApiController]
10. [Route("api/products")]
11. public class ProductsController : ControllerBase
12. {
13. [HttpGet]
14. public IActionResult Get()
15. {
16. // Handle request for the specified API version
17. return Ok("API Versioned via Query String");
18. }
19. }

**Detailed Explanation of Code**

* **AddApiVersioning**: Configures API versioning services, including options for default version, version reporting, and version readers.
* **[ApiVersion] Attribute**: Specifies the supported versions for a controller or action method.
* **Routes**: Define versioned routes to access different API versions.
* **Version Readers**: Methods to extract version information from request headers, URLs, or query strings.

**Example Request with Postman**:

* Set the api-version header or use versioned URLs to test different API versions.

**Key Points to Remember**

1. **API Versioning**: Allows multiple versions of an API to coexist and ensures backward compatibility.
2. **New Package**: Use Asp.Versioning.Mvc instead of the deprecated Microsoft.AspNetCore.Mvc.Versioning.
3. **Configuration**: Set up API versioning in Program.cs using AddApiVersioning.
4. **Versioning Methods**: Use header, URL segment, or query string methods to handle API versions.
5. **Testing**: Validate versioning using tools like Postman or curl to ensure proper version handling.

#### CORS in ASP.NET Core Web API

**Cross-Origin Resource Sharing (CORS)** is a feature that allows or restricts resources on a web server based on the origin of the request. In the context of an Angular application running on localhost:4200, you'll need to configure CORS in your ASP.NET Core Web API to allow requests from this origin.

#### ****Overview of CORS****

CORS enables web servers to specify which origins are allowed to access their resources. Proper CORS configuration ensures that your API can be accessed securely by client applications hosted on different origins.

#### ****Configuring CORS in ASP.NET Core Using Program.cs****

In the latest ASP.NET Core versions, configuration is typically done in Program.cs rather than Startup.cs. Here’s how you can set up CORS in Program.cs.

**1. Install Required Package**

No additional package is needed as CORS support is built into ASP.NET Core.

**2. Configure CORS in Program.cs**

Add CORS services and middleware in your Program.cs file.

**Example Configuration**:

1. var builder = WebApplication.CreateBuilder(args);
3. // Add services to the container.
4. builder.Services.AddControllers();
6. // Add CORS services and configure policies
7. builder.Services.AddCors(options =>
8. {
9. options.AddPolicy("AllowAngularLocalhost",
10. builder =>
11. {
12. builder.WithOrigins("http://localhost:4200") // Allow Angular's localhost
13. .AllowAnyMethod() // Allow any HTTP method (GET, POST, etc.)
14. .AllowAnyHeader(); // Allow any headers
15. });
16. });
18. var app = builder.Build();
20. // Configure the HTTP request pipeline.
21. if (app.Environment.IsDevelopment())
22. {
23. app.UseDeveloperExceptionPage();
24. }
25. else
26. {
27. app.UseExceptionHandler("/Home/Error");
28. app.UseHsts();
29. }
31. app.UseHttpsRedirection();
32. app.UseStaticFiles();
33. app.UseRouting();
34. app.UseAuthorization();
36. // Use CORS policy
37. app.UseCors("AllowAngularLocalhost");
39. app.UseEndpoints(endpoints =>
40. {
41. endpoints.MapControllers();
42. });
44. app.Run();

**3. Understanding the Configuration**

* **AddCors Method**: Registers CORS services and defines policies.
* **AddPolicy Method**: Creates a CORS policy named "AllowAngularLocalhost". This policy allows requests from http://localhost:4200, permits any HTTP methods, and accepts any headers.
* **UseCors Method**: Applies the defined CORS policy. It must be called before UseRouting or UseEndpoints.

**4. More Detailed CORS Policies**

If you need more restrictive CORS policies, you can adjust the configuration.

**Example of a Restrictive CORS Policy**:

1. builder.Services.AddCors(options =>
2. {
3. options.AddPolicy("RestrictedPolicy",
4. builder =>
5. {
6. builder.WithOrigins("https://specificdomain.com") // Allow only specific domain
7. .WithMethods("GET", "POST") // Allow only GET and POST methods
8. .WithHeaders("Authorization", "Content-Type"); // Allow specific headers
9. });
10. });

#### ****Testing CORS Configuration****

To verify CORS configuration, ensure that your Angular application is running on http://localhost:4200 and make requests to your ASP.NET Core Web API. Check the network requests in your browser’s developer tools to ensure that the CORS headers are correctly set.

**Example Request**:

Using Angular’s HttpClient to make a request:

1. import { HttpClient } from '@angular/common/http';
2. import { Injectable } from '@angular/core';
4. @Injectable({
5. providedIn: 'root'
6. })
7. export class ApiService {
8. private apiUrl = 'https://localhost:5001/api/products';
10. constructor(private http: HttpClient) { }
12. getProducts() {
13. return this.http.get(this.apiUrl);
14. }
15. }

**Example Angular Component**:

1. import { Component, OnInit } from '@angular/core';
2. import { ApiService } from './api.service';
4. @Component({
5. selector: 'app-product-list',
6. templateUrl: './product-list.component.html'
7. })
8. export class ProductListComponent implements OnInit {
9. products: any[] = [];
11. constructor(private apiService: ApiService) { }
13. ngOnInit() {
14. this.apiService.getProducts().subscribe(data => {
15. this.products = data;
16. });
17. }
18. }

#### ****Explanation of Code****

* **CORS Policy**: Defines rules for cross-origin requests.
* **Origins**: Specifies allowed domains (e.g., localhost:4200).
* **Methods**: Allows or restricts HTTP methods.
* **Headers**: Specifies which headers are permitted.

#### Key Points to Remember

1. **CORS**: Controls cross-origin requests to your API from different domains.
2. **Configuration**: Set up CORS in Program.cs using AddCors and UseCors methods.
3. **Origins**: Allow specific domains like localhost:4200 to access your API.
4. **Testing**: Use browser developer tools to verify the presence and correctness of CORS headers.
5. **Policies**: Customize CORS policies based on your application's needs.

**JWT Tokens and How They Work Internally**

JWT (JSON Web Token) is an open standard (RFC 7519) used for securely transmitting information between two parties as a JSON object. JWT is widely used for authentication and authorization purposes because it is stateless, compact, and easy to verify.

**1. Structure of JWT**

A JWT token consists of three parts separated by periods:

* **Header**: Contains metadata about the token, including the type of token (JWT) and the hashing algorithm (e.g., HMAC, SHA256).
* **Payload**: Holds the claims, or information, such as user ID and roles. Claims can be:
  + **Registered Claims**: Predefined claims, e.g., iss (issuer), sub (subject), and exp (expiration).
  + **Public Claims**: Custom claims that are not reserved, e.g., user\_id.
  + **Private Claims**: Custom claims that are agreed upon between parties but are unique to that transaction.
* **Signature**: Ensures that the token was not tampered with and verifies the authenticity.

**Example JWT**:

1. eyJhbGciOiJIUzI1NiIsInR5cCI6IkpXVCJ9.eyJ1c2VySWQiOiIxMjM0Iiwicm9sZSI6ImFkbWluIiwiaWF0IjoxNTE2MjM5MDIyfQ.SflKxwRJSMeKKF2QT4fwpMeJf36POk6yJV\_adQssw5c

Each part of the JWT is **Base64Url-encoded**:

1. **Header**: eyJhbGciOiJIUzI1NiIsInR5cCI6IkpXVCJ9
2. **Payload**: eyJ1c2VySWQiOiIxMjM0Iiwicm9sZSI6ImFkbWluIiwiaWF0IjoxNTE2MjM5MDIyfQ
3. **Signature**: SflKxwRJSMeKKF2QT4fwpMeJf36POk6yJV\_adQssw5c

**2. Steps for JWT Token Generation and Validation**

1. **Token Creation**:
   * The server creates a token when a user logs in.
   * It encodes the header and payload, and then hashes these using a secret key and the algorithm specified in the header to create the signature.
2. **Token Transmission**:
   * After generation, the server sends the JWT token to the client (usually in the response header).
   * The client stores the token (typically in localStorage or a cookie).
3. **Token Validation**:
   * When a client makes an authenticated request, it sends the JWT in the Authorization header as a Bearer token.
   * The server decodes the token, checks the signature, and validates claims like expiration (exp).
   * If valid, the server processes the request, otherwise, it rejects it.

**Example Flow**

1. **User Login**:
   * The client sends login credentials to the server.
   * The server authenticates the user and, if successful, generates a JWT.
   * The server sends the token back to the client.
2. **Requesting Protected Resource**:
   * The client includes the JWT in the request header to access a protected endpoint.
   * The server verifies the JWT and, if valid, allows access.

**JWT in the Authorization Header**

The JWT token is typically sent in the Authorization header:

1. Authorization: Bearer <JWT\_TOKEN>

**Pros of JWTs for Authentication and Authorization**

* **Stateless**: No need to store sessions on the server, making it scalable.
* **Compact**: The Base64Url-encoded format makes JWTs lightweight and fast to transmit.
* **Self-contained**: Contains all necessary information about the user, like roles and permissions.
* **Cross-platform**: Compatible with many languages and frameworks.

**JWT Algorithm & How Tokens Are Generated**

JWTs can be signed and sometimes encrypted to enhance security. The signing process is essential to ensure that the token was not tampered with after it was created. Here’s a detailed breakdown of how JWT tokens are generated and the algorithms used:

**1. JWT Algorithms**

The **algorithm** defines how the token’s header and payload will be signed. JWT supports several algorithms, but the most commonly used ones are:

* **HS256 (HMAC with SHA-256)**: Uses a secret key to create a hash of the header and payload. It’s symmetric, meaning the same secret key is used for both signing and verifying.
* **RS256 (RSA Signature with SHA-256)**: Uses a public-private key pair for signing and verification. The private key signs the token, and the public key verifies it. This is asymmetric, making it more secure for distributed applications, as you don’t need to share the private key.

The **header** of a JWT specifies the algorithm used, such as:

1. {
2. "alg": "HS256",
3. "typ": "JWT"
4. }

**2. Generating JWT Tokens**

To generate a JWT, the server:

1. **Creates a Header**: Defines the type (JWT) and algorithm (e.g., HS256).
2. **Creates a Payload**: This can include registered claims like iss (issuer), exp (expiration), custom claims such as user\_id, role, etc.
3. **Signs the Token**: Based on the algorithm specified in the header, the server signs the header and payload.

Let’s break down each component in the process with an example.

**Example: Generating a JWT Using HS256**

Let’s consider a payload with a user\_id and role.

**Payload**:

1. {
2. "user\_id": "12345",
3. "role": "admin",
4. "exp": 1704067199
5. }
6. **Encoding**: The payload and header are Base64Url-encoded.
7. **Signature Generation**:
   * The header and payload are combined into a single string: header.payload.
   * Using the HS256 algorithm, the server signs the token using a secret key, say my\_secret\_key.

**Signature Creation**:

1. HMACSHA256(
2. base64UrlEncode(header) + "." +
3. base64UrlEncode(payload),
4. my\_secret\_key
5. )

The result is a token that looks like:

1. JhbGciOiJIUzI1NiIsInR5cCI6IkpXVCJ9.eyJ1c2VyX2lkIjoiMTIzNDUiLCJyb2xlIjoiYWRtaW4iLCJleHAiOjE3MDQwNjcxOTl9.pxE2T5jzz73YQDd\_6YYKTYGFlAlySeyxTWmXaDsX6IM

**3. Token Verification**

When the client presents this JWT to the server:

1. The server **extracts the header, payload, and signature**.
2. It uses the algorithm defined in the header and the **same secret key** to generate a signature.
3. The server compares this newly generated signature to the one in the JWT.
   * If they match, the token is verified.
   * If they don’t match or the token is expired (exp claim), the server rejects it.

**Example Code: Generating and Verifying JWT in .NET**

Below is an example code snippet that uses System.IdentityModel.Tokens.Jwt to generate and verify JWTs in an ASP.NET Core application.

**Generating a JWT**:

1. using System;
2. using System.IdentityModel.Tokens.Jwt;
3. using System.Security.Claims;
4. using Microsoft.IdentityModel.Tokens;
5. using System.Text;
7. public string GenerateJwtToken(string userId, string role, string secretKey)
8. {
9. var claims = new[]
10. {
11. new Claim(JwtRegisteredClaimNames.Sub, userId),
12. new Claim("role", role),
13. new Claim(JwtRegisteredClaimNames.Jti, Guid.NewGuid().ToString())
14. };
16. var key = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(secretKey));
17. var creds = new SigningCredentials(key, SecurityAlgorithms.HmacSha256);
19. var token = new JwtSecurityToken(
20. issuer: "my\_app",
21. audience: "my\_app",
22. claims: claims,
23. expires: DateTime.Now.AddMinutes(30),
24. signingCredentials: creds);
26. return new JwtSecurityTokenHandler().WriteToken(token);
27. }

**Verifying a JWT**:

1. public ClaimsPrincipal ValidateJwtToken(string token, string secretKey)
2. {
3. var tokenHandler = new JwtSecurityTokenHandler();
4. var key = Encoding.UTF8.GetBytes(secretKey);
5. var validationParameters = new TokenValidationParameters
6. {
7. ValidateIssuerSigningKey = true,
8. IssuerSigningKey = new SymmetricSecurityKey(key),
9. ValidateIssuer = false,
10. ValidateAudience = false
11. };
13. try
14. {
15. var principal = tokenHandler.ValidateToken(token, validationParameters, out \_);
16. return principal;
17. }
18. catch (Exception)
19. {
20. return null; // Token is invalid or expired
21. }
22. }

In the above example:

* GenerateJwtToken creates a token for a user with a given role.
* ValidateJwtToken verifies the JWT’s signature and returns the claims if it’s valid, or null if it isn’t.

***Best Practices and Common Pitfalls of JWT***

When working with JWTs, security and efficiency are essential. Here’s a guide to the best practices and common pitfalls to avoid:

**1. Best Practices**

**a. Use Strong Secret Keys (for Symmetric Algorithms like HS256)**

* Ensure that the secret key used for signing JWTs is long, complex, and stored securely.
* **Avoid using predictable or weak keys**, as this would make it easier for attackers to forge tokens.
* Rotate keys periodically to minimize the risk of token tampering.

**b. Use Asymmetric Algorithms (e.g., RS256) for Public Key Verification**

* For distributed applications, using asymmetric signing algorithms like RS256 can be more secure.
* In RS256, the private key is used to sign the JWT, and the public key is used to verify it, so you can share the public key with different services without exposing the private key.

**c. Limit the Claims in the JWT Payload**

* Only include essential information (such as user\_id, role, and any custom claims required) in the payload to reduce token size and limit data exposure.
* Avoid storing sensitive data in JWTs, as they are easily readable by anyone who has access to them.

**d. Set Expiration Times and Use Short-Lived Tokens**

* JWTs should have short expiration times (exp claim) to minimize the window of opportunity for attackers.
* Set a reasonable token lifespan based on the application's security requirements. Typically, tokens are set to expire within minutes or hours for high-security apps.

**e. Implement Refresh Tokens for Long-Lived Sessions**

* Instead of making JWTs valid for extended periods, use short-lived tokens with refresh tokens to allow the user to obtain a new JWT without re-authenticating.
* Refresh tokens are stored securely on the client side (usually in HTTP-only cookies) and are only exchanged when a new JWT is needed.

**f. Store Tokens Securely**

* Store tokens in secure, HTTP-only cookies to protect them from client-side JavaScript access, reducing the risk of cross-site scripting (XSS) attacks.
* Avoid storing tokens in localStorage or sessionStorage if possible, as they are vulnerable to XSS attacks.

**g. Validate All Claims in the Token**

* Verify essential claims like iss (issuer) and aud (audience) to confirm the token was issued by your server and is intended for your application.
* Always validate the exp (expiration) claim to ensure the token hasn’t expired.

**h. Monitor for JWT Revocation**

* Keep track of tokens that should be invalidated before they expire, such as when a user logs out or when tokens are compromised.
* JWTs are stateless and, by default, cannot be revoked, so implementing a revocation list or managing blacklists in a cache can help mitigate this.

**2. Common Pitfalls**

**a. Overly Long Token Expiration Times**

* Avoid issuing tokens with excessively long lifespans, as this increases the risk if a token is compromised. Keep token expiration times short and utilize refresh tokens for long sessions.

**b. Including Sensitive Data in the Payload**

* Avoid putting sensitive information like passwords, credit card numbers, or private keys in the JWT payload. JWTs can be easily decoded without the secret key, exposing any information inside the payload.

**c. Lack of Signature Validation**

* Always verify the JWT’s signature to ensure it was issued by a trusted source. Skipping this step opens the application to forged tokens and security vulnerabilities.

**d. Using Weak Signing Algorithms**

* Some algorithms (e.g., none) don’t sign the JWT at all, making it easy to modify and reissue. Always use secure signing algorithms like HS256 or RS256.

**e. Not Using HTTPS**

* When transmitting JWTs over HTTP, the tokens can be intercepted. Always use HTTPS to encrypt token transmission, protecting against man-in-the-middle (MITM) attacks.

**3. Example Code: JWT Best Practices in ASP.NET Core**

In the following example, we generate and validate JWTs using HS256, set a short expiration time, and demonstrate the importance of HTTPS:

1. using System;
2. using System.IdentityModel.Tokens.Jwt;
3. using System.Security.Claims;
4. using Microsoft.IdentityModel.Tokens;
5. using System.Text;
7. public class JwtHelper
8. {
9. private readonly string \_secretKey;
10. private readonly int \_expiryMinutes;
12. public JwtHelper(string secretKey, int expiryMinutes)
13. {
14. \_secretKey = secretKey;
15. \_expiryMinutes = expiryMinutes;
16. }
18. // Generate a short-lived JWT with minimal claims
19. public string GenerateToken(string userId, string role)
20. {
21. var claims = new[]
22. {
23. new Claim(JwtRegisteredClaimNames.Sub, userId),
24. new Claim("role", role),
25. new Claim(JwtRegisteredClaimNames.Jti, Guid.NewGuid().ToString())
26. };
28. var key = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(\_secretKey));
29. var creds = new SigningCredentials(key, SecurityAlgorithms.HmacSha256);
31. var token = new JwtSecurityToken(
32. issuer: "my\_app",
33. audience: "my\_app",
34. claims: claims,
35. expires: DateTime.UtcNow.AddMinutes(\_expiryMinutes),
36. signingCredentials: creds);
38. return new JwtSecurityTokenHandler().WriteToken(token);
39. }
41. // Validate the JWT by checking expiration, issuer, and signature
42. public ClaimsPrincipal ValidateToken(string token)
43. {
44. var tokenHandler = new JwtSecurityTokenHandler();
45. var key = Encoding.UTF8.GetBytes(\_secretKey);
47. var validationParameters = new TokenValidationParameters
48. {
49. ValidateIssuerSigningKey = true,
50. IssuerSigningKey = new SymmetricSecurityKey(key),
51. ValidateIssuer = true,
52. ValidateAudience = true,
53. ValidIssuer = "my\_app",
54. ValidAudience = "my\_app",
55. ClockSkew = TimeSpan.Zero
56. };
58. try
59. {
60. return tokenHandler.ValidateToken(token, validationParameters, out \_);
61. }
62. catch
63. {
64. return null; // Invalid token
65. }
66. }
67. }

In this code:

* **GenerateToken** method creates a JWT with a user ID and role, setting a short expiration time (expiryMinutes) and signing it using the HS256 algorithm.
* **ValidateToken** method validates the token, checking the signature, issuer, and audience, which helps enforce claims and ensure secure token handling.

**4. Token Revocation Example**

You could store revoked tokens in a cache like Redis with an expiration equal to the token’s expiration time, then check each token against this list when validating. Although this approach adds state management, it effectively addresses early revocation requirements.

***JWT Authentication and Authorization with JWT in ASP.NET Core Web API***

This section provides a step-by-step guide on implementing JWT authentication and authorization in an ASP.NET Core Web API. This integration ensures that users can securely access resources based on their identity and roles.

**1. Setting Up JWT Authentication in ASP.NET Core**

To enable JWT-based authentication, start by configuring the authentication service within the Startup.cs file (or Program.cs/AppSettings.json in newer versions of ASP.NET Core):

**Step 1: Install the Necessary NuGet Packages**

1. dotnet add package Microsoft.AspNetCore.Authentication.JwtBearer

**Step 2: Add JWT Settings to appsettings.json**

In your appsettings.json file, define the JWT options (such as Issuer, Audience, and SecretKey):

1. "JwtSettings": {
2. "SecretKey": "Your\_Secret\_Key\_Here",
3. "Issuer": "my\_app",
4. "Audience": "my\_app\_audience"
5. }

**Step 3: Configure Authentication in Program.cs**

Add the JWT authentication scheme in the ConfigureServices method:

1. using Microsoft.AspNetCore.Authentication.JwtBearer;
2. using Microsoft.IdentityModel.Tokens;
3. using System.Text;
5. var builder = WebApplication.CreateBuilder(args);
7. // Retrieve settings from appsettings.json
8. var jwtSettings = builder.Configuration.GetSection("JwtSettings");
9. var secretKey = jwtSettings.GetValue<string>("SecretKey");
11. builder.Services.AddAuthentication(options =>
12. {
13. options.DefaultAuthenticateScheme = JwtBearerDefaults.AuthenticationScheme;
14. options.DefaultChallengeScheme = JwtBearerDefaults.AuthenticationScheme;
15. })
16. .AddJwtBearer(options =>
17. {
18. options.TokenValidationParameters = new TokenValidationParameters
19. {
20. ValidateIssuer = true,
21. ValidateAudience = true,
22. ValidateLifetime = true,
23. ValidateIssuerSigningKey = true,
24. ValidIssuer = jwtSettings.GetValue<string>("Issuer"),
25. ValidAudience = jwtSettings.GetValue<string>("Audience"),
26. IssuerSigningKey = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(secretKey))
27. };
28. });
30. builder.Services.AddAuthorization();

**2. Protecting Endpoints with JWT Authorization**

After setting up authentication, you can protect specific endpoints by adding the [Authorize] attribute, which restricts access to authenticated users only.

**Example Controller with Secured Endpoints**

Here’s an example of a controller with secured actions:

1. using Microsoft.AspNetCore.Authorization;
2. using Microsoft.AspNetCore.Mvc;
4. [ApiController]
5. [Route("api/[controller]")]
6. public class SecureDataController : ControllerBase
7. {
8. // Only authenticated users can access this endpoint
9. [HttpGet("secure-info")]
10. [Authorize]
11. public IActionResult GetSecureInfo()
12. {
13. return Ok("This is a secure endpoint only accessible to authenticated users.");
14. }
16. // Role-based authorization: Only users with the "Admin" role can access
17. [HttpGet("admin-data")]
18. [Authorize(Roles = "Admin")]
19. public IActionResult GetAdminData()
20. {
21. return Ok("This is an admin-protected endpoint.");
22. }
23. }

In this code:

* The [Authorize] attribute ensures that the user must be authenticated to access GetSecureInfo.
* The [Authorize(Roles = "Admin")] attribute restricts access to users with the Admin role, enforcing role-based authorization.

**3. Generating JWT Tokens for Users**

For authentication to work, you’ll need a way to issue JWT tokens. Typically, this is handled by an AuthController where users authenticate with credentials and receive a token upon successful login.

**Creating an AuthController for Login and Token Generation**

In AuthController, implement a login method to verify user credentials and generate a JWT:

1. using Microsoft.AspNetCore.Mvc;
2. using System;
3. using System.IdentityModel.Tokens.Jwt;
4. using System.Security.Claims;
5. using Microsoft.IdentityModel.Tokens;
6. using System.Text;
8. [ApiController]
9. [Route("api/[controller]")]
10. public class AuthController : ControllerBase
11. {
12. private readonly IConfiguration \_configuration;
14. public AuthController(IConfiguration configuration)
15. {
16. \_configuration = configuration;
17. }
19. [HttpPost("login")]
20. public IActionResult Login([FromBody] LoginModel model)
21. {
22. // Simplified example: In practice, you would validate against a user database
23. if (model.Username == "testuser" && model.Password == "password")
24. {
25. var token = GenerateJwtToken(model.Username);
26. return Ok(new { Token = token });
27. }
29. return Unauthorized("Invalid credentials");
30. }
32. private string GenerateJwtToken(string username)
33. {
34. var jwtSettings = \_configuration.GetSection("JwtSettings");
35. var secretKey = jwtSettings.GetValue<string>("SecretKey");
37. var claims = new[]
38. {
39. new Claim(JwtRegisteredClaimNames.Sub, username),
40. new Claim("role", "User"),
41. new Claim(JwtRegisteredClaimNames.Jti, Guid.NewGuid().ToString())
42. };
44. var key = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(secretKey));
45. var creds = new SigningCredentials(key, SecurityAlgorithms.HmacSha256);
47. var token = new JwtSecurityToken(
48. issuer: jwtSettings.GetValue<string>("Issuer"),
49. audience: jwtSettings.GetValue<string>("Audience"),
50. claims: claims,
51. expires: DateTime.UtcNow.AddMinutes(30),
52. signingCredentials: creds);
54. return new JwtSecurityTokenHandler().WriteToken(token);
55. }
56. }

In this example:

* The Login action checks credentials, and if they’re correct, calls GenerateJwtToken.
* GenerateJwtToken generates a JWT with claims such as sub (subject, or username) and role.
* JwtSecurityTokenHandler.WriteToken(token) serializes the JWT, making it ready to send as a response.

***Testing JWT Authentication and Authorization***

1. **Authenticate** by calling api/auth/login with valid credentials to receive a JWT.
2. **Access Protected Endpoints** by passing the JWT in the Authorization header with the prefix Bearer, as shown below:
3. GET /api/SecureData/secure-info HTTP/1.1
4. Authorization: Bearer {JWT\_TOKEN}

**Refresh Tokens**

JWTs are often short-lived to minimize risks in case a token is compromised. However, short expiration times can cause frequent interruptions for users. Refresh tokens help maintain user sessions smoothly by allowing clients to request a new JWT without requiring the user to re-authenticate.

***1. What is a Refresh Token?***

* A **refresh token** is a long-lived token issued alongside the JWT, allowing the client to request a new JWT when it expires.
* Unlike the JWT, which is sent on every request to the API, the refresh token is only sent to the authorization server when renewing the JWT.

***2. How Refresh Tokens Work in JWT Authentication***

Here’s a simplified flow:

1. **User Authenticates**: Upon successful login, the server issues both a JWT and a refresh token to the client.
2. **Using JWT**: The client uses the JWT to access protected resources until it expires.
3. **Token Expiry and Refresh**:
   * When the JWT expires, the client sends the refresh token to a secure endpoint to obtain a new JWT.
   * If the refresh token is valid, the server issues a new JWT and, optionally, a new refresh token.
4. **Logout**: When a user logs out, the refresh token is invalidated to prevent further access.

***3. Implementing Refresh Tokens in ASP.NET Core***

To implement refresh tokens, you need:

* A storage solution to store and verify refresh tokens (often a database).
* An endpoint for issuing new tokens when the JWT expires.

**Step 1: Extend AuthController with Refresh Token Logic**

1. **Model for Refresh Token**: Define a model to represent a refresh token in your database. This model typically includes properties such as Token, UserId, ExpiryDate, and IsRevoked.
   1. public class RefreshToken
   2. {
   3. public string Token { get; set; }
   4. public string UserId { get; set; }
   5. public DateTime ExpiryDate { get; set; }
   6. public bool IsRevoked { get; set; }
   7. }
2. **Generate Refresh Token**: Extend the GenerateJwtToken function to also create and return a refresh token.
   1. private string GenerateRefreshToken()
   2. {
   3. var randomNumber = new byte[32];
   4. using (var rng = RandomNumberGenerator.Create())
   5. {
   6. rng.GetBytes(randomNumber);
   7. return Convert.ToBase64String(randomNumber);
   8. }
   9. }
3. **Extend Login Response to Include Refresh Token**: When a user logs in, return both the JWT and a refresh token.
   1. [HttpPost("login")]
   2. public IActionResult Login([FromBody] LoginModel model)
   3. {
   4. if (model.Username == "testuser" && model.Password == "password")
   5. {
   6. var jwtToken = GenerateJwtToken(model.Username);
   7. var refreshToken = GenerateRefreshToken();
   9. // Store refreshToken in database associated with user
   10. SaveRefreshTokenToDatabase(model.Username, refreshToken);
   12. return Ok(new { Token = jwtToken, RefreshToken = refreshToken });
   13. }
   14. return Unauthorized("Invalid credentials");
   15. }

**Step 2: Implement Refresh Token Endpoint**

Create an endpoint in AuthController to allow clients to refresh their JWT using the refresh token:

1. [HttpPost("refresh-token")]
2. public IActionResult RefreshToken([FromBody] RefreshTokenRequest request)
3. {
4. var savedToken = GetStoredRefreshToken(request.RefreshToken);
5. if (savedToken == null || savedToken.IsRevoked || savedToken.ExpiryDate < DateTime.UtcNow)
6. {
7. return Unauthorized("Invalid or expired refresh token.");
8. }
10. // Issue new JWT and refresh token
11. var newJwtToken = GenerateJwtToken(savedToken.UserId);
12. var newRefreshToken = GenerateRefreshToken();
14. // Update refresh token in the database
15. UpdateStoredRefreshToken(savedToken, newRefreshToken);
17. return Ok(new { Token = newJwtToken, RefreshToken = newRefreshToken });
18. }

In this endpoint:

* The refresh token is validated against the database.
* If valid, a new JWT and refresh token are issued and returned.
* The previous refresh token is updated or revoked as per security policy.

**Step 3: Store and Validate Refresh Tokens in Database**

To manage refresh tokens securely:

* **Save Tokens**: Store tokens in a secure database table with fields such as Token, UserId, ExpiryDate, and IsRevoked.
* **Expire and Revoke**: Set expiration dates for refresh tokens, and revoke tokens on logout to prevent unauthorized access.

**4. Security Best Practices for Refresh Tokens**

* **Store Refresh Tokens Securely**: Keep them in a secure HTTP-only cookie or local storage on the client side.
* **Rotate Tokens**: Issue a new refresh token each time a JWT is refreshed to reduce the risk of token reuse.
* **Limit Token Scope**: Only allow the refresh token to request new JWTs, not access resources directly.
* **Short Expiration for JWT**: Keep JWTs short-lived, and use refresh tokens for session persistence.
* **Implement Logout**: Invalidate refresh tokens on user logout to prevent further use.

***Key Points to Remember for JWT Authentication and Refresh Tokens***

1. **JWT Structure**: Understand the structure (header, payload, signature) and how it ensures data integrity.
2. **Role of Refresh Tokens**: Used to extend session duration without frequent re-authentication.
3. **Secure JWT and Refresh Tokens**: Use best practices to store, validate, and revoke tokens.
4. **Code Flow**: Be familiar with code for generating JWTs, securing endpoints, and implementing refresh logic.
5. **ASP.NET Core Integration**: Master setup and configuration in ASP.NET Core, including authentication, authorization, and token validation.

#### *Minimal APIs in ASP.NET Core*

Minimal APIs in ASP.NET Core allow you to create HTTP APIs with minimal code and configuration. They simplify the process of building APIs by reducing the boilerplate code typically required with traditional controller-based approaches.

#### ****1. Minimal API Overview****

Minimal APIs provide a streamlined way to define routes and handle HTTP requests directly in the Program.cs file, eliminating the need for controllers and action methods. This approach is especially useful for small, microservices, or applications where you want to reduce overhead.

#### ****2. Defining Minimal APIs****

**Basic Example**:

Here’s how to set up a basic minimal API in Program.cs:

1. var builder = WebApplication.CreateBuilder(args);
2. var app = builder.Build();
4. app.MapGet("/hello", () => "Hello, world!");
6. app.Run();

* **MapGet**: Maps an HTTP GET request to a handler. In this example, a request to /hello returns the string "Hello, world!".

#### ****3. Route Parameters****

You can define route parameters to capture values from the URL and use them in your handlers.

**Example**:

1. app.MapGet("/greet/{name}", (string name) => $"Hello, {name}!");

* **{name}**: Captures the route parameter from the URL. If you access /greet/Alice, the handler will return "Hello, Alice!".

#### ****4. MapGroups****

MapGroups is used to group related routes together. This can be helpful for organizing routes that share a common prefix.

**Example**:

1. app.MapGroup("/api")
2. .MapGet("/products", () => new[] { "Product1", "Product2" })
3. .MapGet("/orders", () => new[] { "Order1", "Order2" });

* **MapGroup**: Groups routes under the /api prefix. Routes are then mapped to endpoints such as /api/products and /api/orders.

#### ****5. IResult****

IResult represents the result of an HTTP request and can be used to return various types of responses.

**Example**:

1. app.MapGet("/status", () =>
2. {
3. return Results.Ok(new { Status = "Running" }); // Return 200 OK with JSON response
4. });

* **Results.Ok**: Creates a result that indicates a successful HTTP response with a status code of 200 and includes a JSON payload.

Other common IResult methods include:

* Results.NotFound() for a 404 Not Found response.
* Results.BadRequest() for a 400 Bad Request response.
* Results.Created() for a 201 Created response.

#### ****6. Endpoint Filters****

Endpoint filters allow you to run custom logic before or after the request handler is executed. They can be used for tasks like validation, logging, or authentication.

**Example of a Simple Endpoint Filter**:

1. public class LoggingFilter : IEndpointFilter
2. {
3. public Task<object?> InvokeAsync(EndpointFilterInvocationContext context, EndpointFilterInvocationDelegate next)
4. {
5. Console.WriteLine("Handling request...");
6. return next(context);
7. }
8. }
10. var builder = WebApplication.CreateBuilder(args);
11. var app = builder.Build();
13. app.MapGet("/data", () => "Some data")
14. .AddEndpointFilter<LoggingFilter>();
16. app.Run();

* **IEndpointFilter**: Interface used to create filters that can be added to endpoints.

#### ****7. IEndpointFilter Interface****

The IEndpointFilter interface is used to create custom filters that can be applied to endpoints. This allows you to inject logic into the request processing pipeline.

**Example of Custom Filter Implementation**:

1. public class CustomFilter : IEndpointFilter
2. {
3. public Task<object?> InvokeAsync(EndpointFilterInvocationContext context, EndpointFilterInvocationDelegate next)
4. {
5. // Custom logic before request handling
6. Console.WriteLine("Custom filter logic before handler.");
8. // Call the next filter or endpoint
9. var result = next(context);
11. // Custom logic after request handling
12. Console.WriteLine("Custom filter logic after handler.");
14. return result;
15. }
16. }

#### *****Detailed Explanation of Code*****

* **Minimal APIs**: Provide a way to define routes and request handlers directly in Program.cs, simplifying the API development process.
* **Route Parameters**: Capture values from URLs and use them in request handlers.
* **MapGroups**: Organize related routes under a common prefix.
* **IResult**: Represents HTTP responses and can be used to return various types of responses (OK, NotFound, etc.).
* **Endpoint Filters**: Allow custom logic to be executed before or after request handlers.
* **IEndpointFilter**: Interface for creating custom endpoint filters.

#### *Key Points to Remember*

1. **Minimal APIs**: Simplify API development with direct route and handler definitions in Program.cs.
2. **Route Parameters**: Use {param} syntax to capture values from URLs.
3. **MapGroups**: Group related routes under a common prefix for better organization.
4. **IResult**: Return various HTTP responses using built-in methods like Results.Ok, Results.NotFound, etc.
5. **Endpoint Filters**: Implement custom logic in request handling using IEndpointFilter.

***New Features of ASP .NET Core 8***

There are no breaking / important changes in ASP .NET Core 8, compared to the prior version ASP .NET Core 7.

As per the Microsoft documentation the following are the improvements in ASP .NET Core MVC and ASP .NET Core Web API:

**Minimal APIs:**

* **Lighter footprint:** Minimal API dependencies are more light-weight.
* **Enhanced form binding:** Minimal APIs now support binding complex types from form inputs.

However, there are no changes / improvements in ASP .NET Core Blazor; but it is out of context for this course.

Ref: <https://learn.microsoft.com/en-us/aspnet/core/release-notes/aspnetcore-8.0?view=aspnetcore-8.0>

Since in ASP .NET Core MVC and Web API, there are no breaking changes; and no new concepts to learn, all the concepts / sections you have learnt in this course remains relavant for all ASP .NET Core 8 projects.

Extension Methods

Extension method is a method injected (added) into an existing class (or struct or interface), without modifying the source code of that class (or struct or interface).

**Existing Class**

1. class ClassName
2. {
3. }

**Static Class for Extension Method**

1. static class ClassName
2. {
3. public static ReturnType MethodName(this ClassName ParameterName, …)
4. {
5. method body here
6. }
7. }

* The developer of ClassLibrary, creates a class with a set of methods. The consumer of ClassLibrary, can add additional methods to the same class, without modifying the source code of the ClassLibrary.
* You can add additional methods to pre-defined classes / structures such as String, Int32, Console etc.
* You must create a static class with a static method; that it will be added as a non-static method to the specified class.
* This feature is introduced in C# 3.0.
* The first parameter of extension must be having "this" keyword; followed by the class name / structure name, to which you want to add the extension method. Eg: this ClassName parameter
* The parameter (with 'this' keyword) represents the current object, just like "this" keyword in the instance methods.
* Extension method can have any no. of additional parameters, where the "this" keyword parameter is must.
* Extension method does not support method overriding. That means, extension method's signature can't be same as any existing method.
* You can also add extension methods to sealed class.
* 'Extension Methods' concept can't be used to create fields, properties, or events.
* The static class of extension method can't be inner class.
* The namespace in which the static class of extension method is created, must be imported in order to call the extension method as non-static method.

***Anonymous Methods***

Anonymous methods are "name-less methods", that can be invoked by using the delegate variable or an event.

**Subscribe to Event with Anonymous Method:**

1. EventName += delegate(param1, param2, …)
2. {
3. //method body here
4. }

Anonymous methods can be used anywhere within the method, to create methods instantly, without define a method at the class level.

**Advantage:** We need not create a "named method (normal method)" to quickly handle an event.

***Rules:***

* It can't be called without a delegate or event.
* It can't contain jump statements like goto, break, continue.
* It can access local variables and parameters of outer method.
* It can be passed as a parameter to any method; in this case, the delegate acts as data type for the anonymous method.
* It can't access ref or out parameter of an outer method.
* It is mainly used for event handlers.

***Lambda Expressions***

"Lambda Expressions" (a.k.a. Statement Lambda) are "name-less methods", that can be invoked by using the delegate variable or an event, much like anonymous methods.

**Handle Event with Lambda Expressions:**

1. EventName += (param1, param2, …) =>
2. {
3. //method body here
4. }

Lambda Expressions can be used anywhere within the method, to create methods instantly, without define a method at the class level.

**Advantage:** It provides more easier and convenient syntax than "Anonymous methods".

**=>** operator is called as "goes to" or "goes into" operator.

**Inline Lambda Expressions**

"Inline Lambda Expressions" (a.k.a. Expression Lambda) are the lambda expressions, which performs a small calculation or condition check and returns a value.

Inline lambdas can receive one or more arguments and must return a value.

**Advantage:** It provides more easier and convenient syntax to create smaller methods that performs a single calculation or condition check.

**Handle Event with Inline Lambda Expressions:**

EventName += (param1, param2, …) => condition or calculation

***'Dictionary' Collection***

Dictionary collection contains a group of elements of key/value pairs.

**Full Path:** System.Collections.Generic.Dictionary

The "Dictionary" class is a generic class; so you need to specify data type of the key and data type of the value while creating object.

You can set / get the value based on the key.

The key can't be null or duplicate.
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Dictionary<TKey, TValue> referenceVariable = new Dictionary<TKey, TValue>( );

**Features of 'Dictionary' class**

* It is dynamically sized. You can add, remove elements (key/value pairs) at any time.
* Key can't be null or duplicate; but value can be null or duplicate.
* It is not index-based. You need to access elements by using key.
* It is not sorted by default. The elements are stored in the same order, how they are initialized.

**Properties of 'Dictionary' class**

Count             :     Returns count of elements.

[TKey]            :     Returns value based on specified key.

Keys               :      Returns a collection of key (without values).

Values            :      Returns a collection of values (without keys).

**Methods of 'Dictionary' class**

void Add(TKey, TValue)            : Adds an element (key/value pair).

bool Remove(TKey)                  : Removes an element based on specified key.

bool ContainsKey(TKey)         : Determines whether the specified key exists.

bool ContainsValue(TValue)   : Determines whether the specified value exists.

void Clear()                                 : Removes all elements.

**Collection of Objects**

'Collection of objects' is an collection object, where each element stores a reference to some other object.

Used to store details of groups of people or things.
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1. List<ClassName> referenceVariable = new List<ClassName>( );
2. referenceVariable.Add(object1);
3. referenceVariable.Add(object2);
4. referenceVariable.Add(object3);

Object Relations

An object can contain a field that stores references to one or more objects.

**One-to-One Relation**
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**One-to-Many Relation**
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**Many-to-One Relation**
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**Interfaces**

Interface is a set of abstract methods, that must be implemented by the child classes.
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**Interface**

1. interface InterfaceName
2. {
3. ReturnDataType MethodName(param1, …);
4. }

**Child Class of Interface**

1. class ChildClassName : InterfaceName
2. {
3. public ReturnDataType MethodName(param1, …)
4. {
5. }
6. }

* The child class that implements the interface, MUST implement ALL METHODS of the interface.
* Interface methods are by default "public" and "abstract".
* The child class must implement all interface methods, with same signature.
* You can't create object for interface.
* You can create reference variable for the interface.
* The reference variable of interface type can only store the address of objects of any one of the corresponding child classes.
* You can implement multiple interfaces in the same child class [Multiple Inheritance].
* An interface can be child of another interface.

Comparison Table: Abstract Class (vs) Interface

![https://img-c.udemycdn.com/redactor/raw/article_lecture/2023-03-21_14-31-32-46c97d73a7fd5cbf2431843785aab019.png](data:image/png;base64,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)

**Based on members:**

![https://img-c.udemycdn.com/redactor/raw/article_lecture/2023-03-21_14-31-32-e3cc14dbf69c8672b619fce8e381a018.png](data:image/png;base64,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)

**LINQ**

LINQ is a 'uniform query syntax' that allows you to retrieve data from various data sources such as arrays, collections, databases, XML files.
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**LINQ Query - Example**

1. var result = Customers.Where(temp => temp.Location == "New York").ToList( );
2. //returns a list of customers from New York location.

**Advantages of LINQ**

**Single Syntax - To Query Multiple Data Sources**

Developer uses the same LINQ syntax to retrieve information from various data sources such as collections, SQL Server database, Entity Framework DbSet's, ADO.NET DataSet etc.

**Compile-Time Checking of Query Errors**

Errors in the LINQ query will be identified while compilation time / while writing the code in Visual Studio.

**IntelliSence Support**

The list of properties of types are shown in VS IntelliSence while writing the LINQ queries.

**LINQ Extension Methods**

**Filtering:**Where, OfType

**Sorting:**OrderBy, OrderByDescending, ThenBy, ThenByDescending, Reverse

**Grouping:**GroupBy

**Join:**Join

**Project:**Select, SelectMany

**Aggregation:**Average, Count, Max, Min, Sum

**Quantifiers:**All, Any, Contains

**Elements:**ElementAt, ElementAtOrDefault, First, FirstOrDefault, Last, LastOrDefault, Single, SingleOrDefault

**Set Operations:**Distinct, Except, Intersect, Union

**Partitioning:**Skip, SkipWhile, Take, TakeWhile

**Concatenation:**Concat

**Equality:**SequenceEqual

**Generation:**DefaultEmpty, Empty, Range, Repeat

**Conversion:**AsEnumerable, AsQueryable, Cast, ToArray, ToDictionary, ToList

**Top Level Statements**

Allows a sequence of statements to occur right before the namespaces / type definitions in a single file in the C# project.

**File1.cs**

1. statements…
2. namespaces / types…

-- would compile as:

1. static class Program
2. {
3. static async Task Main(string[ ] args)
4. {
5. //statements…
6. }
7. }

* **Advantage:**  Make C# learning curve easy for C# learners (newbies).
* The compiler-generated class and Main method are NOT accessible through code of any other areas of the project.
* The compiled Main method would be 'async', by default. So it allows 'await' statements in top-level statements.
* Only one compilation unit (C# file) can have top level statements in a C# project.
* The local variables / local functions declared in the top-level statements are NOT accessible elsewhere (in other types / files).
* Top level statements can access command-line arguments using 'args'. A "string[ ] args" parameter would be generated by the compiler automatically.

**Nullable Reference Types**

Introduces 'nullable reference types' and 'non-nullable reference types' to allow the compiler to perform

'static flow analysis' for purpose of null-safety.

1. class\_name variable\_name; //'class\_name' is non-nullable reference type
2. class\_name? variable\_name; //'class\_name?' is nullable reference type

**Advantage:**The compiler can perform a static analysis to identify where there is a possibility of 'null' values and can show warnings; so we can avoid NullReference Exceptions at coding-time itself.

By default, all classes and interfaces are 'non-nullable reference types'. To convert them as 'nullable reference type', suffix a question mark (?). Eg: class?

* **Null forgiving operator (!)**
* Meaning: "I'm sure, it's not null".
* Suffix your expression (variable or property) with "!" operator to make that expression as "not null", at compilation time.
* It has no effect at run time.
* It means, the developer says to the C# compiler - that, a variable or property is "not null". But at run time, if it is actually null, it leads to "NullReference Exception" as normal.
* So use this operator only when you are sure that your expression (variable of property) is NOT null.